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# Introduction

[All text is normative unless otherwise labeled]

This specification describes how to transfer AMQP messages as the binary payload of WebSocket messages.

Each AMQP message consists of one or more AMQP frames. Each AMQP frame maps to a WebSocket message which in-turn maps to one or more WebSocket frames. Thus, there is a one-to-many mapping between an AMQP frame and WebSocket frames. This allows for intermediaries along the communication path to split a WebSocket message into potentially multiple WebSocket frames.

The WebSocket Protocol is particularly useful in that:

* Its initial handshake appears as HTTP traffic and it uses the same ports (80 and 443) as HTTP traffic so it is often able to pass-through network security devices without requiring special configuration or opening of additional ports.
* Many web browsers have built-in infrastructure for sending and receiving WebSocket protocol messages.

Each AMQP frame maps to a Web Sockets message.

Each AMQP frame can be transmitted as one (left) or more (right) WebSocket frames:

[ AMQP frame 1 of 2 ] [ AMQP frame 2 of 2 ]

| / / \ \_\_\_\_\_

| | / \ \_\_\_\_

| / / \

[ WS frame 1 of 3] [ WS frame 2 of 3 ] [ WS frame 3 of 3 ]

## Terminology

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL”, “SHALL NOT”, “SHOULD”, “SHOULD NOT”, “RECOMMENDED”, “MAY”, and “OPTIONAL” in this document are to be interpreted as described in [RFC2119].

## Normative References

[AMQP] Godfrey, Robert; Ingham, David; Schloming, Rafael, “Advanced Message Queueing Protocol (AMQP) Version 1.0”, October 2012. OASIS Standard. <https://www.oasis-open.org/standards#amqpv1.0>

[RFC2119] Bradner, S., “Key words for use in RFCs to Indicate Requirement Levels”, BCP 14, RFC 2119, March 1997. <http://www.ietf.org/rfc/rfc2119.txt>.

[RFC2616] Fielding, R., Gettys, J., Mogul, J., Frystyk, H., Masinter, L., Leach, P., Berners-Lee, T., "Hypertext Transfer Protocol -- HTTP/1.1", RFC2616, June 1999. <http://www.w3.org/Protocols/rfc2616/rfc2616.html>.

[RFC4422] Melnikov, A., and Zeilenga, K., “Simple Authentication and Security Layer (SASL)", RFC4422, June 2006. <http://tools.ietf.org/html/rfc4422>.

[RFC6455] Fette, I., and Melinkov, A., “The WebSocket Protocol”, December 2011. RFC 6455, December 2011. <http://tools.ietf.org/html/rfc6455>.

## Non-Normative References

**[SIPWS]** Baz Castillo, I., Millan Villegas, J., Pascual, V., “The WebSocket Protocol as a Transport for the Session Initiation Protocol (SIP)”, 13 June 2013. http://tools.ietf.org/html/draft-ietf-sipcore-sip-websocket-09

[XMPPWS] Stout, L., Moffitt, J., and Cestari, E., “An XMPP Sub-Protocol for WebSocket”, 18 May 2013. <http://tools.ietf.org/html/draft-moffitt-xmpp-over-websocket-03>.

**NOTE: The proper format for citation of technical work produced by an OASIS TC (whether Standards Track or Non-Standards Track) is:**

**[Citation Label]**

Work Product [title](http://docs.oasis-open.org/specGuidelines/ndr/namingDirectives.html#workProductName) (italicized). Approval date (DD Month YYYY). OASIS [Stage](http://docs.oasis-open.org/specGuidelines/ndr/namingDirectives.html#stage) Identifier and [Revision](http://docs.oasis-open.org/specGuidelines/ndr/namingDirectives.html#revision) Number (*e.g.*, OASIS Committee Specification Draft 01). Principal URI ([version-specific URI](http://docs.oasis-open.org/specGuidelines/ndr/namingDirectives.html#this-version), *e.g*., with filename component: somespec-v1.0-csd01.html).

For example:

**[OpenDoc-1.2]** *Open Document Format for Office Applications (OpenDocument) Version 1.2*. 19 January 2011. OASIS Committee Specification Draft 07. <http://docs.oasis-open.org/office/v1.2/csd07/OpenDocument-v1.2-csd07.html>.

**[CAP-1.2]** *Common Alerting Protocol Version 1.2*. 01 July 2010. OASIS Standard. <http://docs.oasis-open.org/emergency/cap/v1.2/CAP-v1.2-os.html>.

1. Opening a WebSocket Connection

To establish a connection, first the WebSocket Protocol connection MUST be opened, followed by the AMQP connection.

## WebSocket Opening

The WebSocket Protocol connection MUST be opened as described in **[RFC6455]** section 4. The initiating AMQP endpoint (WebSocket Client) sends a HTTP GET request to the receiving AMQP endpoint (WebSocket Server.) The WebSocket Server provides a HTTP 101 (“Switching Protocols”) response including the HTTP header: “Upgrade: websocket”.

The Client MUST include a value referencing a version of [AMQP] in the Sec-WebSocket-Protocol header in its handshake request. For regular AMQP over WebSocket Protocol, the value for this HTTP header should be the US-ASCII text string “AMQP0100”.

If the Server agrees to communicate using the requested protocol, the 101 reply from the Server MUST include a matching reference to a version of [AMQP] in its Sec-WebSocket-Protocol header.

If the Server does not agree to the sub-protocol requested by the Client, the Server MUST NOT return a Sec-WebSocket-Protocol header. The Client MUST then close the connection.

If the Client receives a HTTP 3XX redirect response from the Server, the Client MAY follow the redirect.

See **[RFC6455]** sections 4.1 and 4.2 for additional details on the WebSocket Opening Handshake.

## AMQP Opening

Once the WebSocket connection has been established, the AMQP Connection, Session, and Links MUST be negotiated. This is done using AMQP frames with the Open, Begin, and Attach performatives as described in **[AMQP]** section 2.7.

A single WebSocket connection maps to a single AMQP connection. As is normal for AMQP, there MAY be potentially many AMQP sessions over a single WebSocket connection / AMQP connection.

## Example

The below example section is non-normative.

WS Client WS Service

/ AMQP Endpoint / AMQP Endpoint

| |

| HTTP GET (WS handshake) F1 |

|------------------------------->|

| 101 Switching Protocols F2 |

|<-------------------------------|

| |

| OPEN (AMQP Connection) F3 |

|------------------------------->|

| OPEN |

|<-------------------------------|

| |

| BEGIN (AMQP Session) |

|------------------------------->|

| BEGIN |

|<-------------------------------|

| |

| ATTACH (AMQP Link from C to S) |

|------------------------------->|

| ATTACH |

|<-------------------------------|

| |

| ATTACH (AMQP Link from S to C) |

|<-------------------------------|

| ATTACH |

|------------------------------->|

| |

Note: The AMQP frames with Open, Begin, and Attach performatives sent from one AMQP endpoint do not necessarily need to wait for the other AMQP endpoint. They could be sent in the order: Open, Begin, Attach, Attach; then Open, Begin, Attach, Attach.

Figure 1: Example request:

GET /examplepath HTTP/1.1

Host: server.example.com

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Key: ...

Sec-WebSocket-Protocol: AMQP0100

Sec-WebSocket-Version: 13

...

Figure 2: Example response:

HTTP/1.1 101 Switching Protocols

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Accept: ...

Sec-WebSocket-Protocol: AMQP0100

...

Additional example detail showing AMQP Open, Begin, and Attach performatives can be found in **[AMQP]**.

Opening a WebSocket Connection   
(with SASL authentication)

To establish a connection, first the WebSocket Protocol connection MUST be opened, followed by the SASL authentication exchange, followed by the AMQP connection.

## WebSocket Opening

The WebSocket Protocol connection MUST be opened as described in **[RFC6455]** section 4. The initiating AMQP endpoint (WebSocket Client) sends a HTTP GET request to the receiving AMQP endpoint (WebSocket Server.) The WebSocket Server provides a HTTP 101 (“Switching Protocols”) response including the HTTP header: “Upgrade: websocket”.

The Client MUST include a value referencing a version of [AMQP] in the Sec-WebSocket-Protocol header in its handshake request. For AMQP SASL layer over WebSocket Protocol, the value for this HTTP header should be the US-ASCII text string “AMQP3100AMQP0100”.

If the Server agrees to communicate using the requested protocol, the 101 reply from the Server MUST include a matching reference to a version of [AMQP] in its Sec-WebSocket-Protocol header.

If the Server does not agree to the sub-protocol requested by the Client, the Server MUST NOT return a Sec-WebSocket-Protocol header. The Client MUST then close the connection.

If the Client receives a HTTP 3XX redirect response from the Server, the Client MAY follow the redirect.

See **[RFC6455]** sections 4.1 and 4.2 for additional details on the WebSocket Opening Handshake.

## SASL Authentication Exchange

Next, a SASL authentication exchange must take place. As described in [RFC4422], “consists of a message from the client to the server requesting authentication via a particular mechanism, followed by one or more pairs of challenges from the server and responses from the client, followed by a message from the server indicating the outcome of the authentication exchange.”

## AMQP Opening

Once the WebSocket connection has been established, and the SASL layer has been established, the AMQP Connection, Session, and Links MUST be negotiated. This is done using AMQP frames with the Open, Begin, and Attach performatives as described in **[AMQP]** section 2.7.

A single WebSocket connection maps to a single AMQP connection. As is normal for AMQP, there MAY be potentially many AMQP sessions over a single WebSocket connection / AMQP connection.

## Example

The below example section is non-normative.

WS Client WS Service

/ AMQP Endpoint / AMQP Endpoint

| |

| HTTP GET (WS handshake) F3 |

|------------------------------->|

| 101 Switching Protocols F4 |

|<-------------------------------|

| |

| SASL Authentication Exchange |

|<------------------------------>|

| |

| OPEN (AMQP Connection) |

|------------------------------->|

| OPEN |

|<-------------------------------|

| |

| BEGIN (AMQP Session) |

|------------------------------->|

| BEGIN |

|<-------------------------------|

| |

| ATTACH (AMQP Link from C to S) |

|------------------------------->|

| ATTACH |

|<-------------------------------|

| |

| ATTACH (AMQP Link from S to C) |

|<-------------------------------|

| ATTACH |

|------------------------------->|

| |

They could be sent in the order: Open, Begin, Attach, Attach; then Open, Begin, Attach, Attach.

Figure 3: Example request:

GET /examplepath HTTP/1.1

Host: server.example.com

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Key: ...

Sec-WebSocket-Protocol: AMQP3100AMQP0100

Sec-WebSocket-Version: 13

...

Figure 4: Example response:

HTTP/1.1 101 Switching Protocols

Upgrade: websocket

Connection: Upgrade

Sec-WebSocket-Accept: ...

Sec-WebSocket-Protocol: AMQP3100AMQP0100

...

Additional example detail showing the SASL authentication exchange can be found in **[RFC4422]**.

Additional example detail showing AMQP Open, Begin, and Attach performatives can be found in **[AMQP]**.

1. Sending Data

## AMQP as WebSocket Binary

AMQP content MUST be sent as binary data payloads of WebSocket messages.

WebSocket messages are framed as illustrated below from **[RFC6455]** section 5.2:

0 1 2 3

0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1 2 3 4 5 6 7 8 9 0 1

+-+-+-+-+-------+-+-------------+-------------------------------+

|F|R|R|R| opcode|M| Payload len | Extended payload length |

|I|S|S|S| (4) |A| (7) | (16/64) |

|N|V|V|V| |S| | (if payload len==126/127) |

| |1|2|3| |K| | |

+-+-+-+-+-------+-+-------------+ - - - - - - - - - - - - - - - +

| Extended payload length continued, if payload len == 127 |

+ - - - - - - - - - - - - - - - +-------------------------------+

| |Masking-key, if MASK set to 1 |

+-------------------------------+-------------------------------+

| Masking-key (continued) | Payload Data |

+-------------------------------- - - - - - - - - - - - - - - - +

: Payload Data continued ... :

+ - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - - +

| Payload Data continued ... |

+---------------------------------------------------------------+

|  |  |
| --- | --- |
| FIN | Indicates that this is the final WebSocket fragment in a message.  The first fragment MAY also be the final fragment. |
| RSV1, RSV2, RSV3 | Not used for AMQP; these MUST be 0 (zero) unless defined elsewhere. |
| Opcode | %x2 indicating binary if this is the first WebSocket frame for an AMQP frame  %x0 indicating continuation if this is a WebSocket frame containing a continuation of data for an AMQP frame  WebSocket Ping and Pong Opcodes MAY also be sent as described later in this specification. |
| Mask | 1 indicating masked payload data if the sender is the WebSocket Client  0 indicating non-masked payload data if the sender is the WebSocket Server |
| Payload length | The length of the Payload Data in bytes and using 7 bits, 7+16 bits, or 7+64 bits as described in [RFC6455] section 5.2 |
| Masking-key | If Mask==1, this field MUST contain a 32-bit mask applied to the payload data  If Mask==0, this field MUST NOT be present |
| Payload data | The AMQP frame payload |

### Masking

As mentioned in section 2.1 of this specification, the AMQP endpoint initiating the initial WebSocket connection MUST behave as the WebSocket Client and thus MUST mask its payload data. The AMQP endpoint receiving the initial WebSocket connection MUST behave as the WebSocket Server and thus MUST NOT mask its payload. WebSocket Protocol Payload Data Masking is done by applying the 32-bit Masking-key to the Payload data. WebSockets masking is further described in **[RFC6455]** section 5.2 and 10.3.

## AMQP Frame Mapping to WebSocket Message

Each AMQP message consists of one or more AMQP frames. Each AMQP frame maps to a WebSocket message which in-turn maps to one or more WebSocket frames.

In the example below, there is an AMQP message consisting of two AMQP frames. AMQP frame 1 maps to WebSockets frame 1. AMQP frame 2 maps to WebSockets frame 2 and WebSockets frame 3:

[ AMQP frame 1 of 2 ] [ AMQP frame 2 of 2 ]

| / / \ \_\_\_\_\_

| | / \ \_\_\_\_

| / / \

[ WS frame 1 of 3] [ WS frame 2 of 3 ] [ WS frame 3 of 3 ]

A single AMQP frame MAY be split into one or more WebSocket frames, but a single WebSocket frame MUST NOT carry more than one AMQP frame.

The below table illustrates how the WebSocket FIN bit (indicating the final frame) and the WebSocket Opcode should be set depending on how many WebSocket frames are used for a single AMQP frame:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Number of WebSocket frames**  **per single AMQP frame** | **First frame Opcode** | **First frame FIN bit** | **Middle frame(s) Opcode** | **Middle frame(s) FIN bit** | **Last frame Opcode** | **Last frame FIN bit** |
| 1 | %x2 | 1 |  |  |  |  |
| 2 | %x2 | 0 |  |  | %x0 | 1 |
| >2 | %x2 | 0 | %x0 | 0 | %x0 | 1 |

Nodes receiving AMQP messages over the WebSocket protocol MUST combine one or more WebSocket frames into a single WebSocket message if indicated to do so by the WebSocket FIN and Opcode.

## Connection Keep-Alive

WebSocket Clients and Servers MAY keep their WebSocket connections open by sending periodic WebSocket “Ping” and “Pong” frames as described in **[RFC6455]** section 5.5.2.

AMQP messages (as binary payloads of WebSocket messages) MAY also be used for connection keep-alive.

1. Authentication and Security

## Raw AMQP over WebSocket

Raw AMQP messages SHOULD be sent over port 80. These MUST also have an AMQP type code of 0x00 as described in **[AMQP]** section 2.3.1.

This should use the WebSocket (“ws”) as the transport protocol and regular AMQP over WebSocket as the sub-protocol (“AMQP0100”).AMQP with SASL over WebSocket

Raw AMQP messages SHOULD be sent over port 80. These MUST also have an AMQP type code of 0x01 as described in **[AMQP]** section 2.3.1.

This should use the WebSocket (“ws”) as the transport protocol and AMQP with SASL over WebSocket as the sub-protocol (“AMQP3100”).

## Raw AMQP over Secure WebSocket

AMQP over Secure WebSocket SHOULD be sent over port 443. These MUST also have an AMQP type code of 0x00 as described in **[AMQP]** section 2.3.1.

This should use WebSocket over SSL or WebSocket Secure (“wss”) as the transport protocol and regular AMQP as the sub-protocol (“AMQP0100”).AMQP with SASL over Secure WebSocket

AMQP over Secure WebSocket SHOULD be sent over port 443. These MUST also have an AMQP type code of 0x01 as described in **[AMQP]** section 2.3.1.

This should use the WebSocket over SSL or WebSocket Secure (“wss”) as the transport protocol and AMQP with SASL over WebSocket as the sub-protocol (“AMQP3100”).No SSL Upgrade

Since the WebSocket Protocol supports usage either over a basic socket (HTTP / WS) or a secure socket (HTTPS / WSS), SSL upgrade is not supported.

## Ports 80 and 443

(This section is non-normative)

The above sections recommend using ports 80 and 443 for AMQP over WebSocket but this is not an explicit requirement.

1. Normal Closing of a Connection

In the non-error case, the AMQP connection SHOULD be closed first, followed by the WebSocket connection.

Once the AMQP closing handshake has completed, the WebSocket closing handshake should be initiated. As described in **[RFC6455]** section 5.5.1, the peer node desiring to close the connection sends a WebSocket Close frame (with Opcode 0x8). Once the other peer node receives this, it MAY finish transmitting any majority finished transmissions, and then MUST send a WebSocket Close frame (with Opcode 0x8) in return.

## Example

The below example section is non-normative.

Node A Node B

| |

| DETACH (AMQP Link from A to B) |

|------------------------------->|

| DETACH |

|<-------------------------------|

| |

| DETACH (AMQP Link from B to A) |

|<-------------------------------|

| DETACH |

|------------------------------->|

| |

|------------------------------->|

| END (AMQP Session) |

|------------------------------->|

| END |

|<-------------------------------|

| |

| CLOSE (AMQP Connection) |

|------------------------------->|

| CLOSE |

|<-------------------------------|

| |

| WebSocket Close Frame |

|------------------------------->|

| WebSocket Close Frame |

|<-------------------------------|

| |

Note: The AMQP frames with Detach, End, and Close performatives sent from one AMQP endpoint do not necessarily need to wait for the other AMQP endpoint. The could be sent in the order: Detach, Detach, End, Close; then Detach, Detach, End, Close.

Additional example detail showing AMQP Detach, End, and Close performatives can be found in **[AMQP]**.

Figure X: Example WebSocket Close Frame without masking

0x88 0x02 0x03 0xE8

(0x03 0xE8 = 1000, the WebSocket value for normal closure)

Figure Y: Example WebSocket Close Frame with unrealistic mask of 0x00 0x00

0x88 0x82 0x00 0x00 0x03 0xE8

# IANA Considerations

This specification requests IANA to register the WebSocket AMQP sub-protocol under the “WebSocket Subprotocol Name” registry with the following data:

|  |  |
| --- | --- |
| Subprotocol Identifier | AMQP0100 |
| Subprotocol Common Name | WebSocket Transport for Advanced Message Queueing Protocol (AMQP) |
| Subprotocol Definition | TBD: URL of this document (when available) |

|  |  |
| --- | --- |
| Subprotocol Identifier | AMQP3100AMQP0100 |
| Subprotocol Common Name | WebSocket Transport for Advanced Message Queueing Protocol (AMQP) with SASL authentication |
| Subprotocol Definition | TBD: URL of this document (when available) |

TODO: Register with IANA:

* Reference: <http://tools.ietf.org/html/rfc6455#section-11.5>
* Registry: <http://www.iana.org/assignments/websocket/websocket.xml>
* Registration Form: <http://www.iana.org/protocols/apply>

# # Conformance

The last numbered section in the specification must be the Conformance section. Conformance Statements/Clauses go here. [Remove # marker]
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