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Introduction

The purpose of this document is to capture the work that has been done at the April 24 2001 face-to-face meeting of the Business Transactions Technical committee. The content of this document reflects the consensus of the participants of the f2f meeting and it will be included in the Requirements Draft.

Terminology and Model
Business Transaction Protocol

The name of the protocol is business transaction protocol or BTP abbreviated. The purpose of BTP is to orchestrate loosely coupled software services (e.g. web services) into a single business transaction. There are two kinds of business transactions: cohesive and atomic. This committee will first focus on atomic business transactions. The transaction model and the actors that are described in this document are applicable to the atomic transactions.
Atomic business transactions

Atomic business transactions are made up of services that all agree to enforce a common outcome of the transaction: in case of a failure all services un-do (compensate, roll-back) their operations that were invoked during the transaction, in case of a success all services make the results of their operation permanent.
Cohesive business transactions
Cohesive business transactions are made up of several atomic transactions.
Actors

Initiator
The initiator is a piece of application software that starts a business transaction by invoking the Coordinator. The Initiator also sends messages or invokes operations on other services with the transaction context propagated onto the request message.
Coordinator
The Coordinator is a piece of system software that 
· Starts a new transaction on the Initiator’s request

· Maintains a list of currently enrolled participant for a transaction

· Drives the termination protocol of the business transaction
Service
A service is a piece of application software that offers a set of operations (service interface). A service is “BTP aware” if

· It is able to recognize the business transaction context inside a request messages
· It is able to trigger the enrollment of a Participant with the Coordinator, if it decides that the work done by its operation(s) should be part of the business transaction
· It is capable of propagating the transactional context to subsequent service operation invocations (Note: that both the Service and the Initiator actors have the inherent role of propagator)
Participant
The Participant is a piece of system software that executes the termination protocol on behalf of a set of services that are associated with it. A Participant is responsible for 
· deciding the timing of making the results durable (immediately, after timed period, when notified of successful termination)

· making the results of all the operations of associated services invoked inside the transaction permanent if terminated with success,
· or to execute compensating operations for all associated services if the business transaction terminates with failure.
Transaction Context
The Transaction Context is a data structure propagated onto messages passed between the initiator and the services inside a business transaction. The Transaction Context is unique to a transaction instance and it contains information that helps the actors the execute BTP.
Model

The diagram below illustrates the transaction model for BTP:
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Issues

There was no clear consensus on the following issues:

· Are the Service and Participant two separate actors? We will define the protocol such that they can be implemented by a single component (service).
· How is the Participant registered with the Coordinator? Implicitly or via an explicit protocol message? The latter solution can raise some performance and security issues. Bill Pope will look into the security aspects.
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