BTP and CPP/CPA: a preliminary review of what features in BTP may need be reported and controlled by a CPP/A., as many business exchanges will be controlled through a transaction mechanism:

1. BTP requires the use of a coordinating entity, that may be a third party entity, or one of the transaction actors. Even before this, initiating a transaction requires access to a “Factory”, which is the real starting point. The CPP of a transactional-capable party should then specify the URL of a BTP Factory, (the “target address” in a BEGIN message). In the CPP of a transactional party, the Factory address could be: (1) either at PartyInfo level (along with a special CollaborationRole), or (2) inside each existing  CollaborationRole (because the transactional parameters may be specific to each service/action, and so could be the Factory be, as not all the BTP implementations are created equal). We could also assume that a ProcessSpecification wants to specify this.

2. As there will be exchanges (with the Factory, with the coordinating entity, and more generally between Tx actors) solely dedicated to the transaction control, we may consider (1) a predefined CPA for these exchanges, (2) a more dynamic CPA, to be negotiated with the BTP implementation. Indeed, it is possible that the CPA at business messaging level may be different than the CPA for transaction control (e.g. the level of security, confidentiality,  may not be the same as for business sensitive messages.)

3. BTP actors have roles, that are orthogonal to business collaboration roles, and relevant to their ability in controlling the transaction. E.g.: “Decider” (at the top of the Tx tree), “Terminator” (right to end a Tx), “Superior”(determines the outcome applicable to the Inferiors), “Inferior”, “Initiator”(use a factory to create a Superior…). A predefined set of Tx control operations are available to each of these roles. As this transactional role is probably specific to a Service/Action, it could be added to the CollaborationRole element of the CPP. Note: in case the role may actually be variable, or negotiable, a CPP may defines a list of possible roles it is ready to play, for a given CollaborationRole.

4. All BTP messages (whether separate messages, or additions to application messages), have “Qualifiers” parameters, which define some global parameters to the Tx, to be shared generally by participants. The CPP may also define these, for a given CollaborationRole. To be more specific, each qualifier has (1) content that is specific to the transaction, (2) sub-parameters that control propagation of the qualifier to other actors, as well as requirement on their level of understanding. It could be that  (1) might be described in the ProcessSpecification.

5. Protocol binding (this is more an MS issue than CPP): How will BTP messages be packaged as ebXML? First, that may actually not be required: the BTP exchanges may bypass the MSH. But then, there is the case where BTP messages are tied to application messages. Then they have to be packages in ebXML. BTP defines 2 SOAP bindings (SOAP, and SOAP+attachment). SOAP+attachment will then be used here. Depending whether the BTP message is bound to an application message or not, its XML content must be in the SOAP header or a SOAP body element… I see roughly two solution: one that is merging the BTP message in the ebXML SOAP envelope, as one more Header block. So a single SOAP envelope is used. But the MSH must then be aware of this. Another solution is to really treat the BTP message as an ebXML payload, with its (separate) SOAP envelope in a separate MIME part. MS spec may need to address this, at least define non-normative guidelines.

6. Other BTP-specific parameters will “configure” the BTP implementation. And we might consider them as part of a specific “BTP CPP”, or as part of a business CPP, as requirements for a CPA:  

a. Failure recovery behavior: degree to which an information described as “persistent” will survive failure. See “State Tables” section, and “Failure Recovery” section. An impl. should describe the level of failure that it is capable of surviving, ideally should be configurable, so relevant to CPPA.

b. Redirection mechanism (2 options available, see“Failure Recovery” section. )

