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Summary

The goal of this Technical Note is to provide guidelines on how the standards being developed by the OASIS ebXML Registry, Business Centric Methodology and CAM TCs can help meet the needs of e-Government Service providers. The primary focus of the guidelines is to support a usage scenario that includes  –

· Registration and storage of Schema Components used in many distinct Schemas 

· Storage of the knowledge embedded in a registered Data Dictionary

· Use of Data Dictionary items when managing schema components

· Use of Registry / Repository ‘Context Declaration’ when managing schemas employing UN/CEFACT Core Components 
· Use of a schema assertion facilities such as CAM (Content Assembly Mechanism) for binding structural, contextual and referential information to schema components

· Classification of EGSM, Data Dictionary Items, Schema Components, Context Declarations and Context Assembly Mechanism to facilitate discovery and deployment
Background

Within the OASIS open source specifications body there are a number of Technical Committee (TC) groups actively contributing to the evolution of e-Government service oriented standards. This technical note is focused on the specifications of the (i) the Business-Centric Methodology (BCM), (ii) the ebXMLRegistry and (iii) the Content Assembly Mechanism TCs  that help explain how a Registry / Repository can be used for the management of schema components. Specifically, the goal of this Technical Note is to provide standards –based guidelines on the management of web service artifacts such as business language (nouns & verbs), commerce metadata elements and schema properties.

Service Centric Concepts

A major emphasis of BCM is that a proper interpretation of the business language semantics found in a SOA (Service Oriented Architecture) metadata framework / classification system is essential for harnessing tacit knowledge and facilitating shared communications. Particularly, the BCM identifies that a Conceptual Layer that enables the exploitation of community-of-interest specific classifications, e-business taxonomies and systemic patterns is a key factor in semantic interoperability. Further, the contents of that BCM Conceptual Layer must be rich enough to resolve all semantic (meaning & operability) conflicts over terminology used to populate the many building blocks of the Lubash Pyramid. 

While not defining a mandatory structure BCM Version 1 states that the Conceptual Layer consists of semantic relationships and controlled vocabularies that increase the meaning of metadata and provide context to items that have metadata properties. The simplest form of this is a data dictionary that contains metadata about data elements and their relationship between simple and complex data types. BCM expects that when recorded in a registry the Conceptual Layer has the role of:

· Providing trace-ability from business vision to system implementation 

· Ensuring alignment of business concepts with automated procedures 

· Facilitating faster information utilization between business parties 

· Enabling accurate information discovery and synchronization 

· Expanding the ability to integrate information by interest, perspective or requirement. 

Federated Content Management
The BCM also identifies that a registry combined with a repository is a key factor in the management of service-oriented components. Such as, metadata about schemas, data elements, their associative links and any stored artifacts. Wherein, a registry not only acts as an interface to a repository of stored content, it formalizes how information is to be registered and shared. Since, this may beyond a single enterprise or agency, this dictates that the registry catalog must be capable of supporting metadata used for federated content management. 

Specifically, a federated content management capability is required when there is as a need for managing and accessing metadata across physical boundaries in a secure manner. Those physical boundaries might be the result of community-of-interest, system, department, or enterprise separation. Irrespective of the boundary type, federated content management enables information users to seamlessly access, share and perform analysis on information. Which may include:

· Map of the critical path of information flowing across a business value chain 

· Quality indicators such as statements of information integrity, authentication and certification

· Policies supporting security and privacy requirements

EbXML Registry Version 3 

· The EbXMLRegistry is a registry plus a repository. Version 3 of the ebXML Registry / Repository supports the following types of cooperating registry services 

· Registration and classification of any type of object

· Objects defined by data type 

· Namespaces defined for certain types of content
· Messages defined as XML Schemas
· Taxonomy hosting, browsing and validation

· Association between any two objects

· Registry packages to group any objects

· Links to external content

· Built-in security

·  Event notification

· Event-archiving – enabling the production of a complete audit trail

· Service registration and discovery

· Life cycle management of objects

· Flexible query options

Note:  For inter-registry relocation, replication, references - federation metadata is stored in one registry; a registry may cooperate with multiple federations for the purpose of federated queries, but not lifecycle mgmt.

e-Government Service Requirements

A key objective of  e-government service management is to achieve common understanding between the customer and provider through managing service level expectations and delivering and supporting desired results. Which in turn requires a common understanding of the elements, which make up those services. To achieve this using a Registry / Repository it is considered that each registered e-Government Service Metadata (EGSM) artifact should be capable of conveying the following information:

· An XML schema may be derived or expressed from the EGSM artifact, yet the EGSM artifact must not preclude other formats of instance data from being used within an operational system in the future 

· The EGSM artifacts shall be readable by both humans and application actors within an infrastructure and that the applications shall be able to consistently derive structure from the EGSM artifacts. 

· The EGSM artifacts can explicitly point at or otherwise reference a UML or other modeling artifact via a variety of protocols (examples – HTTP/S, LDAP, FTP). 

· The e-Government Service Metadata shall have a binding to a set of RIM metadata and/or shall minimize replication of Registry meta-metadata instances except where required for data portability.

· The e-Government Service Metadata shall not constrain the final representation in any way, yet must be capable of facilitating multiple implementation serializations syntax bindings) as represented via the UN/CEFACT core components technical specification diagram.

· The EGSM artifact shall be capable of conveying semantics of registered Data Dictionary Data elements. 

· The EGSM artifact must be in a format capable of expressing multi-byte character encoding such as UTF-16 in order to facilitate internationalization.

· The EGSM artifact must be capable of being transformed easily into other EGSM artifact formats (such as the UN/CEFACT ATG2 Core Components/Business Information Entities Meta-metadata format.)

· The EGSM artifact must be capable of declaring semantic equivalencies to other existing metadata objects. This is a requirements based on an understanding that integration with existing systems will be essential.

· The EGSM artifact must be capable of containing an intrinsic relationship to context declarations in order to facilitate the above requirements, possibly in addition to the registry relationships expressed within a registered data dictionary, ebXML RIM and ISO/EIC 11179 parts 1-5.

· The EGSM artifact must facilitate both basic (atomic) Data Elements as well as more complex aggregates. The aggregates to be designated as UN/CEFACT aggregate core components (ACCs) and represented as aggregate business core components using XML schema.

· The EGSM artifact should be written in a way so programmers can write implementations, yet if the EGSM ARTIFACT model changes, the implementations will not be broken. This is referred to as forwards compatibility.
Schema Component Definitions

At a business level, the primary function of XML is to provide a meta-language for rigorously specifying the syntax of information exchange. Since information exchange involves multiple parties (at a minimum one sender and one receiver), XML specifies agreements between parties within a community of interest for a particular domain of information. XML itself does not require or provide a mechanism for defining semantics (precisely what is meant by a particular term); however, to achieve interoperability, both the syntax and semantics must be explicitly defined. The process of selecting proper component names and reaching agreements on the definitions is primarily a business function of XML and MUST involve all stakeholders. 
The terms (XML) schema and (XML) schema document are often used interchangeably to refer to XML documents containing schema elements expressed in XML as described in the W3C Recommendation. There is also a more precise technical meaning for schema, as the exact abstract data structure required to schema-validate an element of an XML document (this is described in detail in the W3C XML Schema Recommendation Part 1).  For the purposes of this document, schema is normally used loosely, to mean a schema element within an XML document. The term schema document is used to mean an XML document containing one or more schema elements. 

EbXMLRegistry schema component management involves using a Registry / Repository for the registering and storage of schema elements, XML documents and related artifacts. It specifically includes the tasks of:

· registering proposed schema components as drafts;

· reviewing proposed schema components;

· registering approved schema components;

· assembling complete schemas from components; and

· managing the lifecycle of the components and schemas

Registration and Storage of EGSM Schema Components

To meet the need of common understanding every registered schema MUST contain the following metadata:

· Schema Name  

· Namespace(s)   

· A description of the purpose of the schema  

· The name of the application or program of record that created and and/or manages the schema 

· The version of the service application or program of record 

· A short description of the service application interface that uses the description. A URL reference to a more detailed interface description may be provided 
· Developer point of contact information to include activity, name and email 
Schema XML Component Name
To maximize understanding and facilitate automated analysis of schema components during harmonization efforts the selection of XML component names MUST be a thoughtful process involving business, functional, data and system subject matter experts. Use of ISO 11179 conventions is encouraged. For instance, XML components MAY be named after ISO 11179 data element names: XML Elements SHOULD be named after ISO 11179 data element definitions when business terms do not exist. XML Attributes SHOULD be named after ISO 11179 data elements. XML Schema data types MUST be named after ISO 11179 data elements. 
Specifically,  ISO 11179 part 5 provides a standard for creating data elements. This standard employs a dot notation and white space to separate the various parts of the element and multiple words in a part respectively. In order to meet XML requirements for component naming, the ISO 11179 name must be converted to a Name Token. The ISO 11179 part 5 standard provides a way to precisely create a data element definition and name. Using or referencing this name in a schema provides analysts with a better understanding of XML component semantics, while using business terms as element names improves readability. 

XML Component Names 
Authors creating new elements SHOULD follow the ebXML guidance for usage of acronyms or abbreviations in XML component names with the following caveats. Acronyms and abbreviations SHOULD generally be avoided in XML element and attribute names.  For XML Schema data types, abbreviations MUST be avoided while acronyms MAY be used consistent with the rest of this guidance. When acronyms are used they MUST be in upper case. Abbreviations SHOULD be treated as words and expressed in upper camel case. The decision to use an acronym or abbreviation MUST be based on the belief that its use will promote common understanding of the information both inside a community of interest as well as across multiple communities of interest. When an acronym or abbreviation does not come from a credible, identifiable source or when it introduces a margin for interpretation error, it MUST NOT be used. 

Acronyms and abbreviations used in component names MUST be spelled out in the component definition that is required to be included via schema annotations (as XML comments or inside XML Schema annotation <xsd:documentation> elements) References to authoritative sources from which the acronyms or abbreviations are taken SHOULD also be included in schema documentation

Use of Namespaces and Qualifiers

When creating a namespace it is recommended that authors use a qualifier (a prefix - normally  xsd: or xs: ) for the XML Schema namespace.  This makes the usage of namespaces more explicit, and allows schema designers more flexibility in using namespace within the schema.  http://www.govtalk.gov.uk/documents/Schema%20Guidelines%202.doc

Make the defaultNamespace for the schema the same as the targetNamespace. This allows architectural schemas with no namespace to be included without causing namespace problems.

Use a suitable qualifier for other namespaces. 

Set elementFormDefault to qualified and attributeFormDefault to unqualified.  This ensures that the user of a schema does need to understand its internal structure.

Version Management of Schema Element

The version management capabilities of the Registry / Repository enable three issues of XML management to be addressed:

· proposing and approving XML data types and elements;

· version management of XML data types; and

· assembling data types into schemas for message types.

Note:

In accordance with current W3C practice, indicate a schema version number using the version attribute. Released schemas will have a version number in the form n.m (e.g. 1.2), while drafts will have a version number of the form n.ma (e.g. 1.2b).  The major version number (n) is changed when the change from the previous version of schema will cause existing documents to fail to validate. This could occur, for example, if a new mandatory element is added. The minor version number (m) is changed when the change to the schema will result in all existing documents continuing to validate. However, some new documents, which validate against the new version, will fail against the old version. For example, this could occur with the addition of a new optional element. 

The version letter (a) should change every time a new draft is issued. In the example above, the version 1.2b is the second draft based on an existing release 1.2, and will lead to a new release 1.3 or 2.0.

.

Registration Of Schema Information

The following high-level diagram shows the relationship between registry and repository when managing XML schemas and documents support the schemas.
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Publishing of Artifacts

In terms of publishing content the ebXML Registry / Repository specification supports:

· publishing to a central registry / repository; or

· publishing to a federation of many individually many registry / repository faculties.

Note: There are therefore two basic models of distributed information - a central repository of shared items, with individual public sector organizations uploading and downloading as required or a fully distributed model with the repository distributed over multiple facilities (a local and many remote).

Access to Registry / Repository

EbXML Registry specification supports a single access to many federated Registry / Repository facilities. Thus, it allows:

· logical duplication of remote federated repository items into a local federated repository to fit into local policies of information management; or

· aggregation of artifacts in the remote federated repository for creating locally defined components; or

· access to any and all federated repository items as required.

Classification of Artifacts

To ease discovery and deployment of artifacts the ebXMLRegistry RIM explicitly supports many Classification Schemes. Currently ebXML Registry allows content to be classified using a ClassificationNode within a ClassificationScheme.
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The classification scheme identified within the context of ISO 11179 and ebXML

provides for a number of uses:

· Find a single element from among many

· Analyze data elements

· Convey semantic content that may be incompletely specified by other attributes

· such as names and definitions

· Derive names from a controlled vocabulary

· Disambiguate between data elements of varying classification power:
Note: 

The basic flow consists of:

1. Schema author publishes schema components

2. Schema author classified schema components using a class reference within a Classification
Storage of the knowledge embedded in a registered Data Dictionary

It is assumed that a typical Data Dictionary contains between 4000 entries and 100,000 entries. The concepts embedded in Data Dictionary Elements may be sourced from many different contributors. One source the may be the synonymous Business Information Entities used for Core Component developments. The key difference being that UN/CEFACT CCWG Core Component is envisioned as a global set of business collaborations vs. the typical local Data Dictionary has been scoped solely for a particular domain. The following naming rules may also be applied to the management of Data Dictionary Elements;
· The Dictionary Entry Name shall be unique and shall consist of Object Class, a Property Term, and Representation Type. 

· The Object Class represents the logical data grouping (in a logical data model) to which a data element belongs” (ISO 11179). The Object Class is the part of a core component’s Dictionary Entry Name that represents an activity or object in a context. 

· An Object Class may be individual or aggregated from core components. It may be named by using more than one word. 

· The Property Term shall represent the distinguishing characteristic of the business entity. The Property Term shall occur naturally in the definition. 

· The Representation Type shall describe the form of the set of valid values for an information element. If the Representation Type of an entry is “code” there is often a need for an additional entry for its textual representation. The Object Class and Property Term of such entries shall be the same. (Example : “Car. Colour. Code” and “Car. Colour. Text”). 

· A Dictionary Entry Name shall not contain consecutive redundant words. If the Property Term uses the same word as the Representation Type, this word shall be removed from the Property Term part of the Dictionary Entry Name.  For example: If the Object Class is “goods”, the Property Term is “delivery date”, and Representation Type is “date”, the Dictionary Entry Name is ‘Goods. Delivery. Date’.  In adoption of this rule the Property Term “Identification” could be omitted if the Representation Type is “Identifier”.  For example: The identifier of a party (“Party. Identification. Identifier”) will be truncated to “Party. Identifier”. 

· One and only one Property Term is normally present in a Dictionary Entry Name although there may be circumstances where no property term is included; e.g. Currency. Code. 

· The Representation Type shall be present in a Dictionary Entry Name. It must not be truncated. 

· To identify an object or a person by its name the Representation Type “name” shall be used. 

· A Dictionary Entry Name and all its components shall be in singular form unless the concept itself is plural; e.g. goods. 

· An Object Class as well as a Property Term may be composed of one or more words. 

· The components of a Dictionary Entry Name shall be separated by dots followed by a space character. The words in multi-word Object Classes and multi-word Property Terms shall be separated by the space character. Every word shall start with a capital letter 

· Non-letter characters may only be used if required by language rules. 

· Abbreviations, acronyms and initials shall not be used as part of a Dictionary Entry Name, except where they are used within business terms like real words; e.g. EAN.UCC global location number, DUNS number 

· All accepted acronyms and abbreviations shall be included in an ebXML glossary 

Discovery and Deployment of Schema Components

It is recognized that the classification approach employed must support the discovery and deployment of schema components in a target namespace relating to the project for which the schema is being developed. The stages of deployment include:

· Search for suitable components

· Develop new components

· Develop the structure of the new schema centric documents/messages

· Register the new schema components and documents/messages

· Notify users of new versions of components that they are using

· Identify users of obsolescent components

· Remove obsolete components

Discovery and Deployment of Schema Components

It is recognized that the classification approach employed must support the discovery and deployment of schema components in a target namespace relating to the project for which the schema is being developed. The stages of deployment include:

· search for suitable components

· develop new components

· develop the structure of the new schema centric documents/messages

· register the new schema components and documents/messages

· notify users of new versions of components that they are using

· identify users of obsolescent components

· remove obsolete components
Community Authoring

Given that artifacts, such as, schema components and dictionary entries often need to be developed collaboratively by a group of geographically dispersed domain experts.

· Each Domain Experts creates a different xml component / dictionary entry

· Each Domain Expert may review the xml component / dictionary entry produced by others. 

· Each Domain Expert may edit a xml component / dictionary entry that they or another Domain Expert created with appropriate access control.

Basic Flow :

1. Domain expert #1 publishes a xml component / dictionary entry

2. Domain expert #2 publishes another xml component / dictionary entry and connects it to first xml component / dictionary entry

3. Domain expert #1 and #2 review each others xml component / dictionary entry associations

4. Domain expert #1 and #2 edits xml component / dictionary entry to address comments or fix errors

XML Component Suitability 
Given that authors wish to only develop xml components when they are needed it is recommended that new components are only created when (1) Suitable xml components do not exist, (2) Existing xml components do not suffice or are not appropriate for the intended application Therefore, the ebXMl Registry MUST be searched for existing suitable components prior to creation of new components. There are three possible results for this search. Components may be fully or partially suitable, or no component may be found. A component may considered suitable if: 
· It satisfies the element domain requirements, 

· It is in upper/lower camel case depending on whether it is an element, attribute or type, 
· Is either named after a “business term”, or conforms to ISO 11179 conventions and 
· Abbreviations and acronyms are spelled out in the component definition
BCM Template

Following on from the template definitions in the business layers, the BCM method proceeds first to establish the templates of a collaboration agreement and optionally a traditional memorandum of agreement (item 4 in 5.3.1).  Once the collaboration is agreed, then the associated information exchanges to implement that collaboration can be defined (items 8, 9, 10 in 5.3.1).  The information transactions require careful detailing of the semantics.  There are verbs, nouns, roles, rules and message structures to quantify.  In traditional software development this is the place most people begin.  The question frequently asked is “do we have a XML schema to use?” with the assumption that if so then the participants are ready to start exchanging XML conforming to the schema and facilitating eBusiness.  In order to engage in effective information exchanges and especially across an industry group with multiple participants, experience has shown and the BCM expects a greater depth of semantic knowledge than a simple schema provides. Conversely an OASIS CAM template definition provides the entire noun, verb and context semantics for complete transaction management including integration into a registry vocabulary dictionary without the need for highly specialized software. 

Use of CAM Templates

The Schematron is a language and toolkit for making assertions about patterns found in XML documents. It can be used as a friendly validation language and for automatically generating external annotation (links, RDF, perhaps Topic Maps). Because it uses paths rather than grammars, it can be used to assert many constraints that cannot be expressed by DTDs or XML Schemas.The Content Assembly Mechanism employs templates to bind structural, contextual and referential information to schema components. In order to allow dynamic assignments of context to a Schema Component instance the CAM <context condition=”XPath expression”/> may be used . The figure below provides an outlines how those information facets maybe brought together for a ‘reliable 
Messaging System ‘. 
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�PAGE \# "'Page: '#'�'"  ��EML uses Schematron to define context-sensitive rules, and this works well. I don't want to exclude CAM (which I think is Content Assembly Mechanism), but we should be able to link Schematron artifacts as well.
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