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1 Introduction

The capture and expression of non-functional requirements is an important aspect of service
definition and has an impact on SCA throughout the lifecycle of components and
compositions. SCA provides a framework to support specification of constraints, capabilities
and QoS expectations from component design through to concrete deployment. This
specification describes the framework and its usage.

Specifically, this section describes the SCA policy association framework that allows policies
and policy subjects specified using WS-Policy [WS-Policy] and WS-PolicyAttachment [WS-
PolicyAttach], as well as with other policy languages, to be associated with SCA
components.

This document should be read in conjunction with the SCA Assembly Specification [SCA-
Assembly]. Details of policies for specific policy domains can be found in sections 7, 8 and 9.

1.1 Terminology

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL", “SHALL NOT”, “SHOULD”", “SHOULD
NOT”, “RECOMMENDED", “MAY”, and “OPTIONAL" in this document are to be interpreted as described
in [RFC2119].

1.2 XML Namespaces

Prefixes and Namespaces used in this Specification

Prefix XML Namespace Specification

docs.oasis-open.org/ns/opencsa/sca/200712

This is assumed to be the default namespace in this SCA
specification. xs:QNames that appear without a pre fix [ !
are from the SCA namespace.

sca

acme Some namespace; a generic prefix

wsp  http://www.w3.0rg/2006/07/ws-policy [ WS-Policy ]

XS http://www.w3.0rg/2001/XMLSchema [ XML Schema

Datatypes ]
. Deleted: 0
1.3 Normative References {petete
’//,[ Deleted: 7
/! [ Deleted: 69
[RFC2119] S. Bradner, Key words for use in RFCs to Indicate Requirement Levels, //u {Deleted: 71

http://www.ietf.org/rfc/rfc2119.txt, IETF RFC 2119, March 1997. ),
/1 | Deleted: 71
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[SCA]

[SCA-Assembly]

Service Component Architecture (SCA)
http://www.osoa.org/display/Main/Service+Component+Architecture+
Specifications

Service Component Architecture Assembly Model Specification
http://www.osoa.org/display/Main/Service+Component+Architecture+
Specifications

[SCA-Java-Annotations]

[WSDL]

SCA Java Common Annotations and APIs

100.pdf
Web Services Description Language (WSDL) Version 2.0 Part 1: Core Language
— Appendix http://www.w3.0rg/TR/2006/CR-wsdl20-20060327/

[WS-AtomicTransaction]

[WSDL-Ids]

[WS-Policy]

Web Services Atomic Transaction (WS-AtomicTransaction)
http://docs.oasis-open.org/ws-tx/wsat/2006/06.

SCA WSDL 1.1 Element Identifiers — forthcoming W3C Note

http://dev.w3.org/cvsweb/~checkout~/2006/ws/policy/wsdl11lelementidentifiers.ht
ml

Web Services Policy (WS-Policy)
http://www.w3.0org/TR/ws-policy

[WS-PolicyAttach] Web Services Policy Attachment (WS-PolicyAttachment)

[XML-Schema?2]

sca-policy-1.1-spec-CD-01

http://www.w3.0org/TR/ws-policy-attachment

XML Schema Part 2: Datatypes Second Edition XML Schema Part 2: Datatypes
Second Edition, Oct. 28 2004.

http://www.w3.org/TR/xmlschema-2/
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2 Overview

2.1 Policies and PolicySets

The term Policy is used to describe some capability or constraint that can be applied to
services and references. An example of a policy is that messages exchanged betweena
service client and a service provider must be encrypted, so that the exchange is confidential

In SCA, services and references can have policies applied to them that affect the form of the
interaction that takes place at runtime. These are called interaction policies.

Service components can also have other policies applied to them which affect how the
components themselves behave within their runtime container. These are called
implementation policies.

How particular policies are provided varies depending on the type of runtime container for
implementation policies and on the binding type for interaction policies. Some policies may
be provided as an inherent part of the container or of the binding — for example a binding

using the https protocol will always provide encryption of the messages flowing between a

providing a particular policy at all.

In SCA, policies are held in policySets, which may contain one or many policies, expressed
in some concrete form, such as WS-Policy assertions. Each policySet targets a specific

policies to a component or to the binding of a service or reference, through configuration
information attached to a component or attached to a composite.

For example, a service can have a policy applied that requires all interactions (messages)

with the service to be encrypted. A reference which is wired to that service needs to support

sending and receiving messages using the specified encryption technology if it is going to
use the service successfully.

In summary, a service presents a set of interaction policies which it requires the references
to use. In turn, each reference has a set of policies which define how it is capable of
interacting with any service to which it is wired. An implementation or component can
describe its requirements through a set of attached implementation policies.

2.2 Intents describe the requirements of Components, Services and
References

SCA intents are used to describe the abstract policy requirements of a component or the
requirements of interactions between components represented by services and references.
Intents provide a means for the developer and the assembler to state these requirements in
a high-level abstract form, independent of the detailed configuration of the runtime and

sca-policy-1.1-spec-CD-01 03-1%72008 '

- { Deleted:

21

- [ Deleted: conversation

- [ Deleted:

may

- { Deleted:

may

o ‘[ Deleted:

U

_ - | Deleted:
1

- - [ Deleted:

must

h { Deleted:

be able

[ Deleted:

is

) /{ Deleted:

o

) [ Deleted:

/ /
K ////{ Deleted:

/
! ///,”,{ Deleted:
S

/ /
- /‘/j////{ Deleted:

o A

1y
7
W,

Copyright © OASIS® 2005-2008, All Rights Reserved. Page 9 of 74,/



100
101
102
103
104
105
106
107
108
109
110
111
112
113
114
115
116
117
118
119
120
121
122
123
124
125
126
127
128
129
130
131
132

133

134
135
136
137
138
139
140
141
142
143
144
145
146
147
148
149
150

services and references to particular SCA bindings, since they assist the deployer in
choosing appropriate bindings and concrete policies which satisfy the abstract requirements
expressed by the intents.

time during the creation of an assembly, through the configuration of bindings and the
attachment of policy sets. Attachment may be done by the developer of a component at the
time when the component is written or it may be done later by the deployer at deployment
time. SCA recommends a late binding model where the bindings and the concrete policies
for a particular assembly are decided at deployment time.

SCA favors the late binding approach since it promotes re-use of components. It allows the
use of components in new application contexts which may require the use of different
bindings and different concrete policies. Forcing early decisions on which bindings and
policies to use is likely to limit re-use and limit the ability to use a component in a new
context.

For example, in the case of authentication, a service which requires its messages to be
authenticated can be marked with an intent "authentication". This intent marks the
service as requiring message authentication capability without being prescriptive about how
it is achieved. At deployment time, when the binding is chosen for the service (say SOAP
over HTTP), the deployer can apply suitable policies to the service which provide aspects of
WS-Security and which supply a group of one or more authentication technologies.

In many ways, intents can be seen as restricting choices at deployment time. If a service is
marked with the confidentiality intent, then the deployer must use a_binding and a
policySet that provides for the encryption of the messages.

The set of intents available to developers and assemblers can be extended by policy

- [ Deleted: arbitrarily

administrators. The SCA Policy Framework specification does define a set of intents which
address the infrastructure capabilities relating to security, transactions and reliable
messaging.

2.3 Determining which policies apply to a particular wire

In order for a reference to connect to a particular service, the policies of the reference must
intersect with the policies of the service.

Multiple policies may be attached to both services and to references. Where there are
multiple policies, they may be organized into policy domains, where each domain deals with
some particular aspect of the interaction. An example of a policy domain is confidentiality,
which covers the encryption of messages sent between a reference and a service. Each
policy domain may have one or more policy. Where multiple policies are present for a
particular domain, they represent alternative ways of meeting the requirements for that

domain. For example, in the case of message,ntegrity, there could be a set of policies, - [ Deleted: ¢

where each one deals with a particular security token to be used: e.g. X509, SAML,

Kerberos. Any one of the tokens may be used - they will all ensure that the overall goal of

message integrity is achieved. /{ Deleted: 0
/ [ Deleted: 7

In order for a service to be accessed by a wide range of clients, it is good practice for the J /{ Deleted: 69

service to support multiple alternative policies within a particular domain. So, if a service ////{ Deleted: 71

requires message confidentiality, instead of insisting on one specific encryption technology, 1 :

/1 | Deleted: 71
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the service can have a policySet which has a host of alternative encryption technologies,
any of which are acceptable to the service. Equally, a reference can have a policySet
attached which defines the range of encryption technologies which it is capable of using.
Typically, the set of policies used for a given domain will reflect the capabilities of the
binding and of the runtime being used for the service and for the reference.

When a service and a reference are wired together, the policies declared by the policySets
at each end of the wire are matched to each other. SCA does not define how policy
matching is done, but instead delegates this to the policy language (e.g. WS-Policy) used
for the binding. For example, where WS-Policy is used as the policy language, the matching
procedure looks at each domain in turn within the policy sets and looks for 1 or more
policies which are in common between the service and the reference. When only one match
is found, the matching policy is used. Where multiple matches are found, then the SCA
runtime can choose to use any one of the matching policies. No match implies that the wire
cannot be used - it is an error.
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16 3 Framework Model
167  The SCA Policy Framework model is comprised of intents and policySets. Intents J -
Iy, Deleted: intents that are

168 represent abstract assertions and Policy Sets contain concrete policies that may be applied )

169  to SCA bindings and implementations. The framework describes how intents are related to ;| Deleted: An intentis
170  PolicySets. It also describes how intents and policySets are utilized to express the i g:gggg_g;lgmt:ilf°”°W'”9
171  constraints that govern the behavior of SCA bindings and implementations. Both intents and (i '
172 | policySets may be used to specify QoS requirements on services and references. Iy| <intent  name="NCName"{
173 ) ) . . . ) . constrains  ="listOfQName
174 | The following section describes the Framework Model and illustrates it using Interaction s
175 | Policies. Implementation Policies follow the same basic model and are discussed later in roequ;]res ="listOfQNames"
. ? >
i;g section 1.5. <description >q
<l-- description of the
intent -->9
/ descripti 1
178 3.1 Intents Jinent 5
179  As discussed earlier, an intent is an abstract assertion about a specific Quality of Service C Deleted:
180 (QoS) characteristic that is expressed independently of any particular implementation Foe 1
181  technology. An intent is thus used to describe the desired runtime characteristics of an SCA i ! Deleted: Where:
182  construct. Intents are typically defined by a policy administrator. See section [Policy IR )
183 | Administrator] f detailed description of SCA roles with t to Poli ts, || || Sk>@name attribute
ministra pr] or a more detailed description o ,5.”;9 les with respect to Policy concepts, 1/ || gefines the name of the
184 | their definition and their use. The semantics of an intent may not always be available |/ | intent
185 normatively, but could be expressed with documentation that is available and accessible. . AR
186 | I I (<#>@c<|))nstrainfs att}r1ibustgA
. - - Lo - . . "1y 1| (optional) specifies the
187  For example, an intent named_lntegrlty may be_speC|f|_eq t_o signify that communications 11| constructs (SCA binding orq
188 should be protected from possible tampering. This specific intent may be declared as a 11| implementation) that this
189 | requirement by some SCA artifacts, £.9. a reference. Note that this intent can be satisfied | | ‘*,“ intent is meant to
190 by a variety of bindings and with many different ways of configuring those bindings. Thus, il 202222?'.?.:{’3'”6 is not
191 the reference where the intent is expressed as a requirement could eventually be wired ! J J agsu'n;ed’t'ha't this intent is
192  using either a web service binding (SOAP over HTTP) or with an EJB binding that 1] | aqualified intent and
193 communicates with an EJB via RMI/IIOP. | ! || inherits its constraint list
194 1y from the qualifiable intent it
HEE i
195  Intents can be used to express requirements for interaction policies or implementation '/ 'Tsh?suzlt'tfxftéze:eger:g?)'
196 | policies. The integrity intent in the above example is used to express a requirement for " define the valid attach
197 | an interaction policy. Interaction policies are, typically applied to a service or reference. ] points of the intent. {
198 They are meant to govern the communication between a client and a service provider. y E te that the “constrains”
199 | Intents may also be applied to SCA component implementations as_requirements for i atc;r?butz m;;, :::fe raa'nsﬁ
200 implementation policies. These intents specify the qualities of service that should be {F ttod: Enalish (U S"'
201  provided by a container as it runs the component. An example of such an intent could be a | /\.Formatted: Engiish (US.)
202  requirement that the component must run in a transaction. ;}f //{ ﬁelete‘t 1 J
203 (/)
204 | For convenience and conciseness, it is often desirable to declare a single, higher-level intent l - | Deleted: <#>@requires
205 to denote a requirement that could be satisfied by one of a number of lower-level intents. .| attribute (optional) defines
- . reels . . _ . . [ the set of all intents t|"_ 2]
206  For example, the confidentiality intent requires either message-level encryption or N
207  transport-level encryption. { Deleted: 1 )
208 _ _ _ _ [Deteted: 0 )
209  Both of these are abstract intents because the representation of the configuration necessary /,[ Deleted: 7 ]
210  to realize these two kinds of encryption could vary from binding to binding, and each would //{
. o . . /'’ [ Deleted: 69 )
211  also require additional parameters for configuration. Iy
1, { Deleted: 71 ]
212 17
/‘/;/////{ Deleted: 71 ]
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An intent that can be completely satisfied by one of a choice of Iower Ievel intents is

In general, SCA allows the developer or assembler to attach multiple qualifiers for a single
qualifiable intent to the same SCA construct. However, domain-specific constraints may
prevent the use of some combinations of qualifiers (from the same qualifiable intent)., _

Jntents, their qualifiers and their defaults are defined using the following pseudo schema:

<intent name="xs:string" constrains ="list of QName s - ‘\::\\
requires="list of QNames" excludes="list of QNames” ? \\\\ ‘\\\:\
mutuallyExclusive="boolean”? > \ \\\
\

Sdescription> xs:string.</description>?
<qualifier name = "xs:string" default = “xs:boolea
<description> xs:string.</description>?
</qualifier>
</intent> M \

Where: \\\\\\\
«  [@name is a required attribute that defines the name of the intent

W
\ \\\

\

» _@constrains attribute (optional) specifies the SCA constructs that this intent is “\
dmeant to configure. If a value is not specified for this attribute then it can apply to any ' \) \

SCA element.

\
Note that the “constrains” attribute may name an abstract element type, such as “
sca:binding in our running example. This means that it will match against any binding

used within a SCDL file. A SCDL element may match @constrains if its type is in a \ \\

substitution group. \\

» @requires attribute (optional) defines the set of all intents that the referring intent «

\\\\
0

\

{ Deleted: an
{ Deleted: ,

h ‘[ Deleted:
B ‘[ Deleted: (separated by “.”),

\
\

‘ % \\\{Deleted Further, the

)
v Deleted: ]
\\ Deleted: ]
\\\ Deleted: ]
‘\\\
\\\\{ Deleted: J
\\\\\\( Deleted: J
\\ ‘( Formatted [ﬁ
\\[ Deleted: ]
\\\\[ Formatted [ﬁ
\‘\( Deleted: ]

.. [9]

qualifiable intent

)
)
Deleted: the name of a }
)
)

Deleted: See Usage of
@requires attribute for
specifying intents.

Deleted: Because qualified
intents include the name of
the qualifiable intent, the
qualifiable intent definition
does not need to list its
valid qualifiers. The set of
all qualified intents defined
for that qualifiable intent
determines the list of valid

qualifiers. This is illus{”_ 37

.. [4]

Deleted: §

... [5]

Deleted: <intent

Deleted:

Formatted [6]

Formatted: Body Text

Formatted: Bullets and
Numberlng

requires. In essence, the referring intent requires all the intents named to be satisfied. \ Formatted: Bullets and
This attribute is used to compose an intent from a set of other intents. This use is \\ '| Numbering T10]
further described in Section 3.2 below. \(Deleted m J
\
\\( Formatted ... [11]
»  @excludes attribute (optional) contains a list of the excluded intents as a set of OQNames. AR {Formaued: Bullets and
Note that if one intent declares itself to be exclusive of some other intent, it is not required that the “«_ [ Numbering ... [12]
other intent also names the original intent in its exclude list, although it is good practice to do this. \[Formatted [ﬁ
Where one intent is applied to a given artifact in a composition and another intent is applied to one of {Deleted 0 ]
its parents, which intents apply to the artifact differs depending on whether the two intents are {Deleted 7 ]
Additive or Mutually Exclusive.
{Deleted 69 ]
- Where the intents are Additive, both intents apply to the artifact and its child artifacts. /,/ {Deleted 71 ]
’//, {Deleted 71 ]

03-1% 2008 ////
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- Where the intents are mutually exclusive, only the intent attached directly to the artifact
applies to the artifact and to its child artifacts.

+  @mutuallyExclusive attribute (optional) with a default of “false”. If this attribute is
present and has a value of “true” is indicates that the qualified intents defined for
this intent are mutually exclusive.

One or more <qualifier> child elements MAY be used to define qualifiers for the intent. The

«— — —

attributes of <qualifier> are:

»  [@name is a required attribute that defines the name of the intent

1.27 cm

Formatted: Bulleted + Level:
1 + Aligned at: 0.63 cm + Tab
after: 1.27 cm + Indent at:

o { Deleted:

77777777777777777777777777777777777777777777777777777777777777 o ‘{ Formatted: Bullets and

» (@default is an optional attribute that declares the particular qualifier to be the
default gqualifier for the intent. If an intent has more than one gualifier, one and only
one of them MUST be declared as the default. Further, the names of the qualifiers must

be unigue within the intent definition.

» The <qgualifier> element may have an optional child element called “description”
whose value is a xs:string.

For example, the confidentiality intent which has qualified intents called
confidentiality.transport and confidentiality.message may be defined as:

<intent name="confidentiality" constrains="sca:bind ing">

<description>
Communication through this binding must prevent

unauthorized users from reading the messages.

</description>
<qualifier name="transport”>

<description>Automatic encryption by transport
</description>

</qualifier>
<qualifier name="message” default="true’>
<description>Encryption applied to each message

</description>

</qualifier>
</intent>

All the intents in a SCA Domain are defined in a global, domain-wide file named
definitions.xml. Details of this file are described in the SCA Assembly Model [SCA-
Assembly].

SCA normatively defines a set of core intents that all SCA implementations are expected to
support, to ensure a minimum level of portability. Users of SCA may define new intents, or
extend the qualifier set of existing intents.
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3.2 Profile Intents

An intent that is satisfied only by satisfying all of a set of other intents is called a profile
intent. It can be used in the same way as any other intent.

The presence of @requires attribute in the intent definition signifies that this is a profile
intent. The @requires attribute may include all kinds of intents, including qualified intents

cannot BE a qualified intent (so its name must not have “.” in it).

Requiring a profile intent is always semantically identical to requiring the list of intents that
are listed in its @requires attribute.

An example of a profile intent could be an intent called messageProtection which is a
shortcut for specifying both confidentiality and integrity, where integrity means to
protect against modification, usually by signing. The intent definition may look like the
following:

<intent  name="messageProtection"

constrains  ="sca:binding"
requires ="confidentiality integrity" >
<description >
Protect messages from unauthorized reading or modif ication.
</ description >
</ intent >

3.3 PolicySets

A policySet element is used to define a set of concrete policies that apply to some binding
type or implementation type, and which correspond to a set of intents provided by the
policySet.,

The pseudo schema for policySet is shown below:

<policySet name="NCName"
provides="listOfQNames"
appliesTo="xs:string"
attachTo="xs:string"
xmins=http://www.osoa.org/xmins/sca/l1.0
xmlins:wsp="http://schemas.xmlsoap.org/ws/2004/09/po licy">
<policySetReference name="xs:QName"/>*
<intentMap/>*
<xs:any>*
</policySet>

| PolicySet has the following attributes:

« The @name attribute declares a name for the policySet. The value of the @name
attribute is a xs:QName.

« The @appliesTo attribute is used to determine which SCA constructs this policySet
can configure. The contents of the attribute must match the XPath 1.0 production Expr.

+  The @attachTo attribute is a string which is an XPath 1.0 expression identifying one

or more elements in the SCDL within the Domain. It is used to declare which set of

sca-policy-1.1-spec-CD-01 03-17:2008 /.
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elements the policySet is actually attached to. See the section on "Attaching Intents and

PolicySets to SCA Constructs" for more details on how this attribute is used.

+ The @provides attribute, whose value is a list of intent names (that may or may not
be qualified), designates the intents the PolicySet provides. Members of the list are
xs:string values separated by a space character ™ ™.

+ intentMap element
» policySetReference element
« Xs:any extensibility element

- ’[ Deleted: It J
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policySet element including extensibility elements. There are likely to be many different
policy languages for specific binding technologies and domains. In order to allow the
inclusion of any policy language within a policySet, the extensibility elements may be from
any namespace and may be intermixed. However, the SCA policy framework expects that
WS-Policy will be a common policy language for expressing interaction policies, especially
for Web Service bindings.,

either directly as <wsp:Policy> elements, or as <wsp:PolicyReference> elements or using
<wsp:PolicyAttachment>. These three elements, and others, can be attached using the
extensibility point provided by the <xs:any> in the pseudo schema above. See example
below.

For example, the policySet element below declares that it provides
authentication.message and reliability for the “binding.ws” SCA binding.

<policySet name="SecureReliablePolicy"
provides ="authentication.message exactlyOne"
appliesTo ="sca:binding.ws"

xmlins ="http://www.osoa.org/xmlns/sca/1.0"
xmins:wsp ="http://schemas.xmlsoap.org/ws/2004/09/policy" >
<wsp:PolicyAttachment >
<!-- policy expression and policy subject for
"basic authentication" -->

</ wsp:PolicyAttachment >
<wsp:PolicyAttachment >
<!-- policy expression and policy subject for
"reliability" -->

</ wsp:PolicyAttachment >
</ policySet >

PolicySet authors should be aware of the evaluation of the @appliesTo attribute in order to
designate meaningful values for this attribute. Although policySets may be attached to any
element in the SCA design, the applicability of a policySet is not scoped by where it is

attached in the SCA framework. Rather, policySets always apply to either binding instances

or implementation elements regardless of where they are attached to. In this regard, the
SCA policy framework does not scope the applicability of the policySet to a specific
attachment point in contrast to other frameworks, such as WS-Policy. Attachment is a
shorthand.
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With this design principle in mind, an XPath expression that is the value of an @appliesTo
attribute designates what a policySet applies to. Note that the XPath expression will always
be evaluated within the context of an attachment considering elements where binding
instances or implementations are allowed to be present. The expression is evaluated against
the parent element of any binding or implementation element. The policySet will apply to
any child binding or implementation elements returned from the expression. So, for
example, appliesTo="binding.ws” will match any web service binding. If
appliesTo="binding.ws[@impl="axis’]” then the policySet would apply only to web service
bindings that have an @impl attribute with a value of ‘axis’.

For further discussion on attachment of policySets and the computation of applicable
policySets, please refer to Section 4.

All the policySets in a SCA Domain are defined in a global, domain-wide file named
definitions.xml. Details of this file are described in the SCA Assembly Model [SCA-
Assembly].

SCA may normatively define a set of core policySets that all SCA implementations are
expected to support, to ensure a minimum level of portability. Users of SCA may define new
policySets as needed.

3.3.1 IntentMaps

Intent maps contain the concrete policies and policy subjects that are used to realize a
specific intent that is provided by the policySet.

The pseudo-schema for intentMaps is given below:

<intentMap  provides ="xs:QName"

Y - { Deleted: default ="xs:stri
<qualifier name="xs:string" >? ng"
,fl)SSjQrDQ z t 777777777777777777777777777777777777777777777777777 - — — 7| Deleted: <wsp:PolicyAttac
<intentMap /> ? hment >*q
</ qualifier > |
</ intentMap > </ wsp:PolicyAttachment >

It is often desirable to attach WS-Policies directly as children of <qualifier> elements; either directly as
<wsp:Policy> elements, or as <wsp:PolicyReference> elements or using <wsp:PolicyAttachment>.
These three elements, and others, can be attached using the extensibility point provided by the <xs:any>
in the pseudo schema above.

When a policySet element contains a set of intentMap elements, the value of the @provides
attribute of each intentMap corresponds to an unqualified intent that is listed within the
@provides attribute value of the parent policySet element.

If a policySet specifies a qualifiable intent in the @provides attribute, then it MUST include
an intentMap element that specifies all possible qualifiers for that intent. If a qualified intent

can be further qualified, then the qualifier element must also contain an intentMap. /{ Deleted: 0 )
/ { Deleted: 7 ]

/
For each intent (qualified or unqualified) listed as a member of the @provides attribute list ////{Deleted: 69 ]
of a policySet element, there may be at most one corresponding intentMap element that iy {Deleted: 71 ]
////// {Deleted: 71 ]

P

sca-policy-1.1-spec-CD-01 03-17:2008 /.



463
464
465
466
467
468
469
470
471
472
473
474
475
476
477
478
479
480
481
482
483
484
485
486
487
488
489
490
491
492
493
494
495
496
497
498
499
500
501
502
503
504
505
506
507
508
509
510
511
512
513
514
515
516
517

declares the unqualified form of that intent in its @provides attribute. In other words, each
intentMap within a given policySet must uniquely provide for a specific intent.

The @provides attribute value of each intentMap that is an immediate child of a policySet
must be included in the @provides attribute of the parent policySet.

An intentMap element must contain qualifier element children. Each qualifier
element corresponds to a qualified intent where the unqualified form of that
intent is the value of the @provides attribute value of the parent intentMap.
The qualified intent is either included explicitly in the value of the enclosing
policySet’'s @provides attribute or implicitly by that @provides attribute
including the unqualified form of the intent._One of the qualifiers referenced
in the intentMap MUST be the default qualifier defined for the qualifiable

intent.

A qualifier element designates a set of concrete policy attachments that correspond to a
qualified intent. The concrete policy attachments may be specified using
wsp:PolicyAttachment element children or using extensibility elements specific to an

environment.

the @provides attribute. The alternatives (transport and message) it contains each specify
the policy and policy subject they provide. The default is “transport”.

<policySet

name="SecureMessagingPolicies"
provides
appliesTo
xmins ="http://www.osoa.org/xmins/sca/1.0"

="confidentiality"
="binding.ws"

xmins:wsp ="http://schemas.xmlsoap.org/ws/2004/09/policy" >

| <intentMap p

<qualifier

rovides
name="transport"
<wsp:PolicyAttachment

="confidentiality"

>
>

<l-- policy expression and policy subject for

"transport" alternative -->

</ wsp:PolicyAttachment
<wsp:PolicyAttachment

</ wsp:PolicyAttachment

</ qualifier >

<qualifier

<wsp:PolicyAttachment

name="message" >

>

>

>

>

<l-- policy expression and policy subject for

"message" alternative” -->

</ wsp:PolicyAttachment

</ qualifier >

</ intentMap >
</ policySet >

>

PolicySets can embed policies that are defined in any policy language. Although WS-Policy is
the most common language for expressing interaction policies, it is possible to use other
policy languages. The following is an example of a policySet that embeds a policy defined in
a proprietary language. This policy provides “authentication” for binding.ws.
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<policySet name="AuthenticationPolicy"
provides ="authentication"
appliesTo ="binding.ws"

xmlins ="http://www.osoa.org/xmlns/sca/1.0" >
<e:policyConfiguration xmins:e ="http://example.com” >
<e:authentication type = “X509” />

<e:trustedCAStore type ="JKS” />
<e:keyStoreFile >Foo.jks </ e:keyStoreFile >
<e:keyStorePassword  >123</ e:keyStorePassword >
</ e:authentication >
</ e:policyConfiguration >
</ policySet >

The following example illustrates an intent map that defines policies for an intent with more
than one level of qualification.

<policySet name="SecurityPolicy” provides ="confidentiality” >

<intentMap  provides ="confidentiality” > - { Deleted: default="message }

<qualifier name="message” >

<intentMap  provides ="message’ > o { Deleted: defauli="whole”

)

<qualifier name="body” >
<! --- policy attachment for body encryption >
</ qualifier >
<qualifier name="whole” >
<! --- policy attachment for whole message
->encryption
</ qualifier >
</ intentMap >
</ qualifier >
<qualifier name="transport” >
<! --- policy attachment for transport
encryption >
</ qualifier >
</ intentMap >
</ policySet >

3.3.2 Direct Inclusion of Policies within PolicySets

In cases where there is no need for defaults or overriding for an intent included in the
@provides of a policySet, the policySet element may contain policies or policy attachment
elements directly without the use of intentMaps or policy set references. There are two ways
of including policies directly within a policySet. Either the policySet contains one or more
wsp: policyAttachment elements directly as children or it contains extension elements (using
xs:any) that contain concrete policies.

When a policySet element directly contains wsp:policyAttachment children or policies using {Deleted_ 0

extension elements, it is assumed that the set of policies specified as children satisfy the K :

intents expressed using the @provides attribute value of the policySet element. The intent //{ Deleted: 7

names in the @provides attribute of the policySet may include names of profile intents. ///{ Deleted: 69
///////{ Deleted: 71
) { Deleted: 71
l, 7
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3.3.3 Policy Set References

A policySet may refer to other policySets by using sca:PolicySetReference element. This
provides a recursive inclusion capability for intentMaps, policy attachments or other specific

mappings from different domains., - { Deleted: ¢

2 --= { Deleted: 9

When a policySet element contains policySetReference element children, the @name
attribute of a policySetReference element designates a policySet defined with the same
value for its @name attribute. Therefore, the @name attribute must be a QName.

The @appliesTo attribute of a referenced policySet must be compatible with that of the
policySet referring to it. Compatibility, in the simplest case, is string equivalence of the
binding names.

The @provides attribute of a referenced policySet must include intent values that are
compatible with one of the values of the @provides attribute of the referencing policySet. A
compatible intent either is a value in the referencing policySet's @provides attribute values
or is a qualified value of one of the intents of the referencing policySet's @provides attribute
value.

The usage of a policySetReference element indicates a copy of the element content children
of the policySet that is being referred is included within the referring policySet. If the result
of inclusion results in a reference to another policySet, the inclusion step is repeated until
the contents of a policySet does not contain any references to other policySets.

When a policySet is applied to a particular element, the policies in the policy set
include any standalone polices plus the policies from each intent map contained in the
PolicySet as described below.

Note that, since the attributes of a referenced policySet are effectively removed/ignored by
this process, it is the responsibility of the author of the referring policySet to include any
necessary intents in the @provides attribute if the policySet is to correctly advertise its
aggregate capabilities.

The default values when using this aggregate policySet come from the defaults in the
included policySets. A single intent (or all qualified intents that comprise an intent) in a
referencing policySet must only be included once by using references to other policySets.

Here is an example to illustrate the inclusion of two other policySets in a policySet element:

<policySet name="BasicAuthMsgProtSecurity"
provides ="authentication confidentiality"
appliesTo ="binding.ws"
xmins ="http://www.osoa.org/xmins/sca/1.0" >
<policySetReference name="acme:AuthenticationPolicies" />
<policySetReference name="acme:ConfidentialityPolicies" />
</ policySet >

The above policySet refers to policySets for authentication and confidentiality and, by /{ Deleted: 0

reference, provides policies and policy subject alternatives in these domains. //{ Deleted: 7

////{ Deleted: 69

If the policySets referred to have the following content: iy {Deleted: 71
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<policySet name="AuthenticationPolicies"
provides ="authentication"
appliesTo ="binding.ws"
xmlns ="http://www.osoa.org/xmlns/sca/1.0" >
<wsp:PolicyAttachment >
<l-- policy expression and policy subject for "basi
authentication" -->

</ wsp:PolicyAttachment >

</ policySet >

<policySet name="acme:ConfidentialityPolicies"
provides ="confidentiality"
bindings ="binding.ws"

xmins ="http://www.osoa.org/xmlns/sca/1.0" >
| <intentMap  provides ="confidentiality" >
<qualifier name="transport" >

<wsp:PolicyAttachment >
<!-- policy expression and policy subject for "tran
alternative -->

</ wsp:PolicyAttachment >
<wsp:PolicyAttachment >

</ wsp:PolicyAttachment >

</ qualifier >
<qualifier name="message" >

<wsp:PolicyAttachment >

<!I-- policy expression and policy subject for "mess

alternative” -->

</ wsp:PolicyAttachment >

</ qualifier >

</ intentMap
</ policySet >

>

The result of the inclusion of policySets via policySetReferences would be semantically
equivalent to the following:

<policySet name="BasicAuthMsgProtSecurity"

provides ="authentication confidentiality"
appliesTo ="binding.ws"
xmlns ="http://www.osoa.org/xmlns/sca/1.0"

<wsp:PolicyAttachment >
<!I-- policy expression and policy subject for "basi
authentication" -->

</ wsp:PolicyAttachment >

| <intentMap

provides ="confidentiality" >

<qualifier name="transport" >

sca-policy-1.1-spec-CD-01

<wsp:PolicyAttachment >
<!-- policy expression and policy subject for "tran
alternative -->

</ wsp:PolicyAttachment >
<wsp:PolicyAttachment >

- ‘{ Deleted: default ="transpo
"
sport
age”
- ‘{ Deleted: default ="transpo
"
sport" /{ Deleted: 0
/ { Deleted: 7
/
////{ Deleted: 69
/
'/ [ Deleted: 71
/ /

/
iy {Deleted: 71
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</ wsp:PolicyAttachment
name="message" >
<wsp:PolicyAttachment
<!I-- policy expression and policy subject for "mess
alternative -->

</ wsp:PolicyAttachment

</ intentMap >
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4 Attaching Intents and PolicySets to SCA Constructs

This section describes how intents and policySets are associated with SCA constructs. It <~~~ Formatted: Body Text, Adjust
describes the various attachment points and semantics for intents and policySets and their space between Latin and Asian
relationship to other SCA elements and how intents relate to policySets in these contexts. text

4.1 Attachment Rules_- Intents

Intents can be attached to any SCA element used in the definition of components and <+~~~ - Formatted: Body Text, Adjust
composites since an intent specifies an abstract requirement. The attachment is specified by space between Latin and Asian
using the optional @requires attribute. This attribute takes as its value a list of intent e

names. Intents can optionally be applied to interface definitions. For WSDL Port Type [ Formatted: Font: Bold, Italic ]
elements (WSDL 1.1) and for WSDL Interface elements (WSDL 2.0), the @requires attribute _ - - { Formatted: Font color: Black |

can be applied that holds a list of intent names that are required for the interface. Other
interface languages may define their own mechanism for specifying a list of required
intents. Any service or reference that uses an interface with required intents implicitly adds
those intents to its own @requires list.

Because intents specified on interfaces can be seen by both the provider and the client of a
service, it is appropriate to use them to specify characteristics of the service that both the
developers of provider and the client need to know. For example, the fact that an interface
is conversational is such a characteristic, since both the client and the service provider need
to know about the conversational semantics.

For example:

<service > or <reference >...
<binding.binding-type requires  ="listOfQNames"
</ binding.binding-type >

</ service > or </reference >

Formatted: Heading 2, Adjust
space between Latin and Asian
text

-

4.2 Attachment Rules - PolicySets

One or more policySets can be attached to any SCA element used in the definition of - [ Deleted: Similarly, one

.« - { Formatted: Font: Bold, Italic
4\{\’\" {Formatted: Font: Bold, Italic
,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,,, NN

" AN TFormatted: Bullets and

The policySets, attribute takes as its value a list of policySet names. _ '\ [ Numbering J
N \\{ Deleted: . ]
For example: AN {Formatted: Font: Bold, Italic ]
<service > or <reference >... {Deleted: is J
<binding.binding-type policySets ="listOfQNames" /{ Deleted: 0 ]
</ binding.binding-type >... /[ Deleted: 7 )

</ service > or </reference > ’,
///{ Deleted: 69 ]

///
The SCA Policy framework enables two distinct cases for utilizing intents and PolicySets: W ,{Deleted: 71 ]
/’//////[ Deleted: 71 ]

sca-policy-1.1-spec-CD-01 03-17:2008 /.



741
742
743
744
745
746
747
748
749
750
751
752
753
754
755
756
757
758
759
760
761
762
763
764
765

766

767
768
769
770
771
772
773
774
775
776
77
778
779
780
781
782
783
784
785
786
787
788
789
790

- It is possible to specify QoS requirements by specifying abstract intents utilizing the <«---
@requires element on an element at the time of development. In this case, it is
implied that the concrete bindings and policies that satisfy the abstract intents are
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within policySets that are applied during deployment using the external attachment '\
mechanism. The intents associated with a SCA element is the union of intents \\ \ {
specified for it and its parent elements subject to the detailed rules below. \\\{

« Itis also possible to specify QoS requirements for an element by using both intents <. I

Deleted: will be available in

Deleted: will be ]
a deployment environment J

and concrete policies contained in directly attached policySets at development time.

settings in the specified policySets using intents. The policySets associated
with a SCA element is the union of policySets specified for it and its parent elements
subject to the detailed rules below. ,
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When computing the policySets that apply to a particular element, the @appliesTo

In this case, it is possible to configure the policySets, by overriding the default w
attribute of each relevant policySet is checked against the element. If the policySet I

Deleted: §
<#>9

is attached directly to the element and does not apply to that element an error is
raised. If a policySet that is attached to an ancestor element does not apply to the
element in question, it is simply discarded.

These two different approaches of specifying policies are illustrated in detail below. Also - [ Deleted: will be ]
discuss is_how intents are used to guide the selection and application of specific policySets. - { Deleted: we a )
_ - | Formatted: Heading 2, Adjust
i . «” space between Latin and Asian
4.3 External Attachment of PolicySets Mechanism text

The External Attachment mechanism for policySets is used for deployment-time application
of policySets to SCA elements. It is called "external attachment" because the principle of
the mechanism is that the place that declares the attachment is separate from the
composite files which hold the elements. This separation provides the deployer with a way
to attach policySets without having to modify the artifacts where they apply.

A PolicySet is attached to one or more elements in one of two ways:

a) through the use of a <PolicyAttachment/> element which is a child of a <definitions/>
element in a definitions file

b) through the @attachTo attribute of the PolicySet

A

Formatted: Font: Courier New

The pseudo-schema for the Policy Attachment element is: L {

Formatted: Font: Courier New

Sscadefinitons> . {

Formatted: Font: Courier New

1,
!

/
/ /

Deleted: 71

)

)

<scq:PoTi6>7A’ttééﬁrﬁén’t policySet="QName"attac |, hTo="xsistring"/>+ " [ Formatted: Font: Courier New%

mt‘idﬁsg ********************************************************* N B ‘[ Formatted: Font: Courier New]

R ‘[ Formatted: Font: Courier New}

The PolicyAttachment element attaches a single PolicySet to a set of locations in the SCDL. /{Formaued: Bullets and }
It has 2 attributes: 7| Numbering

» policySet (required) — QName of the PolicySet to attach <7 {Dehted; 0 ]

» attachTo (required) — string which is an XPath 1.0 expression identifying one or more /{ Deleted: 7 J

elements in the SCDL to which the policySet is attached (See below for details) S
/ //{ Deleted: 69 %
)

/7
/ /{
1

/
Ly, s

Deleted: 71
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The meaning of the @attachTo attribute of the PolicyAttachment element is identical to the
meaning of the @attachTo attribute of the PolicySet element. This is described in the next

subsection. - -
_ - 7| Formatted: Heading 3, Adjust
. « space between Latin and Asian
4.3.1 The Form of the @attachTo Attribute text
The @attachTo attribute of a PolicySet or of a PolicyAttachment is an XPath1.0 expression
identifying a SCA element to which the PolicySet is attached.
The XPath applies to the Infoset for External Attachment - ie to SCA composite files, - { Formatted: Font: Bold, Italic ]
with the following special characteristics:
1. The Domain is treated as a special composite, with a blank nhame - "" <+~~~ - Formatted: Bullets and
Numbering
2. Where one composite includes one or more other composites, it is the including <~ - - - Formatted: Bullets and
composite which is addressed by the XPath and its contents are the result of Numbering
preprocessing all of the include elements
3. Where the PolicySet is intended to be specific to a particular use of a composite <«-- *‘{Formatted: Bullets and J
file (rather than to all uses), each (nested) component is given a unique URI for Numbering
each use of the component, based on a concatenation of all the hames of the
components involved, starting with the name of the component at the Domain
level.
The XPath expression can make use of the unigue URI to indicate specific use
instances, where different policySets need to be used for those different
instances.
Special case. Where the @attachTo attribute of a PolicySet is absent or is blank, the
PolicySet cannot be used on its own for external attachment. It can be used:
1. For direct attachment <+~~~ - Formatted: Bullets and
Numbering
2. By reference from another PolicySet or from a <PolicyAttachment/> element
Such a policySet can in principle be applied to any element through these means.
The XPath expression for the @attachTo attribute can make use of a series of XPath
functions which enable the expression to easily identify elements with specific
characteristics that are not easily expressed with pure XPath. These functions enable:
» the identification of elements to which specific intents apply. - *‘{Formatted: Bullets and }
This permits the attachment of a PolicySet to be linked to specific intents on the Numbering
target element - for example, a PolicySet relating to encryption of messages can be
targeted to services and references which have the confidentiality intent applied. - /{Formatted: Font: Bold, Italic ]
» the targeting of subelements of an interface, including operations and messages.
This permits the attachment of a PolicySet to an individual operation or to an
individual message within an interface, separately from the Policies that apply to /{ Deleted: 0 ]
other operations or messages in the interface. /{Deleted: 7 ]
/
. . . . ,// { Deleted: 69 ]
« the targeting of a specific use of a component, through its unique URI. //,/{D leted: 71 }
This permits the attachment of a PolicySet to a specific use of a component in one S A e
/ ///,//{ Deleted: 71 ]
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context, that can be different from the PolicySet(s) that are applied to other uses of
the same component.

Detail of the available XPath functions is given in a following section.

Examples of @attachTo attribute:

1. //component(@name="test3")

attach to all instances of a component named "test3"

2. //component/URIRef( "top level/testl/test3" )

attach to the unique instance of component "test3" when used by component "testl1" when
used by component "top level" (top level is a component at the Domain level)

- { Formatted: French (France) J

selects the services of component "test3" which have the intent "intent1" applied

4, //component/binding.ws

selects the web services binding of all components with a service or reference with a Web
services binding

5. /composite(@name="")/component(@name="fred")

selects a component with the name "fred" at the Domain level

space between Latin and Asian

- W Formatted: Heading 3, Adjust
-
text

4.3.2 Cases Where Multiple PolicySets are attached to a Single Artifact

Multiple PolicySets can be attached to a single artifact. This can happen either as the result
of one or more direct attachments using the @policySets attribute plus one or more
external attachments which target the particular artifact.

Where multiple PolicySets are attached to a single artifact, all of the PolicySets attached

apply to the artifact. __ - Formatted: Heading 3, Adjust
. . A space between Latin and Asian
4.3.3 XPath Functions for the @attachTo Attribute text
Utility functions are useful in XPath expressions where otherwise it would be complex to
write the XPath expression to identify the required elements.
This particularly applies in SCA to Interfaces and the child parts of interfaces (operations
and messages). XPath Functions are proposed for the following:
° Picking out a specific interface
° Picking out a specific operation in an interface {Deleted:o ]
° Picking out a specific message in an operation in an interface /{ Deleted: 7 J
° Picking out artifacts with specific intents //
/,//{ Deleted: 69 ]
K ///{ Deleted: 71 J
/ ////i//{ Deleted: 71 ]
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_ | Formatted: Heading 4, Adjust

4.3.3.1 Interface Related Functions . space between Latin and Asian
text

nterfaceRef( InterfaceName ) __ - { Formatted: Font: Bold ]
picks out an interface identified by InterfaceNeme -~ - { Formatted: Font: Not Bold |
OperationRef( InterfaceName/OperationName) ... - { Formatted: Font: Bold ]
picks out the operation OperationName in the interface InterfaceName
MessageRef( InterfaceName/OperationName/MessageName) - { Formatted: Font: Bold ]
picks out the message MessageName in the operation OperationName in the interface
InterfaceName.

"*" can be used for wildcarding of any of the names.

The interface is treated as if it is a WSDL interface (for other interface types, they are
treated as if mapped to WSDL using their reqular mapping rules).

Examples of the Interface functions:

InterfaceRef( "MylInterface" )

picks out an interface with the name "Mylnterface"

OperationRef( "MyInterface/MyOperation" )

picks out the operation named "MyOperation" within the interface named "MylInterface"

OperationRef( "*/MyOperation" )

picks out the operation named "MyOperation" from any interface

MessageRef( "Mylnterface/MyOperation/MyMessage" )

picks out the message named "MyMessage" from the operation named "MyOperation" within
the interface named "Mylnterface"

MessageRef( "*/*/MyMessage" )

picks out the message named "MyMessage" from any operation in any interface

_ - -| Formatted: Heading 4, Adjust

. - space between Latin and Asian
4.3.3.2 Intent Based Functions text

For the following intent-based functions, it is the total set of intents which apply to the
artifact which are examined by the function, including directly attached intents plus intents
acquired from the structural hierarchy and from the implementation hierarchy.

P { Formatted: Font: Bold J
IntentRefs( Intentlist) 7 {Deleted:o ]
picks out an element where the intents applied match the intents specified in the IntentList: /{ Deleted: 7 )
1y .
IntentRefs( "intent1" /////{ Deleted: 69 )
////{ Deleted: 71 J
picks out an artifact to which intent named "intentl" is attached //,j;/ { Deleted: 71 ]
I,
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IntentRefs( "intentl intent2" )
picks out an artifact to which intents named "intent1" AND "intent2" are attached

IntentRefs( "intentl lintent2" )

picks out an artifact to which intent hamed "intentl" is attached but NOT the intent named
"intent2"

-«

4.3.3.3 URI Based Function

The following function is used to pick out a particular use of a nested components - ie «--
where some Domain level component is implemented using a composite implementation

which in turn may have one or more components implemented with a composite (and so on

to an arbitrary level of nesting):

URIRef(URL) .

picks out the particular use of a component identified by the URI string URI.

Example:

URIRef( "top comp name/middle comp name/lowest comp name" )

picks out the particular use of a component — where component lowest comp name is used
within the implementation of middle comp name within the implementation of the top-level
(Domain level) component top comp name.

«

4.4 Usage of @requires attribute for specifying intents

A list of intents can be specified for any SCA element by using the @requires attribute. -

SN
NS

\

The intents which apply to a given element depend on

» the intents expressed in its @requires attribute
» intents derived from the structural hierarchy of the element
» intents derived from the implementation hierarchy of the element

When computing the intents that apply to a particular element, the @constrains attribute of
each relevant intent is checked against the element. If the intent in question does not apply
to that element it is simply discarded.

The structural hierarchy of an element consists of its parent element, grandparent element
and so on up to the <composite/> element in the composite file containing the element.

As an example, for the following composite:

space between Latin and Asian

- -| Formatted: Heading 4, Adjust
text

space between Latin and Asian

~ 7| Formatted: Body Text, Adjust
text

- { Formatted: Font: Bold

h ‘[ Formatted: Font: Bold

_~ -| Formatted: Bullets and
Numbering

- | Deleted: 1
As indicated
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{ Deleted: optional
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<composite name="C1" requires="1"> /{ Deleted: 0
<service name="CS" promotes="X/S"> /{Deleted: 7
<binding.ws requires="i2"> //
</service> iy /{ Deleted: 69
<component name="X"> /// { Deleted: 71
/

<implementation.java class="foo"/>
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</component>
</composite>

- the structural hierarchy of the component service element with the name "S" is the
component element nhamed "X" and the composite element named "C1". Service "S" has
intent "i3" and also has the intent "i1" if i1 is not mutually exclusive with i3.

Rule 1: An element inherits any intents specified on the elements above it in its structural
hierarchy EXCEPT

« if any of the inherited intents is mutually exclusive with an intent expressed on the
element, then the inherited intent is ignored

» if the overall set of intents from the element itself and from its structural hierarchy
contains both an unqualified version and a qualified version of the same intent, only
the gualified version of the intent is used (whichever element was the source of the

qualified intent)

The implementation hierarchy occurs where a component configures an implementation
and also where a composite promotes a service or reference of one of its components. The
implementation hierarchy involves:

e acomposite service or composite reference element is in the implementation hierarchy of the
component service/component reference element which they promote

« the component element and its descendent elements (for example, service, reference,
implementation) configure aspects of the implementation. Each of these elements is in the
implementation hierarchy of the corresponding element in the componentType of the
implementation.

Rule 2: An element acquires the intents defined by the elements lower in its
implementation hierarchy and it can only add intents or further qualify intents. Added
intents MUST NOT be mutually exclusive with any of the intents attached lower in the
hierarchy. A gualifiable intent expressed lower in the hierarchy can be qualified further up
the hierarchy, in which case the qualified version of the intent applies to the higher level
element. Intents from the implementation hierarchy take precedence over those from the

structural hierarchy.

As an example, consider the following composite:

<composite nhame="C1" requires="i1">
<service name="CS" promotes="X/S">
<binding.ws requires="i2">

</service>
<component name="X"> , Formatted: Space Before: 4
<implementation.java class="foo"/> ;| pt, After: 4 pt, Adjust space
<service name="S" requires="i3"> J between Latin and Asian text
_</component> J {Deleted: 0
</composite> P
i/ { Deleted: 7
/ /
) . ) . / ,// { Deleted: 69
...the component service with name "S" has the service named "S" in the componentType of ¥ /,/
- - .. - . ; - pp— ’y, {Deleted: 71
the implementation in its implementation hierarchy, and the composite service named "CS )

/
iy {Deleted: 71
s

o A

sca-policy-1.1-spec-CD-01



1040
1041
1042

1043
1044
1045
1046
1047
1048
1049
1050
1051
1052
1053
1054
1055
1056
1057
1058
1059
1060
1061
1062
1063
1064
1065
1066
1067
1068
1069
1070
1071
1072
1073
1074
1075
1076
1077
1078
1079
1080
1081
1082
1083
1084
1085
1086

1087

1088
1089
1090
1091

has the component service named "S" in its implementation hierarchy. Service "CS"

acquires the intent "i3" from service "S" — and also gets the intent "i1l" from its containing ,"| with the @requires
composite "C1" IF il is not mutually exclusive with i3. ,/ | attribute of an element

J/ means that those intents
A ——_..—, e Ee—e—e - are additionally required by
When intents apply to an element following the rules described and where no policySets are every relevant element
attached to the element, thentents for the element can be used to select appropriate } descendent. For example,

<composite  requires ="confidentiality" >
<service  name="foo" .../>
<reference name="bar" yequires ="confidentiality.message" />

</ composite >

Deleted: Stating intents

specifyingq
requires="confidentiali
ty” on a <composite>
element is the equivalent to
adding the same intent to
the @requires list of every
service and reference that
is contained within that
77777777777777777777777777777777777777777777 composite, including the
services and references
inside components.

... [14]
e deyy MR LUTIPRSItE SRR dl By VAL al YL Tho SR VILES Al IR RS e udldiIes Deleted:arespecifie(w
confidentiality in their communication, but the “bar” reference further qualifies that =~ Deleted: durt i
requirement to specifically require message-level security. .,The “foo” service element has, ! clete — uring ... [16]
the default qualifier specified for the confidentiality intent (which might be transport level Deleted: is )
security) while the “bar” reference has, the confidentiality.message intent. =~ Deleted: computed ]
X i L . . . = i Deleted: are J
Lonsider this variation where a qualified intent is specified at the composite level: Deleted: )
<composite  requires ="confidentiality.transport" > Deleted: The intents (", [17]
<service  name="foo" ..[> Deleted: Both lifi
<reference name="bar" yequires ="confidentiality.message" s e o ua™ ... [18]
</ composite > Deleted: ]
Deleted: I ]
In this case, both the confidentiality.transport and the confidentiality.message intent Deleted: has ]
are required for the reference ‘bar’. If there are no bindings that support this combination, Deleted: d ]
an error will be generated. However, since in some cases multiple qualifiers for the same :
intent may be valid or there may be bindings that support such combinations, the SCA Deleted: would )
specification allows this. Deleted: y ]
Deleted: . When the [ [197)
4t is also possible for a qualified intent to be further qualified. In our example, the Deleted: will )
«confidentiality.message intent may be further qualified to indicate whether just the body ' e
of a message is protected, or the whole message (including headers) is protected. So, the Deleted: use J
second-level qualifiers might be “body” and “whole”. The default qualifier might be “whole”. \ [ Deleted: by the PoIic[ﬂ_ [20]
If the “bar” reference from the example above wanted only body confidentiality, it would [ Deleted: will use J
state: ‘{ Deleted: During poliq_ [21]
<reference  name="bar" _Jequires ="acme:confidentiality.message.body” /> { Deleted: { ]
\\\ \{ Deleted: <#>If a ... [22]
The definition of the second level of qualification for an intent follows the same rules. As . { Deleted: 615 ]
with other qualified intents, the name of the intent is constructed using the name of the . -
qualifiable intent, the delimiter “.”, and the name of the qualifier. {De'eted: Il ]
_ - Formatted: Bullets and
- - Numbering - [23]
4.5 Usage of @requires and @policySet attributes together [Deteted: 0 )
/ .
As indicated above, it is possible to attach both intents and policySets to an SCA element K /{ Deleted: 7 J
during development. The most common use cases for attaching both intents and concrete ! //{ Deleted: 69 }
policySets to an element are with binding and reference elements. //////{Deleted: 71 ]
/’///////[ Deleted: 71 )
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When the @requires attribute and the @policySets attributes are used together during
development it indicates the intention of the developer to configure the element, such as a

-| Deleted: that are in scope

for

Developers using @requires and @policySet attributes in conjunction with each other must
be aware of the implications of how the policySets are selected and how the intents are
utilized to select specific intentMaps, override defaults, etc. The details are provided in the

\

Section Guided Selection of PolicySets using Intents.,

4.6 _Operation-Level Intents and PolicySets on Services & References -

\
\
\

\

It is possible to specify intents and policySets for a single service or reference operation in a
way that applies to all the bindings of a service or reference. In this case, the syntax is to

\

Deleted: The same
algorithm applies whether
the intents guide the
selection of policySets
during deployment or
whether a developer uses
intents to choose the best
alternative in a set of
policySets that may apply
by configuring policySets.

specify the operation directly under the <sca:service> or <sca:reference> element. The :
following example illustrates the placement of the <sca:operation> element: [

Formatted: Bullets and
Numbering

<service > or <reference >
<operation name = "xs:string"
policySet ="xs:QName" ? requires ="="listOfQNames"
</ service > or </reference >

? />

The SCA Runtime MUST execute the algorithm in section Error! Reference source not

found. Error! Reference source not found., one time for each operation in a_service or

- Deleted: 4.10

reference interface when operation level policy attachment (intents or policySets) is used.

Deleted: Guided Selection of
PolicySets using Intents

4.7 Operation-Level Intents and PolicySets on Bindings

Formatted: Bullets and
Numbering

Deleted 4.10

The above mechanism for specifying operation-specific required intents and policySets may
also be applied to bindings. In this case, the syntax would be:

Deleted: Guided Selection of
PolicySets using Intents

- J J G

<service > or <reference > 0
<binding.binding-type )

requires  ="list of intent QNames" policySets  ="listOfQNames" > K

<operation name = "xs:string" policySets  ="xs:QName" ? 0!

requires ="listOfQNames" ? /> * )

</ binding.binding-type > Ui !

</ service > or </reference >
This makes it possible to specify required intents that are specific to one operation for a f‘f
single binding. The SCA Runtime MUST execute the algorithm in Error! Reference source |,
not found. Error! Reference source not found. one time for each operation in a_service_ //

Deleted: Similar to
operations on
implementations, the
intents required for the
operation are added to the
effective list of required
intents on the binding, and
operation-level policySets
override corresponding
policySets specified for the
binding (where a
“corresponding” policySet
@provides at least one
common intent).q

Formatted: Bullets and
Numbering

. . ’ Deleted: for
4.8 Intents and PolicySets on Implementations and Component Types }Deleted_o
It is possible to specify required intents and policySets within a component’'s {Ddeted: 7
implementation, which get exposed to SCA through the corresponding component type. {Deleted: 59
How the intents or policies are specified within an implementation depends on the {D ©otod: 71
/// eleted:
/ /// {Deleted: 71
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intents.

The required intents and policySets specified within an implementation can be found on the

component type, for example:

<omponentType >

<implementation. * requires ="listOfQNames"
policySets =" ="listOfQNames" >

</ implementation >

<service  name="myService" requires ="listOfQNames"
policySets  ="listOfQNames" >

</service >

<reference name="myReference" requires ="listOfQNames"
policySets =" ="listOfQNames" >

</ reference >

</ componentType >

Jntents gxpressed in the component type are handled according to the rule defined for the = - { Deleted: When applying
implementation hierarchy, "~ _ | policies, the i

i R { Deleted: required by

==l o=t BT =y o L e e e e e e e L - Deleted: added to the

override policySets from the component type. More precisely, a policySet on the N intentsq
componentType is considered to be overridden, and is not used, if it has a @provides list ‘| required by the using
that includes an intent that is also listed in any component policySet @provides list. \ [ component
« {Deleted: the
4.9 BindingTypes and Related Intents . { Formatted: Bullets and
Numbering

« _J A 00 A )

SCA Binding types implement particular communication mechanisms for connecting
components together. See detailed discussion in the SCA Assembly specification [SCA-
Assembly]. Some binding types may realize intents inherently by virtue of the kind of
protocol technology they implement (e.g. an SSL binding would natively support
confidentiality). For these kinds of binding types, it may be the case that using that binding
type, without any additional configuration, will provide a concrete realization of a required
intent. In addition, binding instances which are created by configuring a bindingType may
be able to provide some intents by virtue of its configuration. It is important to know, when
selecting a binding to satisfy a set of intents, just what the binding types themselves can
provide and what they can be configured to provide.

The bindingType element is used to declare a class of binding available in a SCA Domain. It
declares the QName of the binding type, and the set of intents that are natively provided
using the optional @alwaysProvides attribute. The intents listed by this attribute are always

concretely realized by use of the given binding type. The binding type also declares the

intents that it may provide by using the optional @mayProvide attribute. Intents listed as /{ Deleted: 0
the value of this attribute can be provided by a binding instance configured from this //{ Deleted: 7
binding type. /! [ Deleted: 69
L . ////,” {Deleted: 71
The pseudo-schema for the bindingType element is as follows: Sl
) /{ Deleted: 71

o A
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<bindingType  type ="NCName"
alwaysProvides ="listOfQNames" ? mayProvide ="listOfQNames" ?/>

The kind of intents a given binding might be capable of providing, beyond these inherent
intents, are implied by the presence of policySets that declare the given binding in their
@appliesTo attribute. An exception is binding.sca which is configured entirely by the intents
listed in its @mayProvide and @alwaysProvides lists. There are no policySets with
appliesTo="binding.sca".

For example, if the following policySet is available in a SCA Domain it says that the
sca:binding.ssl can provide “reliability” in addition to any other intents it may provide
inherently.

<policySet name="ReliableSSL" provides ="exactlyOnce"
appliesTo ="binding.ssl" >

</ policySet > {

Formatted: Bullets and
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4.10Treatment of Components with Internal Wiring

This section discusses the steps involved in the development and deployment of a
component and its relationship to selection of bindings and policies for wiring services and
references.

The SCA developer starts by defining a component. Typically, this will contain services and
references. It may also have required intents defined at various locations within composite
and component types as well as policySets defined at various locations.

Both for ease of development as well as for deployment, the wiring constraints to relate
services and references need to be determined. This is accomplished by matching