Smart Browser Profile

This profile is based on the Needham and Schroedar protocol [ref 1] that is the basis for the Kerberos protocol [ref. 2 , 3 and 4].  The smart client profile uses the authentication paradigm and symmetric key transfer of the aforementioned protocols while using HTTP for transport.  This protocol also does not use the definition of the data structures as defined in the Kerberos protocol.

More detailed work needs to be done on this protocol if the TC deems it to be worth pursuing.

There are three parts to this profile write-up.  

1. Installation of a browser plugin that will support the proposed profile.  The plugin is needed only in browsers that do not support the Kerberos protocol.

2. The profile itself and 

3. The plugin functionality

Plugin Installation

When the browser calls on the target (RP), the RP will check whether the Browser is a smart browser, i.e. able to support this profile.  This check is implementation specific.  For example the RP could assume a smart browser.   If the browser could not complete the protocol the RP could attempt to install a smart browser plugin in the browser or   alternately the RP could redirect the browser to the source site that would attempt to install the smart browser plugin.

The installation of the plugin would follow the procedure for that browser’s plugin installation procedure.

Smart Browser Profile

This smart browser profile will support a Kerberos-like protocol.

Overview of the Smart Browser’s Use of Kerberos

The following is an overview of Kerberos as applied to the smart browser profile.  Details of the Kerberos protocol can be found at  [ref. 2 , 3 and 4] as well as a number of other references.

The browser plugin will contact the source site and request a ticket granting ticket (TGT).   This may be the result of a redirect from the RP.  The source site will create the TGT, which contains a conversation key for use between the source site and the browser encrypted in the source site’s secret key and the conversation key encrypted in the browser user’s secret key derived from the user’s password.   The TGT has a relatively long life, which is set by the source site.  Obtaining a new TGT is the only time that a client is required to login, i.e. that the user will be asked for their password.

When the browser client wants to talk to a particular server the smart browser plugin requests a ticket for that server from the source site by passing the TGT and the name of the server it wishes to talk to.  This request may be the result of a redirect from the RP, i.e. if the client does not have a ticket when it attempts to access the RP, the RP redirects the client to the source site to obtain a ticket.

The source site creates a credential for the client to talk to the particular RP.  This credential consists of an authenticator and a ticket for that particular server.  The ticket consists of the client (browser user’s) name, the client’s network address, the validity time for the ticket and the symmetric, session key to be used in the conversation, all encrypted with the servers secret key, and the unencrypted server name.   The authenticator consists of the client name, a time stamp and an optional, additional session key all encrypted in the session key.

The ticket can be used until it times out.  The time out is set by the source site.  The authenticator is generated anew for each session.  Note that the authenticator is constructed by the plugin without the help of the browser user.

There is a proposed IETF extension to the Kerberos profile that supports the use of a public key for the TGT request, [ref. 5].   The use of public key relieves the source site from obtaining and storing the passwords of each party that it supports.  Of course the source site must obtain the public key of each party but obtaining public keys is somewhat easier and there is no danger of compromising the public key as there would be with the password.

Messages between the browser and the RP may be encrypted using the symmetric key that has been exchanged between the browser and the RP with this protocol.  That is, there is no need for SSL in this protocol.

There must be time synchronization between the source site and the RP’s to some delta time to prevent replay.  There could be a requirement for a delta time skew, which could be of the order of a minute or so.  There is a potential replay attack during the time skew. 

Pros of using a Kerberos like protocol in this profile

The client (browser user) only has to login once during the lifetime of the TGT and can access any server that is known to the source site, i.e. the source site has the server’s password as well as the client’s password.

The client is authenticated to the RP and the RP is authenticated to the client by each knowing the session symmetric key, which can only be known by each knowing its own password.

No passwords are passed over the wire.

No special action is taken by the browser user.  The protocol is carried out by the plugin.

The Kerberos protocol has been subjected to cryptanalysis over time and deemed to be strong.  Implementations of the Kerberos protocol are readily available

Cons of using a Kerberos-like protocol in this profile

The source site must obtain and store the passwords, or public keys, of each browser user and RP that the source site supports.

A plugin must be installed in each browser that wishes to use this protocol.

Plugin Functionality

A browser plugin is required to:

· Request a TGT

· Capture the Browser user’s password

· Use that password to decrypt the TGT and obtain the session key for use with the Ticket service of the source site

· Request a ticket for use with an RP 

· Decrypt the ticket with the browser user’s password

· Create an Authenticator and pass it and the server ticket to the RP

· Optionally encrypt messages with the session key, if required.

· Delete the password, tickets, authentications and TGT’s when the user quits the browser.
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