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1 UIML

1.1 Introduction

The User Interface Markup Language (UIML) was designed starting with a clean sheet of paper. UIML is an answer to the question of what a declarative language would look like that could provide a canonical representation of any user interface (UI) suitable for multi-platform, multi-lingual, and multi-modal UIs. This document describes the influences from W3C on UIML, and comments on how UIML fits into W3C's specifications.

1.2 HTML, XML, CSS, WAI, and SOAP- Inspirations for UIML

Several W3C activities in 1997 -- XML, HTML, CSS, and WAI -- formed a catalyst of ideas that inspired the development of UIML. At that time a group of UI developers in Blacksburg, Virginia who were frustrated with the difficulty of creating UIs in traditional imperative languages (e.g., C, C++) starting work on UIML using a number of insights from these W3C activities.

The success of HTML by 1997 in allowing non-programmers to design UIs with a rich user experience was a beacon of light to the team that designed the original UIML language: Could we start with a clean sheet of paper, and design a new declarative language powerful enough to describe UIs that historically were built only in imperative programming languages and toolkits (e.g., C with X-windows, C++ with MFC, Java with AWT/Swing)? Doing so would bridge the gap between HTML, which allows easy design of UIs with limited interaction, and imperative languages, which allow design of rich UIs but only in the hands of experienced programmers. 

In 1997, the first XML conference was held. XML is a meta-language, to which a vocabulary of element and attribute names must be added [XML]. XML could be standardized once, and was extensible because many vocabularies could be created by different groups of people [BL]. In designing UIML we realized that if a UI language was a meta-language, then it could potentially serve as a canonical representation of any UI. Hence UIML is a meta-language. By separately creating vocabularies for UIML, UIML could be devoid of bias toward UI metaphors, target devices (e.g., PCs, phones, PDAs), UI toolkits (e.g., Swing, MFC), and could be translated to various target languages (e.g., Java, HTML, VoiceXML).

The world was clearly on a trend to untether users from the desktop computer, allowing them to use a plethora of devices via growing wireless technologies. UIML recognized that a meta-language enables the creation of UI descriptions in a device-independent form.

Another influence by 1997 was Cascading Style Sheets, which could be viewed as the first step to created UI descriptions that are separated, or factored, into orthogonal components [CSS]. The factoring was again a key to device-independent descriptions of UIs. The design of UIML started by asking what fundamentally are the orthogonal parts of a UI. The Model-View-Controller paradigm is a three-way separation. UIML arrived at a six-way separation (structure, style, content, behavior, APIs to components outside the UI, and mappings to UI toolkits) [PHAN].

The W3C's Web Accessibility Initiative [WAI] which also started in 1997 also influenced UIML. The key to making documents and UIs accessible, according to WAI, is to capture the author's intent. A language like HTML has ingrained into it a certain metaphor based on the printed page. What authors need is the ability to represent a UI using abstractions representing the semantic information they have, which cannot be rediscovered easily from markup like HTML. Again, a meta-language appeared to be a key element for UIML, because an author could define and work with their own abstractions in a vocabulary that the author creates.

A second influence of WAI was the recognition that scripting in HTML pages presents an obstacle to making documents portable across devices. The lesson learned for UIML's designers was that the behavior of a user's interaction with a UI should clearly be a separable component in a UI description.

The original work on SOAP in 1998 also influenced UIML. When SOAP was first proposed, it suggested that remote calls to objects could be done using XML. Therefore the actions in UIML's syntax for behavior description was designed to allow invocation of SOAP or other XML-based remote calls.

1.3 HCI - Another Influence on UIML

Aside from W3C, there was one other key influence on UIML: the field of Human-Computer Interaction (HCI). The design of UIs that work across devices requires a good design methodology. Much work has been done in the HCI field in UI design. There is also a body of literature called UI Management Systems, which include notations to represent UIs, and these heavily influenced the design of UIML (especially the question of how to represent user interaction with a UI in a canonical form).

Our expectation is that work on design techniques for UIs will produce a number of tools and UI design languages (e.g., ConcurTaskTree [PAT]). UIML was not intended as a UI design language, but rather as a language for UI implementation. Therefore UI design tools could represent a design in a design language, and then transform a UI in a design language to a canonical representation for UI implementation, namely UIML. If Integrated Development Environments (IDEs) and Web page design tools could read UIML, then the world would have a complete path for computer-assisted design and implementation of multi-platform UIs.

1.4 Key Points in UIML

Here is a summary of the key facts about UIML that distinguish it from other XML languages for UIs:

· UIML is a canonical representation of any UI. There are many syntaxes to represent UIs, from Java to HTML. UIML simply offers a single syntax that is rich enough to represent the UI concepts in each of these languages. Therefore UIML must be rich enough to subsume the concepts from any target language and normalize their representation into a single syntax. 

· UIML is a meta-language. A vocabulary must be added to UIML. Formal definitions(in UIML) of vocabularies for UIML are given here. Just as XML is a meta-language, tools can be created for UIML that are usable with any vocabulary. Vocabularies can be designed capture UI metaphors, to represent abstractions to capture author intents, to work across devices, to describe controls specific to particular devices, and so on.

· UIML separates a UI into six parts, as stated earlier (structure, style, content, behavior, APIs to components outside the UI, and mappings to UI toolkits).

· UIML is either compiled to a target language or interpreted.

· UIML can be freely implemented without license.

1.5 How UIML Fits W3C Architecture Today

The best architectural picture of where UIML fits into the overall W3C architecture is the diagram in Figure 1 presented by Dave Raggett in his talk at the W3C Workshop on Web Device Independence (Bristol, Oct. 2000).



	Figure 1. UIML's place in Dave Raggett's architecture diagram 

	





Raggett proposed that there was a need for a layer (in green) that can adapt a UI to the particular XML language used by a target device. In Figure 1, we show UIML as a small box within the Device Adaptation layer. This is because UIML is an element of device adaptation, but not a complete solution. For example, there may be transform algorithms that transform the interface description (e.g., in UIML) to take into account device characteristics. 

We advocate the use of UIML in this layer because transforms can be written to map UIML to UIML. Without a single canonical language to represent UIs at this layer (regardless of whether it is UIML), then one must create transforms for multiple languages. Obviously if it is possible to have one language at this layer, the construction of reusable transforms is simplified.

One way to apply UIML at this layer is to use multiple vocabularies with UIML, and transform from UIML using one vocabulary to UIML using another vocabulary. For example, one may start with a UI description using a generic vocabulary (e.g., a vocabulary whose abstractions can be mapped to a variety of devices). Perhaps the UI was authored with this generic vocabulary to facilitate accessibility. A transform algorithm, guided by a rule base that takes into account characteristics of different devices, can then be used to map UIML with the generic vocabulary to UIML with a vocabulary specific to a particular device. This technique has been implemented to adapt UIs to various versions of Web browsers (e.g., to give a similar appearance to UIs for HTML 3.2 vs. HTML 4.0 browsers). 

The UIML produced by the green Device Adaptation box can then be rendered to a particular XML language (e.g., by a rendering program that compiles UIML into XHTML, or UIML into VoiceXML).

1.5.1 The Path Toward Separation in User Interfaces

The evolution of W3C specifications in the UI area has followed a path of gradually separating a UI description into orthogonal parts:

· Up until HTML 3.2, there was no separation.

· In HTML4, the style was separated (via CSS and XSL-FO).

· In XForms, the portion of a document that represents a form was separated.

· In XML Events, events were separated.

As stated earlier, UIML separates a UI into six parts, answering these six questions:

1. What are the parts which constitute the structure of the UI? 

2. What is the presentation style of the parts?

3. What is the content associated with the parts?

4. What is the behavior of the UI when a user interacts with the UI?

5. What is the API of components outside the UI with which the UI interacts?

6. What is the mapping of the vocabulary to a target UI toolkit or markup language? 

These six questions are answered in UIML's structure, style, content, behavior, logic, and presentation elements.

Therefore this fundamental design decision in UIML is compatible with the path being followed by W3C. UIML should provide W3C working groups with an example of what will ultimately be reached as this path toward separation is followed in the future.

2 Relations to Other Standards/Working Groups

2.1 W3C Device Independence Working Group (DIWG)

2.1.1 Overview

The W3C Device Independence Working Group (DIWG) is part of the Interaction Domain. "There are significant efforts to integrate Web technologies into various devices (e.g., mobile, TV sets) other than the traditional Web access equipment such as PCs. However, we are faced with the possibility that services for those devices may not interoperate with each other or with the existing Web. That would not only cause fragmentation of the Web space, but also make Web device independent authoring impossible... The Device Independence Activity is newly created and merges the "Mobile Access Activity" and "TV and the Web Activity" to facilitate interchange in the interest of device independent Web access and authoring..."

2.1.2 Standardizing organization

W3C

2.1.3 Relation to UIML

2.2 Web Accessibility Initiative (WAI)

2.2.1 Overview

The World Wide Web Consortium's (W3C) commitment to lead the Web to its full potential includes promoting a high degree of usability for people with disabilities. 
WAI, in coordination with organizations around the world, pursues accessibility of the Web through five primary areas of work: technology, guidelines, tools, education and outreach, and research and development. 

2.2.2 Standardizing Organization

W3C

2.2.3 Relation to UIML

UIML can facilitate the design of accessible UIs. WAI members have articulated the importance of capturing author intents in UI design. Because UIML is a meta-language, one can use with UIML a vocabulary that captures the abstractions that a UI author uses in a design.

Consider the design of a web site that represents a collection of documents. Perhaps each document has four parts: a title, an abstract, a body, and navigation (e.g., to return to an index of documents). One could use a UIML vocabulary which uses class names of title, abstract, body, and navigation. The UIML document would then represent the UI in terms of the high level abstractions important to the web site designer. For example, the <structure> element in UIML, which answers the question of what parts consitute the structure of the UI, could look like this:

<structure>


  <part class="document">


    <part class="title">


    <part class="abstract">


    <part class="body">


    <part class="navigation">


  </part>


</structure>

(The class names in UIML are part of a UIML vocabulary.) A UIML document that uses a vocabulary expressing author intents can be rendered to a target language through transformation. One school of thought in the HCI field is to design UIs through a process of applying transforms to UI designs. Transforms could be designed that map UIML documents to UIML documents. Such a transform could map a UIML document using the class names above to another UIML document using a vocabulary whose classes represent abstractions in a UI metaphor suitable for a family of devices or languages (e.g., for a graphical UI metaphor, navigation might be mapped to a button). The resultant UIML might then be transformed again to UIML with a device-specific vocabulary (e.g., those listed on uiml.org/toolkits). This third UIML document could then be compiled in an efficient and straightforward manner to the target language.

The important point is that with a UI design represented in UIML, the UIML is a very malleable form that permits transformation and changes in vocabulary without worrying about the syntax of the target language. Use of a single canonical UI language permits libraries of transforms to be created and reused. This saves labor over writing transforms specifically for Java UIs, other transforms specifically for HTML, and so on.

In contrast, HTML would represent the site in terms of low-level HTML markup. For example, the title might be represented as <p><b class="head1">The Title</b><br>Subtitle</p>. In this example, the markup does not use the HTML heading tags (e.g., <h1>), and interpreting tags like <b class="head1"> complicates the job of software that tries to display the UI in alternate forms (e.g., auralizing web pages). In essence UIML through appropriate vocabularies can preserve more of the semantics of the original UI design, while programs like screen readers that try to turn HTML into voice try to rediscover semantics.

While the use of properly designed style sheets with HTML facilitates mapping HTML to different devices, HTML still frequently requires scripting. UIML's <behavior> element contains rules for events and their actions that again can exploit the meta-language nature with a vocabulary of events chosen to match the author's intent. The <behavior> ultimately can be compiled to whatever scripting languages are used by a target.

In summary, UIML can provide a piece of the puzzle that WAI is solving. UIML UIML could be a component in a set of methodologies, design tools and languages that collectively improve accessibility. UIML provides WAI with a new avenue to explore ways to preserve author intent and reduce the obstacles in designing universally accessible documents.

2.3  XML/XSLT Working Group

2.3.1 Overview

XSL is a language for expressing stylesheets. It consists of three parts: XSL Transformations (XSLT): a language for transforming XML documents, the XML Path Language (XPath), an expression language used by XSLT to access or refer to parts of an XML document. (XPath is also used by the XML Linking specification). The third part is XSL Formatting Objects: an XML vocabulary for specifying formatting semantics. An XSL stylesheet specifies the presentation of a class of XML documents by describing how an instance of the class is transformed into an XML document that uses the formatting vocabulary.

2.3.2 Standardizing Organization

W3C

2.3.3 Relation to UIML

To display XML documents in a browser, XSLT is often used by writing XSLT to transform XML to a target language. The most common target languages today are HTML and XHTML.

If one wants to map an XML document to N target languages, then N XSL transforms are required. The author of each transform must be familiar with the syntax of each of the N target langauges. Furthermore, if an organization uses M XML schemas, then M*N XSL transforms are required. During the lifetime of the system, the N target languages may change as new versions are introduced. This may require maintenance of the M*N transforms over a period of years. Finally, if in the future a new target language is introduced, one must write M new XSL transforms; there is no way to reuse any of the existing M*N transforms.

UIML can reduce the multiplicative effort required to provide display of M documents on N devices. One would write M transforms in XSL to map documents in each of the XML schemas into UIML. The ability of UIML to be mapped to various target languages could then be exploited so that the authors of XSL need only learn one syntax, that of UIML, rather than the syntax of each target language. Moreover, as new versions of the target languages appear, no change to the XSL transforms are required -- only the software that renders UIML to target languages would need updating.

In addition, UIML can be rendered to imperative languages (e.g., Java, C++, C). Therefore someone can exclusively use XML, XSL, and UIML to deploy documents to any imperative target language, in addition to XML-compatible target languages.

In essence, the "distance" which an XSL transform must span is reduced using UIML. 

2.4 XHTML Working Group

2.4.1 Overview

This specification defines the Second Edition of XHTML 1.0, a reformulation of HTML 4 as an XML 1.0 application, and three DTDs corresponding to the ones defined by HTML 4. The semantics of the elements and their attributes are defined in the W3C Recommendation for HTML 4. These semantics provide the foundation for future extensibility of XHTML. Compatibility with existing HTML user agents is possible by following a small set of guidelines.
2.4.2 Standardizing Organization

W3C

2.4.3 Relation to UIML

2.5 XForms Working Group

2.5.1 Overview

"Key Goals of XForms: (1) Support for handheld, television, and desktop browsers, plus printers and scanners; (2) Richer user interface to meet the needs of business, consumer and device control applications; (3) Decoupled data, logic and presentation; (4) Improved internationalization; (5) Support for structured form data; (6) Advanced forms logic; (7) Multiple forms per page, and pages per form; (8) Suspend and Resume support; (9) Seamless integration with other XML tag sets."

2.5.2 Standardizing Organization

W3C

2.5.3 Relation to UIML

On the surface, UIML and XForms appear to be very similar technologies and there are some areas where they address similar problems. Therefore, it is instructive to compare their solutions. In terms of a Venn diagram, the range of UIs (user interfaces) you can describe with XForms is a strict subset of those you can describe using UIML. In fact, UIML can be used to define interfaces that represent not only the XForms sections of the UI, but also the XHTML in which the XForms tags are embedded. Basically UIML provides flexibility in form and function that can be used to represent any UI. However a synergy should exist between UIML and XForms, so it will be useful to explore the differences between the two technologies and discover where they complement each other.

UIML and XForms were designed from different worldviews:

XForms originated to enhance forms in Web pages; to overcome many of the limitations in look, feel, and functionality of the <form> and related tags from HTML; to provide a more sophisticated model of interaction between the server and the browser; to introduce types so that form input can be validated; and later to support form deployment on different devices. XForms had to build on the concepts in HTML forms to be familiar to the Web community and to provide a smooth transition from today's authoring tools, browsers, and servers to XForms enabled pages.

UIML's initial design perspective emerged from a 'clean sheet of paper' unhindered by any metaphors, and was formed by asking very fundamental questions of what information is required to describe any user interface, regardless of device, interface metaphor, or widget set. The language design goal of UIML was to provide a meta language powerful enough to subsume the concepts in every language ever designed to describe or implement user interfaces. This means that UIML would be capable of defining a canonical representation of any UI. The ability to create the canonical representation of any UI allows a vision of a world in which every researcher or product company whose technologies fuel e-business can interchange and interoperate by using UIML as the common interchange language. This is very important to facilitating the use of results coming out of the HCI community in models and transforms. For example, if HCI people designing transforms created UIML-to-UIML transforms, they could potentially be applied no matter whether the UI is ultimately translated to Java or XForms. Similarly, UIML can be used to serve as an intermediary so that transforms designed by one researcher from a language or model to UIML can be used in conjunction with transforms designed by another researcher from UIML to another language or model. An example of this is shown in work by Ralph Miller and Scott P. Overmyer, where they translate a meta-language called Requirements Element Language (REL) into UIML and back. In contrast, XForms has a more immediate objective, and is not powerful enough to serve as this universal interchange representation. 

UIML touches on issues that were not familiar for the HTML world. 

First, UIML provides strict separation or factorization of the user interface elements. For example, the words, pictures, videos and other content of the UI should be separated from the UI structure for other concerns. This is not done in XForms. Instead, XForms enforces a separation of instance data from UI controls. The UI controls still encapsulate all content of the UI, meaning that label text and UI control content are still integrated into the UI control. This can make internationalization difficult. More generally, UIML is based on an extension to the Model/View/Controller model, called the Meta Interface Model (See http://scholar.lib.vt.edu/theses/available/etd-08122000-19510051/unrestricted/PhanouriouETD.pdf for details). The MIM provides a six-way separation: UI structure, presentation style, content, behavior rules, connection of the UI to whatever code is outside of the UI (e.g., business logic), and mapping of the vocabulary used for class/property/event names to widget set or XML tags to which the UI is mapped. 

Second, UIML can describe any method of connection between the UI and whatever the UI "talks to". In particular, UIML should describe the wiring of the UI to business logic that uses a procedure call model, or a Web services server that uses SOAP; or a web server using HTTP GET and PUTs; or a publish/subscribe protocol using events to push content to the UI; and so on. In contrast, XForms builds on the HTTP GET/PUT model of the Web.

Third, UIML allows any UI metaphor (e.g., card-based, Web form-based, desktop GUI application, voice dialog, 3D immersive environments, etc.). In contrast, XForms is restricted to the web-forms model of interaction.

Fourth, UIML should capture author intent. This is possible by allowing descriptions of UIs expressed using abstractions of the author's choice, rather than the choice of the language designer or widget designer. For example, someone designing a course or training may want to think in terms of a UI that has an outline, a list of objectives, prerequisites, etc.. A UI designer for autos may think in terms of steering wheel buttons, driver alerts, etc. A UI designer for displays in factory automation may think in terms of the flow of the manufacturing process. If these UI designers use a traditional UI development tool (e.g., Visual Basic, Dreamweaver, Forte), they are forced to translate their thinking to the level of VB or HTML form or Java widgets, because the palette they use to design the UI contains widgets. In contrast, because UIML is a meta-language to which one adds a vocabulary, one can devise vocabularies specific to course designers versus auto designers versus an industrial engineer and so on, which represent the author intent independently of the particular widgets used with a particular target language or device. This view is not really captured in XForms.

Fifth, UIML should support behaviors, so that much of the JavaScript in traditional web pages can be described in a device-independent form. In contrast, XForms uses XEvents. The event-based description format used in UIML was based on research in the UIMS literature such as Hartson and Hix's 1993 book User Interface Development: Ensuring Usability through Product and Process. In UIML, interface authors can define a set of rules, like a rule-based system, that are stated in terms of conditions and actions. These rules are (1) separated from the rest of the UI, and (2) described in a device-independent format. These rules define a rulebase from which rules are selected as their conditions are met. 

Sixth, UIML vocabularies have been created to represent UIs in many languages: Java, C++ for QT widgets in Linux, C++ for an embedded system, C with PalmOS, VoiceXML, WML, HTML, CSS, and Visual Basic. This may be a wider range of targets than envisioned for XForms.

To summarize, UIML is an XML schema targeted to serve as a universal interchange format that can represent any UI - regardless of UI metaphor, language, operating system, and device. On the other hand, XForms is an 'XML application that represents the next generation of forms for the Web'. XForms provides a vast improvement on HTML Forms and begins to address many of the problems with facilitating interaction with remote systems. Ultimately XForms is tremendously helpful for UIML, because mapping UIML to XForms is much easier mapping UIML to HTML forms.

2.5.4 XForms Models

2.6 XML Events

2.6.1 Overview

2.6.2 Standardizing Organization

2.6.3 Relation to UIML

2.7 CSS

2.7.1 Overview

Cascading Style Sheets (CSS) is a simple mechanism for adding style (e.g. fonts, colors, spacing) to Web documents.

2.7.2 Standardizing Organization

W3C

2.7.3 Relation to UIML

UIML contains a style element as one of its six-way separations of UI (see The Path Toward Separation in User Interfaces). The style element contains one or more property elements. Each property element specifies the following:

· Property name: Because UIML is a meta-language, the vocabulary of property names is not part of UIML. One could use the vocabulary of, say, CSS2 with UIML, or the vocabulary of XSL-FO. 

· Property value: The property value can be a constant, a reference to some entity (e.g, a URL), or the return value of a call to some component external to the UI.

· The entity to which the property applies: This is a part instance, a part class, an event instance or class. 

The UIML1 language originally used CSS for style. There were three reasons this was abandon in UIML 2 and 3:

1. UIML1 users were confused by why they had to switch from an XML syntax for UIML to a non-standard syntax for CSS. This issue was resolved in UIML2 by simply changing syntax. Whereas in CSS one might write

H1 { color: blue }

In UIML this is written

<property part-class="H1" name="color">blue</property>

The property name color is defined in the vocabulary (in UIML's presentation element).

1. CSS's semantics of inheritance (that a property applied to a part instance also applied to any children of the part instance, unless explicitly reset for a child) does not correspond to the semantics of object-oriented imperative languages (e.g., Java). In fact, for UIML to be a canonical representation of any UI, a semantic rule requiring inheritance could not be part of UIML. When a property is set for a part instance in UIML, it applies to just that instance and no others. 

2. CSS has not used with imperative programming languages, and would be unfamiliar to a developer who only creates applications for languages like Java, Visual Basic, and C++. To such a developer writing only UIML is preferable to writing UIML plus CSS.

What was critical to retain from CSS in UIML is the ability to cascade style sheets. Cascading facilitates accessibility and the design of reusable style sheets. UIML has language mechanisms to control how a base style sheet and additional style are combined together, which help avoid the conflicts possible in CSS (e.g., from combining cascading, inheritance, and !important). UIML allows UI descriptions to be packaged into reusable components through a <template> element, and this element is used for all language elements to allow cascading, not just for style elements.

Note UIML is used with CSS, and does not replace CSS. To illustrate, suppose a developer has a UI description in UIML, and this UI is to be displayed on some clients as an HTML web page, and on some devices using Java. A renderer for the Web page case could emit HTML with style represented by CSS, while a renderer for Java could generate Java source code with style represented by Java method calls. Therefore UIML simply servers as an intermediate and canonical representation of style that maps to the syntax of various target languages, including CSS.

2.8 Xpath

2.8.1 Overview

XPath is a language for addressing parts of an XML document, designed to be used by both XSLT and XPointer.
2.8.2 Standardizing Organization

W3C

2.8.3 Relation to UIML

2.9 Web Services

UIML is vendor neutral - could map to .Net and Java, ASP and JSP.

2.9.1 SOAP

UIML <call> can be compiled to SOAP in a straightforward manner. 

2.10 Voice/Multimodal Working Groups

2.10.1 Overview

W3C is working to expand access to the Web to allow people to interact via key pads, spoken commands, listening to prerecorded speech, synthetic speech and music. This will allow any telephone to be used to access appropriately designed Web-based services, and will be a boon to people with visual impairments or needing Web access while keeping their hands and eyes free for other things. It will also allow effective interaction with display-based Web content in the cases where the mouse and keyboard may be missing or inconvenient.

To fulfill this goal, the W3C Voice Browser Working Group (Members only) is defining a suite of markup languages covering dialog, speech synthesis, speech recognition, call control and other aspects of interactive voice response applications. Specifications such as the Speech Synthesis Markup Language, Speech Recognition Grammar Specification, and Call Control XML are core technologies for describing speech synthesis, recognition grammars, and call control constructs respectively. VoiceXML is a dialog markup language that leverages the other specifications for creating dialogs that feature synthesized speech, digitized audio, recognition of spoken and DTMF key (touch tone) input, recording of spoken input, telephony, and mixed initiative conversations.

These specifications bring the advantages of web-based development and content delivery to interactive voice response applications. Further work is anticipated on enabling their use with other W3C markup languages such as XHTML, XForms and SMIL. This will be done in conjunction with other W3C Working Groups, including the Multimodal Interaction Activity.

Some possible applications include:

· Accessing business information, including the corporate "front desk" asking callers who or what they want, automated telephone ordering services, support desks, order tracking, airline arrival and departure information, cinema and theater booking services, and home banking services. 

· Accessing public information, including community information such as weather, traffic conditions, school closures, directions and events; local, national and international news; national and international stock market information; and business and e-commerce transactions. 

· Accessing personal information, including calendars, address and telephone lists, to-do lists, shopping lists, and calorie counters. 

· Assisting the user to communicate with other people via sending and receiving voice-mail and email messages.

The Multimodal Interaction Activity is extending the Web user interface to allow multiple modes of interaction, offering users the choice of using their voice, or an input device such as a key pad, keyboard, mouse, stylus or other input device. For output, users will be able to listen to spoken prompts and audio, and to view information on graphical displays. The Working Group is developing markup specifications for synchronization across multiple modalities and devices with a wide range of capabilities. The specifications should be implementable on a royalty-free basis.
2.10.2 Standardizing Organization

W3C

2.10.3 Relation to UIML

2.11 Other W3C Working Groups

SVG, Internationalization and Localization, Graphics, and Open Mobile Alliance

2.12 EGovernment TC

2.12.1 Standardizing Organization

OASIS

2.12.2 Overview

A forum for Governments internationally to voice their needs and requirements with respect to XML-based standards.

2.12.3 Relation to UIML

Governments may have UI requirements (50%)

2.13 Human Markup TC

2.13.1 Standardizing Organization

OASIS

2.13.2 Overview

Human Traits and Expression through XML"...The HumanMarkup TC is set forth to develop the HumanML and associated specifications. HumanML is designed to represent human characteristics through XML. The aim is to enhance the fidelity of human communication.

2.13.3 Relation to UIML

complementary (75%)

2.14 XML Localization Interchange File Format TC

2.14.1 Standardizing Organization

OASIS

2.14.2 Overview

Advancing XLIFF, an XML specification for multi-lingual data exchange.

2.14.3 Relation to UIML

are we interested? (50%)

2.15 Web Services for Remote Portals (WSRP) TC

2.15.1 Standardizing Organization

OASIS

2.15.2 Overview

Defining an XML and Web services standard that will allow the plug-n-play of visual, user-facing Web services with portals or other intermediary Web applications Follow-on to WSUI

2.15.3 Relation to UIML

may be direct competition (80%)

2.16 Web Services for Interactive Applications TC

2.16.1 Standardizing Organization

OASIS

2.16.2 Overview

Create an XML and web services centric component model for interactive web applications Follow-on to WSUI

2.16.3 Relation to UIML

may be direct competition (80%)

2.17 XML User Interface (XUL)

2.17.1 Standardizing Organization

independent consortium

2.17.2 Overview

"XUL" is glossed alternately as "XML-based User Interface Language," "XML User Interface Language," and "Extensible User Interface Language." The version 1.0 draft attests "XML User Interface Language." XUL is a "standards-based interface definition language" associated with the Mozilla XPToolkit Project.

2.17.3 Relation to UIML

may be direct competition (85%), may be obsolete (60%)

2.18 Alternate Abstract Interface Markup Language (AAIML)
2.18.1 Standardizing Organization

INCITS

2.18.2 Overview

The V2 technical committee of the InterNational Committee for Information Technology Standards (INCITS) is developing an Alternate User Interface Access standard. The design includes an "XML-based language that would be used to communicate an abstract user interface definition for a service or device to a user's personal device which could act as a Universal Remote Console (URC)... The concept of a Universal Remote Console allows people with and without disabilities to remotely control any electronic and information technology device (target device/service), such as VCRs, copy machines, or elevators, from their personal remote control device. A standard for Universal Remote Consoles is required in order to facilitate interaction between the URC and target devices across different manufacturers."

"A key part in the Universal Remote Console specification is the definition of an XML-based language to convey a UI description from a service or device (target) to the URC. This 'Alternate Abstract Interface Markup Language' (AAIML) must be sufficiently abstract (in terms of modality independence), so that a particular URC device can render the provided UI in its own way, taking advantage of the specific interaction techniques the URC device is capable of. For example, a PDA could render the UI description by using GUI elements (visual) for output, and pointing with a stylus, as well as hand writing recognition for input; a car radio would render the same UI description auditorially with sound and synthetic speech for output, and speech recognition for input; and a braille note-taker would use its braille output and input capabilities in order to render the very same UI description tactily. Each URC device would allow access to all functions of the target, but in its own way..." [from the WWW 11 presentation.]

2.18.3 Relation to UIML

?

2.19 Abstract User Interface Markup Language (AUIML)

2.19.1 Standardizing Organization

?

2.19.2 Overview

"AUIML (Abstract User Interface Markup Language) is 'an XML vocabulary which has been designed to allow the intent of an interaction with a user to be defined.' This clearly contrasts with the conventional approach to user interface design, which focuses on appearance. With an intent based approach, designers are able to 'concentrate on the semantics of the interactions without having to concern themselves with which particular device type(s) need to be supported.' Being an XML vocabulary, AUIML allows device independent encoding of information. All the interaction information can be encoded once and subsequently rendered using 'device dependent rendering' so that users can actually interact with the system. AUIML is therefore 'intended to be independent of the client platform on which the user interface is rendered, the implementation language and the user interface implementation technology." [from the TUPIS 2000 paper] 

2.19.3 Relation to UIML

?

2.20 Extensible Interface Markup Language (XIML)

2.20.1 Standardizing Organization

The XIML Forum (Independent Consortium)

2.20.2 Overview

XIML is an XML-based "interface representation language for universal support of functionality across the entire lifecycle of a user interface: design, development, operation, management, organization, and evaluation."

"The XIML Forum is an industry organization dedicated to the research, dissemination, adoption, and standardization of the eXtensible Interface Markup Language (XIML), a comprehensive specification language for user interfaces. The Forum aims to provide a common specification and development infrastructure for user interface professionals of all types from interaction designers, to software engineers, to usability experts. It also seeks to afford human-computer interaction researchers in academia, industry, and the military a representation mechanism for the study of advanced technologies for user interfaces... XIML is available via a non-commercial, research license. Forum members use XIML for their own research purposes and make recommendations to the Forum towards the expansion and refinement of XIML. At their discretion, the members may also contribute tools and infrastructure support back to the XIML community."

2.20.3 Relation to UIML

Direct Competition

2.21 SEESCOA Project [Software Engineering for Embedded Systems using a Component-Oriented Approach]

2.21.1 Standardizing Organization

Independent consortium (Flemish)

2.21.2 Overview

The goal of SEESCOA "is to adapt the CBD (Component Based Development) technology that was developed for mainstream software to the needs of embedded systems. The research consortium consists of four partners from different Flemish universities, each bringing their own expertise in this project: (1) Coordinator, Research group DistriNet, Department of Computer Science, KULeuven; (2) Research groups PROG/SSEL, Department of Computer Science, VUB; (3) Research group Expertisecentrum Digitale Media (EDM), LUC; (4) Research group PARIS, Department ELIS, Universiteit Gent. The consortium is backed up by a user group consisting of the following members: Agfa-Gevaert, Alcatel, Barco, Imec, Philips, Siemens Atea, All participants are part of the Vlaams Software Platform (VSP), a non-profit organization grouping companies and research centers from universities and private institutions in the ICT sector."

2.21.3 Relation to UIML

?

3 Summary

There is much implementation experience with device independence using UIML from people around the world that can be leveraged by W3C. Hope that UIML concepts can assist with/complement W3C activities. 
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