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7. Functional requirements (normative)

This section specifies certain functional requirements that are not directly associated with the production or consumption of a particular XACML element.

7.1. Policy enforcement point

This section describes the requirements for the PEP.

An application functions in the role of the PEP if it guards access to a set of resources and asks the PDP for an authorization decision. The PEP MUST abide by the authorization decision as described in one of the following sub-sections

7.1.1. Base PEP

If the decision is "Permit", then the PEP SHALL permit access.  If obligations accompany the decision, then the PEP SHALL permit access only if it understands and it can and will discharge those obligations.

If the decision is "Deny", then the PEP SHALL deny access.  If obligations accompany the decision, then the PEP shall deny access only if it understand, and it can and will discharge those obligations.

If the decision is “Not Applicable”, then the PEP’s behavior is undefined.

If the decision is “Indeterminate”, then the PEP’s behavior is undefined.

7.1.2. Deny-biased PEP

If the decision is "Permit", then the PEP SHALL permit access.  If obligations accompany the decision, then the PEP SHALL permit access only if it understands and it can and will discharge those obligations.

All other decisions SHALL result in the denial of access.

Note: other actions, e.g. consultation of additional PDPs, reformulation/resubmission of the decision request, etc., are not prohibited.

7.1.3. Permit-biased PEP

If the decision is "Deny", then the PEP SHALL deny access.  If obligations accompany the decision, then the PEP shall deny access only if it understands, and it can and will discharge those obligations.

All other decisions SHALL result in the permission of access.

Note: other actions, e.g. consultation of additional PDPs, reformulation/resubmission of the decision request, etc., are not prohibited.

7.2. Attribute evaluation

Attributes are specified in the request context, regardless of whether or not they appeared in the original decision request, and are referred to in the policy by subject, resource, action and environment attribute designators and attribute selectors.  A named attribute is the term used for the criteria that the specific subject, resource, action and environment attribute designators and selectors use to refer to particular attributes in the subject, resource, action and environment elements of the request context, respectively. 

7.2.1. Structured attributes

<xacml:AttributeValue> and <xacml-context:AttributeValue> elements MAY contain an instance of a structured XML data-type, for example <ds:KeyInfo>.  XACML 2.0 supports several ways for comparing such elements.

1. In some cases, such elements MAY be compared using one of the XACML string functions, such as “regexp-string-match”, described below.  This requires that the element be given the DataType="http://www.w3.org/2001/XMLSchema#string", and expressed using appropriate escape characters.  For example, a structured data-type that is actually a ds:KeyInfo/KeyName would appear in the Context as:

<AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">


&lt;ds:KeyName&gt;jhibbert-key&lt;/ds:KeyName&gt;

</AttributeValue>

In general, this method will not be adequate unless the structured data-type is quite simple.

2. An <AttributeSelector> element MAY be used to select the value of a leaf sub-element of the structured data-type by means of an XPath expression.  That value MAY then be compared using one of the supported XACML functions appropriate for its primitive data-type.  This method requires support by the PDP for the optional XPath expressions feature.

3. An <AttributeSelector> element MAY be used to select any node in the structured data-type by means of an XPath expression.  This node MAY then be compared using one of the XPath-based functions described in Section .  This method requires support by the PDP for the optional XPath expressions and XPath functions features.

See also Section .

7.2.2. Attribute bags

XACML defines implicit collections of its data-types.  XACML refers to a collection of values that are of a single data-type as a bag.  Bags of data-types are needed because selections of nodes from an XML resource or XACML request context may return more than one value.

The <AttributeSelector> element uses an XPath expression to specify the selection of data from an XML resource.  The result of an XPath expression is termed a node-set, which contains all the leaf nodes from the XML resource that match the predicate in the XPath expression.  Based on the various indexing functions provided in the XPath specification, it SHALL be implied that a resultant node-set is the collection of the matching nodes.  XACML also defines the <AttributeDesignator> element to have the same matching methodology for attributes in the XACML request context.

The values in a bag are not ordered, and some of the values may be duplicates.  There SHALL be no notion of a bag containing bags, or a bag containing values of differing types.  I.e. a bag in XACML SHALL contain only values that are of the same data-type.

7.2.3. Multivalued attributes

If a single <Attribute> element in a request context contains multiple <xacml-context:AttributeValue> child elements, then the bag of values resulting from evaluation of the <Attribute> element MUST be identical to the bag of values that results from evaluating a context in which each <xacml-context:AttributeValue> element appears in a separate <Attribute> element, each carrying identical meta-data.

7.2.4. Attribute Matching

A named attribute includes specific criteria with which to match attributes in the context.  An attribute specifies an AttributeId and DataType, and a named attribute also specifies the Issuer.  A named attribute SHALL match an attribute if the values of their respective AttributeId, DataType and optional Issuer attributes match within their particular element -  subject, resource, action or environment - of the context.  The AttributeId of the named attribute MUST match, by URI equality, the AttributeId of the context attribute.  The DataType of the named attribute MUST match, by URI equality, the DataType of the same context attribute.  If Issuer is supplied in the named attribute, then it MUST match, using the urn:oasis:names:tc:xacml:1.0:function:string-equal function, the Issuer of the corresponding context attribute.  If Issuer is not supplied in the named attribute, then the matching of the context attribute to the named attribute SHALL be governed by AttributeId and DataType alone, regardless of the presence, absence, or actual value of Issuer.  In the case of an attribute selector, the matching of the attribute to the named attribute SHALL be governed by the XPath expression and DataType.

7.2.5. Attribute Retrieval

The PDP SHALL request the values of attributes in the request context from the context handler.  The PDP SHALL reference the attributes as if they were in a physical request context document, but the context handler is responsible for obtaining and supplying the requested values by whatever means it deems appropriate.  The context handler SHALL return the values of attributes that match the attribute designator or attribute selector and form them into a bag of values with the specified data-type.  If no attributes from the request context match, then the attribute SHALL be considered missing.  If the attribute is missing, then MustBePresent governs whether the attribute designator or attribute selector returns an empty bag or an “Indeterminate” result.  If MustBePresent is “False” (default value), then a missing attribute SHALL result in an empty bag.  If MustBePresent is “True”, then a missing attribute SHALL result in “Indeterminate”.  This “Indeterminate” result SHALL be handled in accordance with the specification of the encompassing expressions, rules, policies and policy sets.  If the result is “Indeterminate”, then the AttributeId, DataType and Issuer of the attribute MAY be listed in the authorization decision as described in Section .  However, a PDP MAY choose not to return such information for security reasons.

7.2.6. Environment Attributes

Standard environment attributes are listed in Section .  If a value for one of these attributes is supplied in the decision request, then the context handler SHALL use that value.  Otherwise, the context handler SHALL supply a value.  In the case of date and time attributes, the supplied value SHALL have the semantics of the "date and time that apply to the decision request".

7.3. Expression evaluation

XACML specifies expressions in terms of the elements listed below, of which the <Apply> and <Condition> elements recursively compose greater expressions.  Valid expressions SHALL be type correct, which means that the types of each of the elements contained within <Apply> and <Condition> elements SHALL agree with the respective argument types of the function that is named by the FunctionId attribute.  The resultant type of the <Apply> or <Condition> element SHALL be the resultant type of the function, which MAY be narrowed to a primitive data-type, or a bag of a primitive data-type, by type-unification.  XACML defines an evaluation result of "Indeterminate", which is said to be the result of an invalid expression, or an operational error occurring during the evaluation of the expression.

XACML defines these elements to be in the substitution group of the <Expression> element:

· <xacml:AttributeValue>

· <SubjectAttributeDesignator>

· 
· <ResourceAttributeDesignator>

· <ActionAttributeDesignator>

· <EnvironmentAttributeDesignator>

· <AttributeSelector>

· <Apply>

· <Condition>

· <Function>

· <VariableReference>

7.4. Arithmetic evaluation

IEEE 754 [IEEE 754] specifies how to evaluate arithmetic functions in a context, which specifies defaults for precision, rounding, etc.  XACML SHALL use this specification for the evaluation of all integer and double functions relying on the Extended Default Context, enhanced with double precision:


flags -  all set to 0 


trap-enablers -  all set to 0 (IEEE 854 §7) with the exception of the “division-by-zero” trap enabler, which SHALL be set to 1


precision - is set to the designated double precision


rounding -  is set to round-half-even (IEEE 854 §4.1)

7.5. Match evaluation

Matching elements appear in the <Target> element of rules, policies and policy sets.  They are the following:

<SubjectMatch>

<ResourceMatch>

<ActionMatch>

<EnvironmentMatch>

These elements represent boolean expressions over attributes of the subject, resource, action and environment, respectively.  A matching element contains a MatchId attribute that specifies the function to be used in performing the match evaluation, an <xacml:AttributeValue> and an <AttributeDesignator> or <AttributeSelector> element that specifies the attribute in the context that is to be matched against the specified value.

The MatchId attribute SHALL specify a function that compares two arguments, returning a result type of "http://www.w3.org/2001/XMLSchema#boolean".   The attribute value specified in the matching element SHALL be supplied to the MatchId function as its first argument.  An element of the bag returned by the <AttributeDesignator> or <AttributeSelector> element SHALL be supplied to the MatchId function as its second argument.   The data-type of the <xacml:AttributeValue> SHALL match the data-type of the first argument expected by the MatchId function.  The data-type of the <AttributeDesignator> or <AttributeSelector> element SHALL match the data-type of the second argument expected by the MatchId function.

The XACML standard functions that meet the requirements for use as a MatchId attribute value are:

        urn:oasis:names:tc:xacml:2.0:function:-type-equal

        urn:oasis:names:tc:xacml:2.0:function:-type-greater-than

        urn:oasis:names:tc:xacml:2.0:function:-type-greater-than-or-equal

        urn:oasis:names:tc:xacml:2.0:function:-type-less-than

        urn:oasis:names:tc:xacml:2.0:function:-type-less-than-or-equal

        urn:oasis:names:tc:xacml:2.0:function:-type-match

In addition, functions that are strictly within an extension to XACML MAY appear as a value for the MatchId attribute, and those functions MAY use data-types that are also extensions, so long as the extension function returns a boolean result and takes an <xacml:AttributeValue> as its first argument and an <AttributeDesignator> or <AttributeSelector> as its second argument.  The function used as the value for the MatchId attribute SHOULD be easily indexable.  Use of non-indexable or complex functions may prevent efficient evaluation of decision requests.

The evaluation semantics for a matching element is as follows.  If an operational error were to occur while evaluating the <AttributeDesignator> or <AttributeSelector> element, then the result of the entire expression SHALL be "Indeterminate".  If the <AttributeDesignator> or <AttributeSelector> element were to evaluate to an empty bag, then the result of the expression SHALL be "False".  Otherwise, the MatchId function SHALL be applied between the <xacml:AttributeValue> and each element of the bag returned from the <AttributeDesignator> or <AttributeSelector> element.  If at least one of those function applications were to evaluate to "True", then the result of the entire expression SHALL be "True".  Otherwise, if at least one of the function applications results in "Indeterminate", then the result SHALL be "Indeterminate".  Finally, if all function applications evaluate to "False", then the result of the entire expression SHALL be "False".

It is possible to express the semantics of a target matching element in a condition.  For instance, the target match expression that compares a “subject-name” starting with the name “John” can be expressed as follows:

<SubjectMatch

MatchId=”urn:oasis:names:tc:xacml:1.0:function:regexp-string-match”>

    <AttributeValue DataType=”http://www.w3.org/2001/XMLSchema#string”>

       John.*

    </AttributeValue>

    <SubjectAttributeDesignator

          AttributeId=”urn:oasis:names:tc:xacml:1.0:subject:subject-id”

          DataType=”http://www.w3.org/2001/XMLSchema#string”/>
</SubjectMatch>

Alternatively, the same match semantics can be expressed as an <Apply> element in a condition by using the “urn:oasis:names:tc:xacml:1.0:function:any-of” function, as follows:

<Apply FunctionId=”urn:oasis:names:tc:xacml:1.0:function:any-of”>
    <Function

FunctionId=”urn:oasis:names:tc:xacml:1.0:function:regexp-string-match”/>
    <AttributeValue DataType=”http://www.w3.org/2001/XMLSchema#string”>

        John.*

    </AttributeValue>
    <SubjectAttributeDesignator

         AttributeId=”urn:oasis:names:tc:xacml:1.0:subject:subject-id”

         DataType=”http://www.w3.org/2001/XMLSchema#string”/>
</Apply>

7.6. Target evaluation

The target value SHALL be "Match" if the subjects, resources, actions and environments specified in the target all match values in the request context.  The target value SHALL also be “Match” if the target is missing.  The subjects, resources, actions and environments SHALL match values in the request context if at least one of their <Subject>, <Resource>, <Action>, or <Environment> elements, respectively, matches a value in the request context.  A <Subject>, <Resource>, <Action>, or <Environment> element SHALL match a value in the request context if the value of all its <SubjectMatch>, <ResourceMatch>, <ActionMatch> or <EnvironmentMatch> elements, respectively, are “True”.  If  the value of a <SubjectMatch>, <ResourceMatch>, <ActionMatch> or <EnvironmentMatch> element is “Indeterminate”, then the value of its corresponding <Subject>, <Resource>, <Action>, or <Environment> element SHALL be “Indeterminate”.  If all <Subject>, or all <Resource>, or all <Action>, or all <Environment> elements are “Indeterminate”, then the target value SHALL be “Indeterminate”.  If the target value is neither “Indeterminate” nor “True”, then the target value SHALL be “No match”.  The target match table is shown in Table 1.
Subjects

 value
Resources value
Actions

 value
Environments value
 Target value

“Match”
“Match”
“Match”
“Match”
“Match”

“No match”
“Match” or “No match”
“Match” or “No match”
“Match” or “No match”
“No match”

“Match” or “No match”
“No match”
“Match” or “No match”
“Match” or “No match”
“No match”

“Match” or “No match”
“Match” or “No match”
“No match”
“Match” or “No match”
“No match”

“Match” or “No match”
“Match” or “No match”
“Match” or “No match”
“No match”
“No match”

“Indeterminate”
Don't care
Don't care
Don't care
“Indeterminate”

Don't care
“Indeterminate”
Don't care
Don't care
“Indeterminate”

Don't care
Don't care
“Indeterminate”
Don't care
“Indeterminate”

Don't care
Don't care
Don't care
“Indeterminate”
“Indeterminate”

Table 1 - Target match table

The subjects match table is shown in Table 2.  The resources, actions, and environments  match tables are analogous.
<Subject> values 
 Subjects Value

At least one “Match”
“Match”

None matches and at least one “Indeterminate”
“Indeterminate”

All “No match”
“No match”

Table 2 - Subjects match table

The <Subject> match table is shown in Table 3.  The <Resource>, <Action>, and <Environment> matches tables are analogous.

<SubjectMatch> values 
 <Subject> Value

All “Match”
“Match”

At least one “Indeterminate”
“Indeterminate”

All “No match”
“No match”

Table 3 - Subjects match table

7.7. VariableReference Evaluation

The <VariableReference> element references a single <VariableDefinition> element contained within the same <Policy> element.  A <VariableReference> that does not reference a particular <VariableDefinition> element within the encompassing <Policy> element is called an undefined reference.  Policies with undefined references are invalid.

In any place where a <VariableReference> occurs, it has the effect as if the text of the <Expression> element defined in the <VariableDefinition> element replaces the <VariableReference> element.  Any evaluation scheme that preserves this semantic is acceptable.  For instance, the expression in the <VariableDefinition> element may be evaluated to a particular value and cached for multiple references without consequence.  (I.e. <Expression> evaluates to the value and this value remains the same for the entire evaluation.)  This characteristic is one of the benefits of XACML being a declarative language.

7.8. Condition evaluation

The condition value SHALL be "True" if the <Condition> element is absent, or if it evaluates to "True".  Its value SHALL be "False" if the <Condition> element evaluates to "False".  The condition value SHALL be "Indeterminate", if the expression contained in the <Condition> element evaluates to "Indeterminate."

7.9. Rule evaluation

A rule has a value that can be calculated by evaluating its contents.  Rule evaluation involves separate evaluation of the rule's target and condition.  The rule truth table is shown in Table 4.

Target
Condition
 Rule Value

“Match”
“True”
Effect

“Match”
“False”
“NotApplicable”

“Match”
“Indeterminate”
“Indeterminate”

“No-match”
Don’t care
“NotApplicable”

“Indeterminate”
Don’t care
“Indeterminate”

Table 4 - Rule truth table

If the target value is "No-match" or “Indeterminate” then the rule value SHALL be “NotApplicable” or “Indeterminate”, respectively, regardless of the value of the condition.  For these cases, therefore, the condition need not be evaluated.

If the target value is “Match” and the condition value is “True”, then the effect specified in the enclosing <Rule> element SHALL determine the rule’s value.

7.10. Policy evaluation

The value of a policy SHALL be determined only by its contents, considered in relation to the contents of the request context.  A policy's value SHALL be determined by evaluation of the policy's target and rules.

The policy's target SHALL be evaluated to determine the applicability of the policy.  If the target evaluates to "Match", then the value of the policy SHALL be determined by evaluation of the policy's rules, according to the specified rule-combining algorithm.  If the target evaluates to "No-match", then the value of the policy SHALL be "NotApplicable".  If the target evaluates to "Indeterminate", then the value of the policy SHALL be "Indeterminate".

The policy truth table is shown in Table 5.

Target
Rule values
 Policy Value

“Match”
At least one rule value is its Effect
Specified by the rule-combining algorithm

“Match”
All rule values are “NotApplicable”
“NotApplicable”

“Match”
At least one rule value is “Indeterminate”
Specified by the rule-combining algorithm

“No-match”
Don’t care
“NotApplicable”

“Indeterminate”
Don’t care
“Indeterminate”

Table 5 - Policy truth table

A rules value of "At least one rule value is its Effect" means either that the <Rule> element is absent, or one or more of the rules contained in the policy is applicable to the decision request (i.e., it returns the value of its “Effect”; see Section 7.9).  A rules value of “All rule values are ‘NotApplicable’” SHALL be used if no rule contained in the policy is applicable to the request and if no rule contained in the policy returns a value of “Indeterminate”.  If no rule contained in the policy is applicable to the request, but one or more rule returns a value of “Indeterminate”, then the rules SHALL evaluate to "At least one rule value is ‘Indeterminate’".

If the target value is "No-match" or “Indeterminate” then the policy value SHALL be “NotApplicable” or “Indeterminate”, respectively, regardless of the value of the rules.  For these cases, therefore, the rules need not be evaluated.

If the target value is “Match” and the rule value is “At least one rule value is it’s Effect” or “At least one rule value is ‘Indeterminate’”, then the rule-combining algorithm specified in the policy SHALL determine the policy value.

Note that none of the rule-combining algorithms defined by XACML 2.0 take parameters.  However, non-standard combining algorithms MAY take parameters.  In such a case, the values of these parameters associated with the rules, MUST be taken into account when evaluating the policy.  The parameters and their types should be defined in the specification of the combining algorithm.  If the implementation supports combiner parameters and if combiner parameters are present in a policy, then the parameter values MUST be supplied to the combining algorithm implementation.

7.11. Policy Set evaluation

The value of a policy set SHALL be determined by its contents, considered in relation to the contents of the request context.  A policy set's value SHALL be determined by evaluation of the policy set's target, policies and policy sets, according to the specified policy-combining algorithm.

The policy set's target SHALL be evaluated to determine the applicability of the policy set.  If the target evaluates to "Match" then the value of the policy set SHALL be determined by evaluation of the policy set's policies and policy sets, according to the specified policy-combining algorithm.   If the target evaluates to "No-match", then the value of the policy set shall be "NotApplicable".  If the target evaluates to "Indeterminate", then the value of the policy set SHALL be "Indeterminate".  

The policy set truth table is shown in Table 6.

Target
Policy values
Policy Set Value

“Match”
At least one policy value is its Decision
Specified by the policy-combining algorithm

“Match”
All policy values are “NotApplicable”
“NotApplicable”

“Match”
At least one policy value is “Indeterminate”
Specified by the policy-combining algorithm

“No-match”
Don’t care
“NotApplicable”

“Indeterminate”
Don’t care
“Indeterminate”

Table 6 – Policy set truth table

A policies value of "At least one policy value is its Decision" SHALL be used if there are no contained or referenced policies or policy sets, or if one or more of the policies or policy sets contained in or referenced by the policy set is applicable to the decision request (i.e., returns a value determined by its rule-combining algorithm; see Section 7.10).  A policies value of “All policy values are ‘NotApplicable’” SHALL be used if no policy or policy set contained in or referenced by the policy set is applicable to the request and if no policy or policy set contained in or referenced by the policy set returns a value of “Indeterminate”.  If no policy or policy set contained in or referenced by the policy set is applicable to the request but one or more policy or policy set returns a value of “Indeterminate”, then the policies SHALL evaluate to "At least one policy value is ‘Indeterminate’".

If the target value is "No-match" or “Indeterminate” then the policy set value SHALL be “NotApplicable” or “Indeterminate”, respectively, regardless of the value of the policies.  For these cases, therefore, the policies need not be evaluated.

If the target value is “Match” and the policies value is “At least one policy value is it’s Decision” or “At least one policy value is ‘Indeterminate’”, then the policy-combining algorithm specified in the policy set SHALL determine the policy set value.

Note that none of the policy-combining algorithms defined by XACML 2.0 take parameters.  However, non-standard combining algorithms MAY take parameters.  In such a case, the values of these parameters associated with the policies, MUST be taken into account when evaluating the policy set.  The parameters and their types should be defined in the specification of the combining algorithm.  If the implementation supports combiner parameters and if combiner parameters are present in a policy, then the parameter values MUST be supplied to the combining algorithm implementation.

7.12. Hierarchical resources

It is often the case that a resource is organized as a hierarchy (e.g. file system, XML document).  See the XACML Profile for Hierarchical Resources [Hier] and the XACML Profile for Requests for Multiple Resources [Multi] for a description of ways in which XACML can support hierarchical resources.  Support for hierarchical resources within XACML is OPTIONAL. 
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