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1 Coding practices for DITA grammar files
This section collects all of the rules for creating modular DTD or RELAX NG-based grammar files that
represent DITA document-type shells, specializations, constraints, and expansion modules.

Comment by Kristen James Eberlein on 12 September 2022

I think we might want to change the wording in the short description, if we move this section into an
appendix. Instead of using the term "rules," maybe we want to state something like the following:

"This section contains information about DTD- and RNG-based DITA grammar files. It includes
information about how document-type shells, specializations, and element-configuration modules
(constraint and expansion) are organized/structured."

Kris Eberlein, 15 September 2022

Changed the short description to read as follows:

"This section contains information about creating modular DTD- or RELAX NG-based grammar files. It
explains how document-type shells, specialization modules, and element-configuration modules
(constraint and expansion) are organized."

Disposition: Completed

Comment by Eric Sirois on 06 September 2022

Should there be a coding practice for adding attributes to single elements versus via props/base?
Either naming convention etc.

Formally codify the example here: https://fusion.oxygenxml.com/tasks/
m1h4c009jca20c4lpejv0u6ad8bkn0p736lh6hhau5gaajmb/edit/archSpec/base/adding-an-attribute-to-
certain-table-elements.dita

Kris Eberlein, 07 September 2022

@Eric: Don't we cover this in the topics about "Coding requirements for element-configuration
modules"? Do you think there is information lacking from those topics?

Note to other reviewers: Eric's link points to "Example: Adding an attribute to certain table elements
using DTDs". I'm adding that information since the configuration review will be deleted as soon as we
have handled the three remaining comments in the referred state.

Eric Sirois, 08 September 2022

@Kris - yes, but maybe split it into two topics element-config and attribute-config.

Kris Eberlein, 08 September 2022

@Eric: I don't think we want to do that. "Element configuration" is about configuring an element (not an
attribute) by any of the following methods:

• Constraining the element to restrict the content model
• Constraining the element to restrict the attribute list
• Expanding the content model of the element to add one or more specialized elements
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• Expanding the attribute list of the element to add one or more specialized attributes

@Robert, your thoughts?

Robert Anderson, 8 Sept 2022

Initial thought is to agree, but I then worry I'm too close to it. I'm not sure what outside readers coming
to the spec will think. For me – configuring an element covers all of the above. I don't know if anyone
will come to spec thinking "how do I configure an attribute" … which, getting pedantic about wording,
I'd expect to mean something more like "limiting the values available on an attribute" rather than
"configuring the attributes on an element".

Eliot Kimber, 11 Sep 2022

I think I agree with Kris--attributes are part of elements. The most you can do with an attribute is
declare an enumerated list of values.

Eric Sirois, 13 September 2022

it's more about all the specializations that are out there with non conforming attributes that were added
to elements, but were not defined as global, so folk would in theory go back a fixed those to be
extensions. So first thought is "attribute expansion/extension". Sorry keep thinking of extension via
XSD.

Kris Eberlein, 13 September 2022

That's an interesting point, although I think it has more to do with advise that we might want to give
about migrating content from 1.x to 2.0.

How many specializations do you think are out there that added attributes willy-nilly? Side note: I did a
project for another consulting firm four years ago, and I got the sense that their person who created
grammar files added attributes freely – They were surprised when my information model used
specializations of <data>.

Eric Sirois, 13 September 2022

We do have a whole bunch of clients that have done that for one reason or another over the years. I do
have to admit, we have done so as well with one attribute on our side internal to the system (keyref on
ditavalref), but we switch it back to href when exported from the system. That will become an
expansion attribute in 2.0.

Disposition: Rejected

1.1 DTD coding requirements
This section explains how to implement DTD

Comment by Stan Doherty
add -

Kris Eberlein, 08 September 2022

Done.
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Disposition: Completed

based document-type shells, specializations, and element-configuration modules (constraint and
expansion).

1.1.1 DTD: Use of entities
DITA-based DTDs use entities to implement specialization and element configuration. Therefore, an
understanding of entities is critical when working with DTD-based document-type shells, vocabulary
modules, or element-configuration modules (constraint and expansion).

Entities can be defined multiple times within a single document type, but only the first definition is
effective. How entities work shapes DTD coding practices. The following list describes a few of the more
important entities that are used in DITA DTDs:

Elements defined as entities

Every element in a DITA DTD is defined as an entity. When elements are added to a content model,
they are added using the entity.

Comment by Eliot Kimber
Add "name" after "element: "Every element name in a DITA DTD is defined as a parameter entity."

In this context, the unqualified term "element" doesn't have a well-defined meaning. I also added
the qualifier "parameter" for entity just to be 100% clear, although for the use described only
parameter entities make sense. If making this qualification consistently would be too much then
ignore this suggestion.

Kris Eberlein, 11 September 2022

I think it's a good clarification. Done.

Disposition: Completed

This enables extension with domain specializations.

For example, the entity %ph; usually just means the <ph> element, but it can be defined in a
document-type shell to mean "<ph> plus the elements from the highlighting domain". Because the
document-type shell places that entity definition before the usual definition, every element that
includes %ph; in its content model now includes <ph> plus every element in the highlighting domain
that is specialized from <ph>.

Content models defined as entities

Every element in a DITA DTD defines its content model using an entity. This enables element
configuration.

For example, rather than directly setting what is allowed in <ph>, that element sets its content model
to %ph.content;;

Comment by Gershon Joseph on 2022-09-11
Replace ";" with a period. The rework the fragment "that entity defines the actual content model"
into a standalone sentence "The entity defines...".

Kris Eberlein, 11 September 2022

I've changed the sentence to read as follows:

"For example, the content model for the element is set to %ph.content;, and the %ph.content;
entity defines the actual content model. A constraint module then can redefine the %ph.content;
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entity to remove selected elements, or an expansion module can redefine the %ph.content; entity
to add elements."

Disposition: Completed
that entity defines the actual content model. A constraint module can redefine the %ph.content;
model to remove selected elements, or an expansion module can redefine the %ph.content;
module

Comment by Gershon Joseph on 2022-09-11
change "module" to "model".

Kris Eberlein, 11 September 2022

Done

Disposition: Completed
to add elements.

Attribute sets defined as entities

Every element in a DITA DTD defines its attributes using an entity. This enables element
configuration.

Comment by Stan Doherty
The referents in the following paragraph seem ambiguous.

Kris Eberlein, 08 September 2022

I've changed theparagraph to read as follows:

"For example, the attribute list for the element is set to %ph.attributes;, and the %ph.attributes;
entity defines the actual attribute list. A constraint module then can redefine the entity to remove
attributes from the attribute list, or an expansion module can redefine the entity to add attributes to
the attribute list."

Disposition: Completed
For example, rather than directly defining attributes for <ph>, that element sets its attributes using
the %ph.attributes; entity;

Comment by Gershon Joseph on 2022-09-11
Replace "entity; that entity defines..." with "entity. The entity defines..."

Kris Eberlein, 11 September 2022

This is unnecessary given the changes that I made in response to Stan Doherty's comment above.

Disposition: Closed
that entity defines the actual attributes. A constraint module can remove attributes from the attribute
list, or an expansion module can add attributes to the attribute list.

Note When constructing an element-configuration module or document-type shell, new entities are
usually viewed as "redefinitions" because they redefine entities that already exist. However,
these new definitions only work because they are added to a document-type shell before the
existing definitions. Most topics about DITA DTDs, including others in this specification,
describe these overrides as redefinitions to ease understanding.
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1.1.2 DTD: Coding requirements for document-type shells
A DTD-based document-type shell is organized into sections. Each section contains entity declarations
that follow specific coding rules.

The DTD-based approach to configuration, specialization, and element configuration (constraint and
expansion) relies heavily upon parameter entities. Several of the parameter entities that are declared in
document-type shells contain references to other parameter entities. Because parameter entities must be
declared before they are used, the order of the sections in a DTD-based document-type shell is
significant.

A DTD-based document-type shell contains the following sections:

1. Topic [or map] entity declarations (7)
2. Domain constraint integration (9)
3. Domain entity declarations (9)
4. Domain attributes declarations (9)
5. Domain extensions (10)
6. Domain attribute extensions (11)
7. Topic nesting override (11)
8. Specializations attribute override (11)
9. Element-type configuration integration (12)
10.Topic [or map] element integration (12)
11.Domain element integration (13)

Each of the sections in a DTD-based document-type shell follows a pattern. These patterns help ensure
that the shell follows XML parsing rules for DTDs. They also establish a modular design that simplifies
creation of new document-type shells.

Topic [or map] entity declarations

This section declares and references an external parameter entity for each of the following items:

• The top-level topic or map type that the document-type shell configures

Comment by Eliot Kimber
This write up doesn't clearly defined what the "entity" modules do, namely declare the
parameter entities needed for the topic or map type module. I think this is compounded by
the fact that we're talking about entity declarations that reference files named ".ent" that
then themselves contain entity declarations. Not sure how best to resolve it, other than to
describe what the topic/map-type entity declaration modules do before talking about how
to reference them.

It might be sufficient to say something like:

The entity declaration module (.ent file) for the top-level topic or map type that the
document type shell configures

Kris Eberlein, 11 September 2022

I think it's a good clarification. Done.

Disposition: Completed

• Any additional structural modules that are used by the document-type shell

Comment by Eliot Kimber
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"The entity declaration modules for any additional structural modules used by the
document-type shell"

Kris Eberlein, 11 September 2022

I think it's a good clarification. Done.

Disposition: Completed

Comment by Eliot Kimber
This writeup is not parallel with the writeup for the structural module (.mod) parameter entity
declarations--in that one it doesn't break out the main and secondary structural modules. Not sure
which is better but they should be consistent.

Kris Eberlein, 15 September 2022

@Eliot, Robert and I discussed this and we are not clear what changes you'd like to see here. Are
you suggesting one of the following? (Or something entirely different …)

• Have both sections begin with a paragraph and unordered list, as we do here in "Topic [or
map] entity declarations"

• Have both sections use troubleshooting as an example, as we do in "Topic [or] map
element declarations"

• Have both sections use concept as the example

If we had a "Needs more information" disposition, I'd mark this that way!

Disposition: Unassigned

The parameter entity is named type-name-dec.

Comment by Gershon Joseph on 2022-09-11
For consistency with following content, and to make it clearer to understand what's part of the
convention, change "type-name-dec" to "typeName-dec".

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed

In the following example, the <concept> specialization is integrated into a document-type shell:

Comment by Eliot Kimber
The entity declaration module for the <concept> specialization is integrated into a document-type
shell:

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed

<!-- ============================================================= -->
<!--              TOPIC ENTITY DECLARATIONS                        -->
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<!-- ============================================================= -->

<!ENTITY % concept-dec     
  PUBLIC "-//OASIS//ENTITIES DITA 2.0 Concept//EN" 
         "concept.ent"
>%concept-dec;

Domain constraint integration

This section declares and references an external parameter entity for each domain-constraint module
that is integrated into the document-type shell.

The parameter entity is named descriptorDomainName-c-dec.

In the following example, the entity file for a constraint module that reduces the highlighting domain
to a subset is integrated in a document-type shell:

<!-- ============================================================= -->
<!--                    DOMAIN CONSTRAINT INTEGRATION              -->
<!-- ============================================================= -->

<!ENTITY % HighlightingDomain-c-dec  
  PUBLIC "-//ACME//ENTITIES DITA Highlighting Domain Constraint//EN" 
  "acme-HighlightingDomainConstraint.mod"
>%basic-HighlightingDomain-c-dec;

Domain entity declarations

This section declares and references an external parameter entity for each element-domain module
that is integrated into the document-type shell.

The parameter entity is named shortDomainName-dec.

In the following example, the entity file for the highlighting domain is included in a document-type
shell:

<!-- ============================================================= -->
<!--             DOMAIN ENTITY DECLARATIONS                        -->
<!-- ============================================================= -->

<!ENTITY % hi-d-dec PUBLIC
    "-//OASIS//ENTITIES DITA 2.0 Highlight Domain//EN" 
    "highlightDomain.ent"
>%hi-d-dec;

Domain attributes declarations

Comment by Gershon Joseph on 2022-09-11
[In the <dt>] Change "attributes" to "attribute" to be consistent with other titles.

Kris Eberlein, 11 September 2022

We need to be careful here. If we make such a change in the written spec, we need to update the
header comment in the six document-type shells that are part of the base. And check all the
example topics ...

I'm setting the disposition to "Deferred". If we decide to make changes to the document-type shells
that we provide, we can revisit this.

Disposition: Deferred

This section declares and references an external parameter entity for each attribute domain that is
integrated into the document-type shell.

The parameter entity is named domainName-dec.
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Comment by Gershon Joseph on 2022-09-11
Change "domainName-dec" to "domainNameAtt-d-dec".

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed

In the following example, the entity file for the @deliveryTarget attribute domain is included in a
document-type shell:

<!-- ============================================================= -->
<!--             DOMAIN ATTRIBUTES DECLARATIONS                    -->
<!-- ============================================================= -->

<!ENTITY % deliveryTargetAtt-d-dec
  PUBLIC "-//OASIS//ENTITIES DITA 2.0 Delivery Target Attribute Domain//EN"
         "deliveryTargetAttDomain.ent"
>%deliveryTargetAtt-d-dec;

Domain extensions

This section declares and references a parameter entity for each element that is extended by one or
more domain modules. These entities are used by later modules to define content models; redefining
the entity adds domain specializations wherever the base element is allowed.

Comment by Stan Doherty
Remove semicolon between models and redefining in the previous para.

Kris Eberlein, 08 September 2022

I don't think we want to make the change that you suggested, but I agree that the sentence needs
work. I've changed the paragraph to read as follows:

"This section declares and references a parameter entity for each element that is extended by one
or more domain modules. These entities are used by the element-domain modules that are
declared later in the document-type shell to redefine the content models. Redefining the content
models adds domain specializations wherever the base element is allowed."

Response by Gershon Joseph 14 September 2022

I like the new wording. Much clearer!

Disposition: Completed

In the following example, the entity for the <pre> element is redefined to add specializations from
the programming, software, and user interface domains:

<!-- ============================================================= -->
<!--                    DOMAIN EXTENSIONS                          -->
<!-- ============================================================= -->

<!ENTITY % pre
    "pre        | 
     %pr-d-pre; | 
     %sw-d-pre; | 
     %ui-d-pre;">
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Domain attribute extensions

This section redefines the parameter entity for each attribute domain that is integrated globally into
the document-type shell. The redefinition adds an extension to the parameter entity for the relevant
attribute.

In the following example, the parameter entities for the @base and @props attributes are redefined
to include the @newfrombase, @othernewfrombase, @new, and @othernew attributes:

<!-- ============================================================= -->
<!--                    DOMAIN ATTRIBUTE EXTENSIONS                -->
<!-- ============================================================= -->

<!ENTITY % base-attribute-extensions
        "%newfrombaseAtt-d-attribute; 
         %othernewfrombaseAtt-d-attribute;">

<!ENTITY % props-attribute-extensions
        "%newAtt-d-attribute; 
         %othernewAtt-d-attribute;">

Topic nesting override

This section redefines the entity that controls topic nesting for each topic type that is integrated into
the document-type shell.

The parameter entity is named topictype-info-types.

The definition usually is an "OR" list of the topic types that can be nested in the parent topic type.
Use the literal root-element name, not the corresponding parameter entity. Topic nesting can be
disallowed completely by specifying the <no-topic-nesting> element.

In the following example, the parameter entity specifies that <concept> can nest any number of
<concept> or <myTopicType> topics, in any order:

<!-- ============================================================= -->
<!--                    TOPIC NESTING OVERRIDE                     -->
<!-- ============================================================= -->

<!ENTITY % concept-info-types "concept | myTopicType">

Specializations attribute override

This section redefines the included-domains entity to include the text entity for each attribute
domain that is included in the document-type shell. The redefinition sets the effective value of the
@specializations attribute for the top-level document type that is configured by the document-
type shell.

In the following example, parameter entities are included for the DITA conditional-processing
attributes:

<!-- ============================================================= -->
<!--                 SPECIALIZATIONS ATTRIBUTE OVERRIDE            -->
<!-- ============================================================= -->

<!ENTITY included-domains
                          "&audienceAtt-d-att;
                           &deliveryTargetAtt-d-att;
                           &otherpropsAtt-d-att;
                           &platformAtt-d-att;
                           &productAtt-d-att;"
>
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Element-type configuration integration

This section declares and references the parameter entity for each element-configuration module
(constraint and expansion) that is integrated into the document-type shell

Comment by Stan Doherty
Previous paragraph needs a terminal period.

Kris Eberlein, 08 September 2022

Done.

Disposition: Completed

The parameter entity is named descriptionElement-c-def.

In the following example, the module that constrains the content model for the <taskbody> element
is integrated into the document-type shell for strict task:

<!ENTITY % strictTaskbody-c-def  
  PUBLIC "-//OASIS//ELEMENTS DITA 2.0 Strict Taskbody Constraint//EN" 
  "strictTaskbodyConstraint.mod"
>%strictTaskbody-c-def;

Topic [or map] element integration

This section declares and references a parameter entity for each structural module that is integrated
into the document-type shell.

Comment by Eliot Kimber
This section declares and references an external parameter entity for the module declaration
(.mod) file for each structural module that is integrated into the document-type shell.

See comment above about the .ent section--these two sections should be parallel.

Kris Eberlein, 08 September 2022

Changed to read as follows:

"This section declares and references an external parameter entity for the element declaration
module (.mod file) for each structural module that is integrated into the document-type shell."

Disposition: Completed

The parameter entity is named structuralType-type.

Comment by Eliot Kimber
c/entity/entities/ to be parallel with "for each structural module"

Kris Eberlein, 08 September 2022

Leaving as singular tense, to be parallel with "an external parameter entity."

Disposition: Closed

The structural modules are included in ancestry order, so that the parameter entities that are used in
an ancestor module are available for use in specializations. When a structural module depends on
elements from a vocabulary module that is not part of its ancestry, the module upon which the
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structural module has a dependency (and any ancestor modules not already included) need to be
included before the module with a dependency.

In the following example, the structural modules that are required by the troubleshooting topic are
integrated into the document-type shell:

<!-- ============================================================= -->
<!--                    TOPIC ELEMENT INTEGRATION                  -->
<!-- ============================================================= -->

<!ENTITY % topic-type
  PUBLIC "-//OASIS//ELEMENTS DITA 2.0 Topic//EN"
         "../../base/dtd/topic.mod"
>%topic-type;

<!ENTITY % task-type
  PUBLIC "-//OASIS//ELEMENTS DITA 2.0 Task//EN"
         "task.mod"
>%task-type;

<!ENTITY % troubleshooting-type
  PUBLIC "-//OASIS//ELEMENTS DITA 2.0 Troubleshooting//EN"
         "troubleshooting.mod"
>%troubleshooting-type;

Domain element integration

This section declares and references a parameter entity for each element domain that is integrated
into the document-type shell.

Comment by Eliot Kimber
Qualify "parameter entity" with "external".

Kris Eberlein, 08 September 2022

Done.

Disposition: Completed

The parameter entity is named domainName-def.

In the following example, the element-definition file for the highlighting domain is integrated into the
document-type shell:

<!-- ============================================================= -->
<!--                    DOMAIN ELEMENT INTEGRATION                 -->
<!-- ============================================================= -->

<!ENTITY % hi-d-def PUBLIC
    "-//OASIS//ELEMENTS DITA 2.0 Highlight Domain//EN" 
    "highlightDomain.mod"
>%hi-d-def;

If a structural module depends on a domain, the domain module needs to be included before the
structural module. This erases the boundary between the final two sections of the DTD-based
document-type shell, but it is necessary to ensure that modules are embedded after their
dependencies. Technically, the only solid requirement is that both domain and structural modules be
declared after all other modules that they specialize from or depend on.
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1.1.3 DTD: Coding requirements for structural and element-domain
modules
This topic covers general coding requirements for defining element types in both structural and element-
domain vocabulary modules.

Module files
A vocabulary module that defines a structural or element-domain specialization is composed of two files:

Definition module file
This (.mod) file declares the element names, content models, and attribute lists for the element types
that are defined in the vocabulary module.

Entity declaration file
This (.ent) file declares the text and parameter entities that are used to integrate the vocabulary
module into a document-type shell.

Comment by Eliot Kimber
"text entity" is not a term defined in the XML specification. The correct term is "general entity" or
"internal general entity". That is, there are two types of entity: general and parameter, each of
which may be internal or external.

That said, I think "text entity" is probably well enough understood to mean "internal general entity".

Googling "text entity", the only relevant hit is from the Arbortext documentation: https://
support.ptc.com/help/arbortext/r8.0.1.0/en/index.html#page/editor/editor_help/help6593.html

Which suggests that it's a term those of us who grew up with Arbortext understand. Nevertheless
not a formal XML term.

Kris Eberlein, 08 September 2022

Changed to "general and parameter entities."

Disposition: Completed

Element definitions
A structural or element-domain vocabulary module contains a declaration for each element type that is
named by the module. While the XML standard allows content models to refer to undeclared element
types, the DITA standard does not permit this. All element types or attribute lists that are named within a
vocabulary module are declared in one of the following objects:

• The vocabulary module
• A base module of which the vocabulary module is a direct or indirect specialization
• (If the vocabulary module is a structural module)

Comment by Gershon Joseph on 2022-08-18
We should remove the parentheses from the above segment. It should read: "If the vocabulary
module is a structural module, a required domain module" --or-- "A required domain model, if
the vocabulary module is a structural module"

Kris Eberlein, 19 September 2022
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I don't think we need to do this. The usage here follows the guidelines set out in 8.8.7
"Approved uses for parentheses" in John Kohl's "The Global English Style Guide."

I did change the parenthetical to "(For structural modules)" so that it fit the guidelines for
"Concise Alternatives to Separate, Complete Sentences".

Disposition: Completed

A required domain module

The following components make up a single element definition in a DITA DTD-based vocabulary module.

Element name entities

For each element type, there is a parameter entity with a name that matches the element-type name.
The default value is the element-type name.

Comment by Eliot Kimber
The value is the element-type name. (Remove "default").

Kris Eberlein, 08 September 2022

Done.

Disposition: Completed

For example:

<!ENTITY % topichead "topichead">

The parameter entity provides a layer of abstraction when setting up content models. It can be
redefined in a document-type shell in order to create domain extensions or implement element
configuration (constraint and expansion).

Comment by Stan Doherty
Insert a hyphen between single and vocabulary in the next paragraph.

Kris Eberlein, 08 September 2022

Removed the word "single".

Disposition: Completed

Element name entities for a single vocabulary module typically are grouped together at the top of the
vocabulary module. They can occur in any order.

Content-model parameter entity

For each element type, there is a parameter entity that defines the content model. The name of the
parameter entity is tagname.content, and the value is the content model definition.

For example:

<!ENTITY % topichead.content
  "((%topicmeta;)?, 
    (%data.elements.incl; | 
     %navref; | 
     %topicref;)*)
">

ditaweb-review-q
Standards Track Work Product Copyright © OASIS Open . All Rights Reserved. Page 15 of 43



Attribute-list parameter entity

For each element type, there is a parameter entity that declares the attributes that are available on
the element. The name of the parameter entity is tagname.attributes, and the value is a list of
the attributes that are used by the element type (except for @class).

For example:

<!ENTITY % topichead.attributes
 "keys CDATA #IMPLIED
  %topicref-atts;
  %univ-atts;"
>

Consistent use and naming of the tagname.content parameter entity enables the use of element-
configuration modules (constraint and expansion) to redefine the content model.

Element declaration

For each element type, there is an element declaration that consists of a reference to the content-
model parameter entity.

For example:

<!ELEMENT topichead    %topichead.content;>

Attribute list declaration

For each element type, there is an attribute list declaration that consists of a reference to the
attribute-list parameter entity.

Comment by Stan Doherty
Insert a hyphen between attribute and list in the previous para.

Kris Eberlein, 08 September 2022

Done.

Disposition: Completed

For example:

<!ATTLIST topichead    %topichead.attributes;>

Specialization attribute declarations

A vocabulary module defines a @class attribute for every element that is declared in the module.
The value of the attribute is constructed according to the rules in The class attribute rules and syntax.

For example, the ATTLIST definition for the <topichead> element (a specialization of the
<topicref> element in the base map type) includes the definition of the @class attribute, as
follows:

<!ATTLIST topichead  class CDATA "+ map/topicref  mapgroup-d/topichead ">
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Definition of the <topichead> element
The following code sample shows how the <topichead> element is defined in mapGroup.mod. Ellipses
indicate where the code sample has been snipped for brevity.

<!-- ============================================================= -->
<!--                   ELEMENT NAME ENTITIES                       -->
<!-- ============================================================= -->

<!ENTITY % topichead      "topichead"                                   >

...

<!-- ============================================================= -->
<!--                    ELEMENT DECLARATIONS                       -->
<!-- ============================================================= -->

<!--                    LONG NAME: Topichead                       -->
<!ENTITY % topichead.content
                       "((%topicmeta;)?,
                         (%data.elements.incl; |
                          %navref; |
                          %topicref;)*)"
>
<!ENTITY % topichead.attributes
              "keys
                          CDATA
                                    #IMPLIED
               %topicref-atts;
               %univ-atts;"
>
<!ELEMENT  topichead %topichead.content;>
<!ATTLIST  topichead %topichead.attributes;>

...

<!-- ============================================================= -->
<!--             SPECIALIZATION ATTRIBUTE DECLARATIONS             -->
<!-- ============================================================= -->
  
...

<!ATTLIST  topichead      class CDATA "+ map/topicref mapgroup-d/topichead ">

<!-- ================== End of DITA Map Group Domain ==================== -->

1.1.4 DTD: Coding requirements for structural modules
This topic covers general coding requirements for DTD-based structural modules.

Required topic and map element attributes
The topic or map element type sets the @DITAArchVersion attribute to the version of DITA in use,
typically by referencing the arch-atts parameter entity. It also sets the @specializations attribute
to the included-domains entity.

Comment by Eliot Kimber
The DITAArchVersion attribute is in the ditaarch namespace, so the true name is
"ditaarch:DITAArchVersion". I think it's probably worth adding the namespace prefix.

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed
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The @DITAArchVersion and @specializations attributes give processors a reliable way to check
the architecture version and look up the list of attribute domains that are available in the document type.

The following example shows how the @DITAArchVersion and @specializations attributes are
defined for the <concept> element in DITA 2.0. Ellipses indicate where the code is snipped for brevity:

<!-- ============================================================= -->
<!--                    ELEMENT DECLARATIONS                       -->
<!-- ============================================================= -->

...

<!--                    LONG NAME: Concept                         -->

...

<!ATTLIST concept    
  %concept.attributes;
  %arch-atts;
  specializations  CDATA  "&included-domains;">

Controlling nesting in topic types
A structural module that defines a new topic type typically uses a parameter entity to define a default for
what topic types are permitted to nest. When this is done consistently, a shell that includes multiple
structural modules can set common nesting rules for all topic types by setting %info-types; entity.

The following rules apply when using parameter entities to control nesting.

Parameter entity name

The name of the parameter entity is the topic element name plus the -info-types suffix.

For example, the name of the parameter entity for the concept topic is concept-info-types.

Parameter entity value

To set up default topic nesting rules, set the entity to the desired topic elements. The default topic
nesting is used when a document-type shell does not set up different rules.

For example, the following parameter entity sets up default nesting so that <concept> will nest only
other <concept> topics:

<!-- ============================================================= -->
<!--                    ELEMENT DECLARATIONS                       -->
<!-- ============================================================= -->

<!ENTITY % concept-info-types
              "%info-types;"
>

As an additional example, the following parameter entity sets up a default that will not allow any
nesting:

<!ENTITY % glossentry-info-types "no-topic-nesting">

Content model of the root element

The last position in the content model defined for the root element of a topic type should be the
topictype-info-types parameter entity.

A document-type shell then can control how topics are allowed to nest for this specific topic type by
redefining the topictype-info-types entity for each topic type.
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For example, with the following content model defined for <concept>, a document-type shell that
uses the concept specialization can control which topics are nested in <concept> by redefining the
concept-info-types parameter entity:

<!ENTITY % concept.content
  "((%title;), 
    (%titlealts;)?,
    (%abstract; | %shortdesc;)?, 
    (%prolog;)?, 
    (%conbody;)?, 
    (%related-links;)?,
    (%concept-info-types;)*)"
>

Comment by Kristen James Eberlein on 12 September 2022
The above content model needs to be corrected for DITA 2.0. The <titlealts> element was
removed.

I changed the code block to the following:

<!ENTITY % concept.content
  "((%title;),
    (%abstract; | %shortdesc;)?, 
    (%prolog;)?, 
    (%conbody;)?, 
    (%related-links;)?,
    (%concept-info-types;)*)"
>

Disposition: Completed

In certain cases, you do not need to use an info-types parameter entity to control topic nesting:

Comment by Stan Doherty
Substitute "disallow" for "never allow" in the following <li>

Kris Eberlein, 08 September 2022

Done.

.
Disposition: Completed

• If you want a specialized topic type to never allow any nested topics, regardless of context, it can
be defined without any entity or any nested topics.

• If you want a specialized topic type to only allow specific nesting patterns, such as allowing only
other topic types that are defined in the same module, it can nest those topics directly in the same
way that other nested elements are defined.

1.1.5 DTD: Coding requirements for element-domain modules
The vocabulary modules that define element domains have an additional coding requirement. The entity
declaration file must include a parameter entity for each element that the domain extends.
Parameter entity name

The name of the parameter entity is the abbreviation for the domain, followed by a hyphen ("-") and
the name of the element that is extended.

For example, the name of the parameter entity for the highlighting domain that extends the <ph>
element is hi-d-ph.
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Parameter entity value

The value of the parameter entity is a list of the specialized elements that can occur in the same
locations as the extended element. Each element is separated by the vertical line ( | ) symbol.

Comment by Eliot Kimber
I thought the better name would be "vertical bar" but the Unicode name for &#7C is "vertical line".
Who knew? Apparently the Editors knew.

Kris Eberlein, 11 September 2022

Laughter. I remember checking this one :)

Disposition: Closed

For example, the value of the %hi-d-ph; parameter entity is "b | u | i | line-through |
overline | tt | sup | sub".

Example
The following code sample shows the parameter entity for the highlight domain, as declared in
highlightDomain.ent:

<!-- ============================================================= -->
<!--                    ELEMENT EXTENSION ENTITY DECLARATIONS      -->
<!-- ============================================================= -->

<!ENTITY % hi-d-ph "b | i | line-through | overline | sup | sub | tt | u">

<!-- ================ End DITA Highlight Domain ================== -->

1.1.6 DTD: Coding requirements for attribute-domain modules
The vocabulary modules that define attribute domains have additional coding requirements. The module
must include a parameter entity for the new attribute, which can be referenced in document-type shells,
as well as a text entity that specifies the contribution to the @specializations attribute for the attribute
domain.

Comment by Eliot Kimber
Another use of "text entity".

Kris Eberlein, 11 September 2022

Changed "text entity" to "general entity". I'll also remember to bring this to Robert's attention.

Disposition: Completed

The name of an attribute domain is the name of the attribute plus "Att". For example, for the attribute
named @deliveryTarget, the attribute-domain name is "deliveryTargetAtt". The attribute-domain name
is used to construct entity names for the domain.

Parameter entity name and value
The name of the parameter entity is the attribute-domain name, followed by the literal -d-
attribute. The value of the parameter entity is a DTD declaration for the attribute.

Text entity name and value

Comment by Eliot Kimber
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More text entity

Kris Eberlein, 11 September 2022

Changed both instances of "text entity" to "general entity".

Disposition: Completed

The text entity name is the attribute-domain name, followed by the literal -d-Att. The value of the
text entity is the @specializations attribute contribution for the module. See The specializations
attribute rules and syntax for details on how to construct this value.

Example
The @deliveryTarget attribute can be defined in a vocabulary module using the following two entities.

<!ENTITY % deliveryTargetAtt-d-attribute
  "deliveryTarget  CDATA  #IMPLIED"
>

<!ENTITY deliveryTargetAtt-d-att "@props/deliveryTarget" >

1.1.7 DTD: Coding requirements for element-configuration modules
Element-configuration modules (constraint and expansion) have specific coding requirements.

The tagname.attributes parameter entity
When the attribute set for an element is constrained or expanded, there is a declaration of the
tagname.attributes parameter entity that defines the modified attributes.

The following list provides examples for both constraint and expansion modules:

Constraint module
The following parameter entity defines a constrained set of attributes for the <note> element that
removes most of the values defined for @type; it also removes @othertype:

<!ENTITY % note.attributes  
       "type  (attention | caution | note ) #IMPLIED
        %univ-atts;">

The following parameter entity restricts the highlighting domain to <b> and <i>:

<!ENTITY % HighlightingDomain-c-ph     "b | i"  >

Expansion module
The following parameter entity defines a new attribute intended for use with various table elements:

<!ENTITY % cellPurposeAtt-d-attribute-expansion
  "cell-purpose  (sale | out-of-stock | new | last-chance | inherit | none)  #IMPLIED"
>

Comment by Eric Sirois
can we add a sample of integration of the entity above in an element list?

Kris Eberlein, 08 September 2022
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Do you mean show how the entity is used in an expansion module, for example:

<!-- Add the attribute to the elements. -->
<!ATTLIST entry %cellPurposeAtt-d-attribute-expansion;>
<!ATTLIST row %cellPurposeAtt-d-attribute-expansion;>
<!ATTLIST colspec %cellPurposeAtt-d-attribute-expansion;>
<!ATTLIST strow %cellPurposeAtt-d-attribute-expansion;>
<!ATTLIST stentry %cellPurposeAtt-d-attribute-expansion;>

Such an example does not fit into this section, which is about the "tagname.attributes parameter entity
… Do you think that this topic needs an example of a complete expansion module? @Robert, what do
you think?

Robert Anderson 8 Sept 2022

I agree this topic isn't the right fit. This is starting to feel like an SEO problem for me … if someone is
coming in wondering how to add a specific specialized attribute to a specific element, where are they
going to expect to find that? Do we need to add a specific example very clearly tailored towards
attributes, or just update the titles of ones we have so they are more findable? (or would they have
been obvious if not just looking at this small slice of content)

Kris Eberlein, 08 September 2002

I think that this is where a good index shows its value :) And keywords for HTML5, as well as related
links. We certainly could have a related link from this topic to "Developing constraint and expansion
modules using DTDs". @Eric, would that work for you? And going back to Robert's comment that this
seems like a SEO/findability problem, what keywords would you search on to find what you were
looking for?

Eric Sirois, 13 September 2022

@Kris, yes adding something to ease finding how to add attributes as an expansion would be great.
That would help make it easier for folks wanting to clean up and/or make existing specializations
conforming getting the information they need to make the appropriate extensions. Sorry expansion...

Kris Eberlein, 15 September 2022

I'm setting the disposition to "Accepted." I think we need to make the following changes:

• Ensure that information about "Migrating to DITA 2.0" covers the fact that folks who added
attributes to targeted elements in DITA 1.x can use expansion modules in DITA 2.0 to add such
attributes in a spec-approved way.

• Add related links between "Configuration," "Coding practices," and "Examples of constraint and
expansion" topics

Disposition: Accepted

For expansion modules, note the following considerations.The tagname.attributes parameter entity
can be defined in an attribute-specialization module, or it can be defined directly in the expansion module.

Comment by Robert D Anderson on 8 Sept 2022
minor typo above, a missing space in "considerations.The"

Kris Eberlein, 11 September 2002
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Fixed.

Disposition: Completed

The tagname.content parameter entity
When the content model for an element is constrained or expanded, there is a declaration of the
tagname.content parameter entity that defines the modified content model.

The following list provides examples for both constraint and expansion modules:

Constraint module
The following parameter entity defines a more restricted content model for <topic>, in which the
<shortdesc> element is required.

<!ENTITY % topic.content 

  "((%title;), 
    (%titlealts;)?, 
    (%shortdesc;), 
    (%prolog;)?, 
    (%body;)?, 
    (%topic-info-types;)*)"
>

Comment by Kristen James Eberlein on 12 September 2022
The above content model needs to be corrected for DITA 2.0. The <titlealts> element was
removed.

I changed the code block to the following:

<!ENTITY % topic.content 
  "((%title;), 
    (%shortdesc;), 
    (%prolog;)?, 
    (%body;)?, 
    (%topic-info-types;)*)"
>

Disposition: Completed

Note that replacing a base element with domain extensions is a form of constraint that can be
accomplished directly in the document-type shell. No constraint module is required.

In the following example, the <pre> base type is removed from the entity declaration, effectively
allowing specializations of <pre> but not <pre> itself.

<!ENTITY % pre
    "%pr-d-pre; | 
     %sw-d-pre; | 
     %ui-d-pre;">

Expansion module
The redefinition of the content model references the parameter entity that was defined in the
element-specialization module.
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The following code sample shows the entity declaration file for an element-specialization module that
defines a <section-shortdesc> element, which is intended to be added to the content model of
<section>:

<!ENTITY sectionShortdesc-d-p-expansion "section-shortdesc">

<!ENTITY % section-shortdesc "section-shortdesc">

Comment by Eric Sirois
Should the example above <!ENTITY sectionShortdesc-d-p-expansion "section-shortdesc"> be
%section-shortdesc;. Why define the other entity only if you're going to use *-expansion as some
sort of substitution group. Otherwise, a bit on the excessive side. Possibly why not use %section-
shortdesc; as most already do. What is the benefit of adding another level of indirection?

Eliot Kimber 11 Sept 2022

Yes, sectionShortdesc-d-p-expansion should be a parameter entity as referenced in the example
below.

However, I think Eric is correct--there's no need for the separate -expansion parameter entity as a
reference to %section-shortdesc; is both sufficient to extend the content model and also allows for
further extension should someone want to specialize from section-shortdesc".

Kris Eberlein, 15 September 2022

OK, I've changed the first codeblock so that it simply contains <!ENTITY % section-shortdesc
"section-shortdesc">

I changed the second codeblock so it referrs to "%sectionShortdesc;" rather than
"%sectionShortdesc-d-p-expansion;".

Disposition: Completed

When the content model for <section> is redefined in the expansion module, it references the
parameter entity defined in the entities file for the element specialization:

<!ENTITY % section.content
              "(#PCDATA |
               %dl; |
               %div; |
               %fig; |
               %image; |
               %note; |
               %ol; |
               %p; |
               %simpletable; |
               %ul; |
               %title; |
               %draft-comment;|
               %sectionShortdesc-d-p-expansion;)*"
>

Note that this expansion module also constrains the content model of <section> to only include
certain block elements.

ditaweb-review-q
Standards Track Work Product Copyright © OASIS Open . All Rights Reserved. Page 24 of 43



1.2 RELAX NG coding requirements
This section explains how to implement RNG based document-type shells, specializations, and element-
configuration modules (constraints and expansions).

If you plan to generate DTD- or XSD-based modules from RELAX NG modules, avoid RELAX NG
features that cannot be translated into DTD or XSD constructs. When RELAX NG is used directly for DITA
document validation, the document-type shells for those documents can integrate constraint modules that
use the full power of RELAX NG to enforce constraints that cannot be enforced by DTDs or XSDs.

Comment by Eric Sirois on 06 September 2022

Are there examples or lists of known things they should not do, like datatyping elements, etc that we
should list?

Kris Eberlein, 07 September 2022

I can't answer this one. @Eliot?

Robert Anderson, 8 September 2022

We definitely don't want to try and be exhaustive, but we could have a "for example" sentence after
that. I know RNG and XSD can enforce date formats in an attribute (for example), while DTD cannot …
but I'm not sure what can be enforced with RNG that cannot be enforced in XSD

Eliot Kimber, 11 Sept 2022

Maybe something like:

For example, lexical patterns for attributes and elements, "interleave" patterns, and context-specific
patterns for content models or attribute lists.

Kris Eberlein, 11 September 2022

I split the original paragraph into two paragraphs. The first paragraph now reads as follows:

"If you plan to generate DTD- or XSD-based modules from RELAX NG modules, avoid RELAX NG
features that cannot be translated into DTD or XSD constructs. Such features include lexical patterns
for attributes and elements, interleave patterns, and context-specific patterns for content models or
attribute lists."

Disposition: Completed

1.2.1 RELAX NG: Overview of coding requirements
RELAX NG modules are self-integrating; they automatically add to the content models and attribute lists
that they extend. This means that information architects do not have much work to do when integrating
vocabulary modules and element-configuration modules (constraints and expansion) into document-type
shells.

Comment by Eliot Kimber
It is only domain modules that are self integrating. The other modules are simply simpler than the
equivalent DTD module because RNG doesn't have declarations that depend on occurrence order.

Not sure how best to convey this crisply but the statement as written is not accurate.
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Kris Eberlein, 11 September 2022

I changed the short description to read as follows:

"Domain modules coded in RELAX NG are self-integrating; they automatically add to the content
models and attribute lists that they extend. This means that DITA architects have less work to do when
integrating domain modules into document-type shells."

The wording certainly could be improved on ...

Kris Eberlein, 15 September

As part of the largely rework of the topic, I've changed the title to "RELAX NG: General coding
information". In addition, I changed the short description to "This topic contains general information
about the self-integrating aspect of domain specialization modules, RELAX NG grammar files, and the
two RNG syntaxes."

Disposition: Completed

Comment by Stan Doherty
Most people with the title "Information Architect" do not code, so it would be more accurate to
substitute "XML implementers" or whatever.

Kris Eberlein, 08 September 2022

I changed this to "DITA architects". This matches the terminology that we use in all the example topics
about constraint and expansion modules.

Disposition: Completed

Self-integration of RELAX NG

Comment by Eliot Kimber
Per my comment above, "self-integration" here is not accurate. This is really talking about simplicity
relative to the DTD file patterns.

It might work just title this "Organization of RELAX NG " modules or something.

Kris Eberlein, 11 September 2022

Changed the title to "General RELAX NG information".

Kris Eberlein, 15 September 2022

I did an additional editorial pass over this topic, as I was not happy with it. It is now split into the
following sections:

• Self-integration of RELAX NG
• General RELAX NG information
• Syntaxes for RELAX NG grammars

This enabled grouping the content in a more accurate and precise way.

Disposition: Completed
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In addition to simplifying document-type shells, the self-integrating aspect of RELAX NG results in the
following coding practices:

• Each specialization module consists of a single file, unlike the two required for DTDs.
• Domain modules directly extend elements, unlike DTDs, which rely on an extra file and

extensions within the document-type shell.

Comment by Eliot Kimber
Here we can mention self integration: Domain modules are self integrating because they
directly extend elements, unlike DTDs ...

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed

• Element-configuration modules (constraint and expansion) directly include the modules that they
extend, which means that just by referencing an element-configuration module, the document-
type shell gets everything it needs to redefine a vocabulary module.

001 (42) RELAX NG grammars for DITA document-type shells, vocabulary modules, and
element-configuration modules (constraint and expansion) MAY do the following:

Comment by Eliot Kimber
This "MAY" implies a conformance requireement, but these requirements are not
normative, so is it appropriate to use the uppercase "MAY" here?

Kris Eberlein, 11 September 2022

No, and I thought I removed all the RFC-2119 terminology from these topics.
Sigh.

Changed "MAY" to "can."

Disposition: Completed

• Use the <a:documentation> element anywhere that foreign elements
are allowed by RELAX NG. The <a:documentation> element refers to
the <documentation> element type from the http://
relaxng.org/ns/compatibility/annotations/1.0 as defined by
the DTD compatibility specification. The prefix "a" is used by convention.

• Use <div> to group pattern declarations.
• Include embedded Schematron rules or any other foreign vocabulary.

Processors can ignore any foreign vocabularies within DITA grammars that
are not in the http://relaxng.org/ns/compatibility/
annotations/1.0 or http://dita.oasis-open.org/
architecture/2005/ namespaces.

Syntax for RELAX NG grammars
The RELAX NG specification defines two syntaxes for RELAX NG grammars: the XML syntax and the
compact syntax. The two syntaxes are functionally equivalent, and either syntax can be reliably converted
into the other by using, for example, the open-source Trang tool.
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DITA practitioners can author DITA modules using one RELAX NG syntax, and then use tools to generate
modules in the other syntax. The resulting RELAX NG modules are conforming if there is a one-to-one file
correspondence.

Comment by Eliot Kimber
More references to conforming modules, both in the preceding paragraph and in the following
paragraph.

Kris Eberlein, 11 September 2022

@Eliot, what do you think of the following?

• In the above paragraph, change "conforming" to "equivalent".
• Remove the paragraph below entirely.

Eliot Kimber, 12 September 2022

• In the above paragraph, change "conforming" to "equivalent".

– works for me
• Remove the paragraph below entirely.

– I could go with removing it or just delete "Conforming ". The statement is then true. But
I'm not sure it's that useful or necessary a statement, so good with removing it too.

Kris Eberlein, 15 September 2022

I've changed "conforming" to "equivalent"; I also removed the paragraph that began "Conforming
RELAX NG-base DITA modules …" In addition, I rearanged the order of the paragraphs to improve the
reading flow.

Disposition: Completed

Conforming RELAX NG-based DITA modules can omit the annotations and foreign elements that are
used in the OASIS grammar files to enable generation of other XML grammars, such as DTDs and XML
Schema. When such annotations are used, conversion from one RELAX NG syntax to the other might
lose the information, as processors are not required to process the annotations and information from
foreign vocabularies.

The DITA coding requirements are defined for the RELAX NG XML syntax. Document-type shells,
vocabulary modules, and element-configuration modules (constraints and expansion) that use the RELAX
NG compact syntax can use the same organization requirements as those defined for the RELAX NG
XML syntax.

1.2.2 RELAX NG: Coding requirements for document-type shells
A RNG-based document-type shell is organized into sections; each section follows a pattern. These
patterns help ensure that the shell follows XML parsing rules for RELAX NG; they also establish a
modular design that simplifies creation of new document-type shells.

Because RELAX NG modules are self-integrating, RNG-based document-type shells need only to include
vocabulary modules and element-configuration modules (constraint and expansion).

Comment by Eliot Kimber
This statement is both not true (because not all modules are self integrating) but I think unnecessary. I
think the intent is to say "there are no separate configuration or integration declarations required for
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RELAX NG because of how RELAX NG works". But that only makes sense if you are starting from an
understanding of the DTD rules, which is not a given (or necessary).

Probably sufficient to just remove the paragraph and simply describe the rules.

Kris Eberlein, 11 September 2022

Removed the paragraph.

Disposition: Completed

An RNG-based document-type shell contains the following sections:

1. Root element declaration (29)
2. specializations attribute (29)
3. Element-type configuration integration (29)
4. Module inclusions (31)
5. ID-defining element overrides (31)

Root element declaration

Document-type shells use the RELAX NG start declaration to specify the root element of the
document type. The <start> element defines the root element, using a reference to a
tagname.element pattern.

For example:

<div>
  <a:documentation>ROOT ELEMENT DECLARATION</a:documentation>
  <start combine="choice">
    <ref name="topic.element"/>
  </start>
</div>

@specializations attribute

This section lists the tokens that attribute-domain and element-configuration modules contribute to
the @specializations attribute.

For example:

<div>
  <a:documentation>SPECIALIZATIONS ATTRIBUTE</a:documentation>
  <define name="specializations-att">
    <optional>
      <attribute name="specializations"
                 a:defaultValue="@props/audience
                                 @props/deliveryTarget                                 
                                 @props/otherprops
                                 @props/platform
                                 @props/product"
      />
    </optional>
  </define>
</div>

Element-type configuration integration

This section of the document-type shell contains includes for element-type configuration modules
(constraint and expansion). Because the element-configuration module imports the module that it
override,s any module that is configured in this section (including the base topic or map modules) is
left out of the following "Module inclusion" section.
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Comment by Eliot Kimber
I would say "an element-configuration module".

Kris Eberlein, 11 September 2022

Changed the 2nd sentence to begin with "Because an element-configuration module …"

Disposition: Completed

Comment by Stan Doherty
Substitute "overrides," for "override,s" in the previous para

Kris Eberlein, 08 September 2022

Done.

.
Disposition: Completed

The following code sample shows the section of an RNG-based document-type shell that redefines
the <taskbody> element to create the strict task topic.

<div>
<a:documentation>ELEMENT-TYPE CONFIGURATION INTEGRATION</a:documentation>
  <include href="strictTaskbodyConstraintMod.rng">
    <define name="task-info-types">
      <ref name="task.element"/>
    </define>            
  </include>
</div>

Comment by Eliot Kimber
Reviewing this particular example it's not clear why the include for the constraint module also
includes the override of task-info-types. Since the focus of the example is the constraint module
integration the presence of the nested <define> could potentially lead to confusion.

It might help to say "shows the section of an RNG-based document-type shell that includes the
module that then redefines the <taskbody> element."

Kris Eberlein, 11 September 2022

@Eliot, help me out here. Is the nested <define> element required in order to redefine
<taskbody>? I thought is was ...

WEK: Two independent things are happening in this example:

1. The task-info-types pattern is being overridden/set, which would be appropriate for the
original refernece to taskMod.rng as well as for the reference to the constraint module.

2. A constraint module is being used to constrain taskMod.rng. In that module,
strictTaskbodyConstraintMod.rng, there are then the redefines that are applied
directly to taskMod.rng.

So from that standpoint, the task-info-types override is not needed in the context of this example--
it is not itself part of the constraint being applied. So it could be removed from this example.
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Kris Eberlein, 15 September 2022

I've changed the codeblock to the following:

<div>
<a:documentation>ELEMENT-TYPE CONFIGURATION INTEGRATION</a:documentation>
  <include href="strictTaskbodyConstraintMod.rng"/>            
</div>

Disposition: Completed

Module inclusions

This section of the RNG-based document-type shell includes all unconstrained domain or structural
modules.

For example:

  <div>
    <a:documentation>MODULE INCLUSIONS</a:documentation>
    <include href="topicMod.rng">
      <define name="topic-info-types">
        <ref name="topic.element"/>
      </define>
    </include>
    <include href="audienceAttDomain.rng" dita:since="2.0"/>
    <include href="deliveryTargetAttDomain.rng"/>
    <include href="otherpropsAttDomain.rng" dita:since="2.0"/>
    <include href="platformAttDomain.rng" dita:since="2.0"/>
    <include href="productAttDomain.rng" dita:since="2.0"/>
    <include href="alternativeTitlesDomain.rng" dita:since="2.0"/>
    <include href="emphasisDomain.rng" dita:since="2.0"/>
    <include href="hazardstatementDomain.rng"/>
    <include href="highlightDomain.rng"/>
    <include href="utilitiesDomain.rng"/>
  </div>

ID-defining element overrides

This section declares any element in the document type that uses an @id attribute with an XML data
type of "ID". This declaration is required in order to prevent RELAX NG parsers from issuing errors.

If the document-type shell includes domains for foreign vocabularies such as SVG or MathML, this
section also includes exclusions for the namespaces used by those domains.

Comment by Stan Doherty
Substitute "an XML" for "a XML" in the next para.

Kris Eberlein, 08 September 2022

Done.

Disposition: Completed

For example, the following code sample is from an RNG-based document-type shell for a task topic.
It declares that both the <topic> and <task> elements have an @id attribute with a XML data type
of ID. These elements and any elements in the SVG or MathML namespaces are excluded from the
"any" pattern by being placed within the <except> element:

  <div>
      <a:documentation> ID-DEFINING-ELEMENT OVERRIDES </a:documentation>
      <define name="any">
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         <zeroOrMore>
            <choice>
               <ref name="idElements"/>
               <element>
                  <anyName>
                     <except>
                        <name>topic</name>
                        <name>task</name>
                        <nsName ns="http://www.w3.org/2000/svg"/>
                        <nsName ns="http://www.w3.org/1998/Math/MathML"/>
                     </except>
                  </anyName>
                  <zeroOrMore>
                     <attribute>
                        <anyName/>
                     </attribute>
                  </zeroOrMore>
                  <ref name="any"/>
               </element>
               <text/>
            </choice>
         </zeroOrMore>
      </define>
  </div>

1.2.3 RELAX NG: Coding requirements for structural and element-domain
modules
This topic covers general coding requirements for defining element types in both structural and element-
domain vocabulary modules.

Module files
Each RELAX NG vocabulary module consists of a single module file.

Element definitions
A structural or element-domain vocabulary module contains a declaration for each element type that is
named in the module. While the XML standard allows content models to refer to undeclared element
types, the DITA standard does not permit it. All element types or attribute lists that are named in a
vocabulary module are declared in one of the following objects:

• The vocabulary module
• A base module of which the vocabulary module is a direct or indirect specialization
• (If the vocabulary module is a structural module) A required domain or structural module

The element type patterns are organized into the following sections:

Element type name patterns

For each element type that is declared in the vocabulary module, there is a pattern whose name is
the element type name and whose content is a reference to the element-type tagname.element
pattern.

Comment by Eliot Kimber
add "'s" to element-type (element-type's tagname.element pattern)

Kris Eberlein, 11 September 2022

Our style guide does not permit using possessives with inanimate things.
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Changed to read "… and whose content is a reference to the tagname.element pattern for the
element type."

Disposition: Completed

The following example shows the pattern for the <b> element:

<div>
  <a:documentation>ELEMENT TYPE NAME PATTERNS</a:documentation>
    <!-- ... -->
    <define name="b">
      <ref name="b.element"/>
    </define>
    <!-- ... -->
</div>

The element-type name pattern provides a layer of abstraction that facilitates redefinition. The
element-type name patterns are referenced from content model and domain extension patterns.
Specialization modules can re-declare the patterns to include specializations of the type, allowing the
specialized types in all contexts where the base type is allowed.

The declarations can occur in any order.

Common content-model patterns
Structural and element-domain modules can include a section that defines the patterns that
contribute to the content models of the element types that are defined in the module.

Common attribute sets
Structural and element-domain modules can include a section that defines patterns for attribute sets
that are common to one or more of the element types that are defined in the module.

Element type declarations

For each element type that is declared in the vocabulary module, the following set of patterns are
used to define the content model and attributes for the element type. Each set of patterns typically is
grouped within a <div> element.

tagname.content
Defines the complete content model for the element tagname. The content model pattern can be
overridden in element-configuration modules (constraint and expansion).

tagname.attributes
Defines the complete attribute list for the element tagname, except for @class. The attribute list
declaration can be overridden in element-configuration modules (constraint and expansion).

tagname.element
Provides the actual element-type definition. It contains an <element> element whose @name
value is the element type name and whose content is a reference to the tagname.content
and tagname.attlist patterns.

tagname.attlist
An additional attribute-list pattern with a @combine attribute set to the value "interleave". This
pattern contains only a reference to the tagname.attributes pattern.

Comment by Stan Doherty
The first phrase in this <dd> is a sentence fragment.

Kris Eberlein, 08 September 2022

Yes – I've added the verb "Contains" at the beginning of the definition.
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It might also be useful if we included an explanation of what this pattern does/enables …
@Eliot?

Added the following sentence to the end of the definition: "This pattern enables the integration
of attribute specializations."

Disposition: Completed

The following example shows the declaration for the <topichead> element, including the definition
for each pattern described above.

    <div>
      <a:documentation>Topic Head</a:documentation>
      <define name="topichead.content">
        <optional>
          <ref name="topicmeta"/>
        </optional>
        <zeroOrMore>
          <choice>
            <ref name="data.elements.incl"/>
            <ref name="navref"/>
            <ref name="topicref"/>
          </choice>
        </zeroOrMore>
      </define>
      <define name="topichead.attributes">
        <optional>
          <attribute name="keys"/>
        </optional>
        <ref name="topicref-atts"/>
        <ref name="univ-atts"/>
      </define>
      <define name="topichead.element">
        <element name="topichead">
          <a:documentation/>
          <ref name="topichead.attlist"/>
          <ref name="topichead.content"/>
        </element>
      </define>
      <define name="topichead.attlist" combine="interleave">
        <ref name="topichead.attributes"/>
      </define>

    </div>

idElements pattern contribution

Element types that declare the @id attribute as type "ID", including all topic and map element types,
provide a declaration for the idElements pattern. This is required to correctly configure the "any"
pattern override in document-type shells and avoid errors from RELAX NG parsers. The declaration
is specified with a @combine attribute set to the value "choice".

For example:

<div>
  <a:documentation>LONG NAME: Map</a:documentation>
  <!-- ... -->
  <define name="idElements" combine="choice">
    <ref name="map.element"/>
  </define>
</div>
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Specialization attribute declarations

A vocabulary module must define a @class attribute for every specialized element. This is done in a
section at the end of each module that includes a tagname.attlist pattern for each element type
that is defined in the module. The declarations can occur in any order.

The tagname.attlist pattern for each element defines the value for the @class attribute for the
element. @class is declared as an optional attribute. The default value is declared using the
@a:defaultValue attribute, and the value of the attribute is constructed according to the rules in 
The class attribute rules and syntax.

For example:

<define name="topichead.attlist" combine="interleave">
  <optional>
    <attribute name="class" 
        a:defaultValue="+ map/topicref mapgroup-d/topichead "
    />
  </optional>
</define>

1.2.4 RELAX NG: Coding requirements for structural modules
A structural vocabulary module defines a new topic or map type as a specialization of a topic or map type.

Required topic and map element attributes
The topic or map element type references the arch-atts pattern, which defines the
@DITAArchVersion attribute in the DITA architecture namespace and sets the attribute to the version of
DITA. In addition, the topic or map element type references the specializations-att pattern, which
pulls in a definition for the @specializations attribute.

For example, the following definition references the arch-atts and specializations-att patterns
as part of the definition for the <concept> element.

<div>
  <a:documentation> LONG NAME: Concept </a:documentation>
  <!-- ... -->
  <define name="concept.attlist" combine="interleave">
    <ref name="concept.attributes"/>
    <ref name="arch-atts"/>
    <ref name="specializations-att"/>
  </define>
  <!-- ... -->
</div>

The @DITAArchVersion and @specializations attributes give processors a reliable way to check
the DITA version and the attribute domains that are used.

Controlling nesting in topic types
A structural module that defines a new topic type typically defines an info-types style pattern to
specify a default for what topic types are permitted to nest. Document-type shells then can control how
topics are allowed to nest by redefining the pattern.

The following rules apply when using a pattern to control topic nesting.

Pattern name

The pattern name is the topic element name plus the suffix -info-types.
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For example, the info-types pattern for the concept topic type is concept-info-types.

Pattern value

To set up default topic-nesting rules, set the pattern to the desired topic elements. The default topic
nesting is used when a document-type shell does not set up different rules.

For example:

<div>
  <a:documentation>INFO TYPES PATTERNS</a:documentation>
  <define name="mytopic-info-types">
    <ref name="subtopictype-01.element"/>
    <ref name="subtopictype-02.element"/>
  </define>
  <!-- ... -->
</div>

To disable topic nesting, specify the <empty> element.

For example:

<define name="learningAssessment-info-types">
  <empty/>
</define>

The info-types pattern also can be used to refer to common nesting rules across the document-
type shell.

For example:

<div>
  <a:documentation>INFO TYPES PATTERNS</a:documentation>
  <define name="mytopic-info-types">
    <ref name="info-types"/>
  </define>
  <!-- ... -->
</div>

Content model of the root element

In the declaration of the root element of a topic type, the last position in the content model is the
topictype-info-types pattern.

For example, the <concept> element places the pattern after <related-links>:

<div>
  <a:documentation>LONG NAME: Concept</a:documentation>
  <define name="concept.content">
    <!-- ... -->
    <optional>
      <ref name="related-links"/>
    </optional>
    <zeroOrMore>
      <ref name="concept-info-types"/>
    </zeroOrMore>
  </define>
</div>

In certain cases, you do not need to use the info-types pattern to control topic nesting:

• If a topic type will never permit topic nesting, regardless of context, it can be defined without any
pattern or any nested topics.
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• If a topic type will allow only specific nesting patterns, such as allowing only other topic types that
are defined in the same module, it can nest those topics directly in the same way that other
nested elements are defined.

1.2.5 RELAX NG: Coding requirements for element-domain modules
Element-domain modules declare an extension pattern for each element that is extended by the domain.
These patterns are used when including the domain module in document-type shells.
Pattern name

The name of the pattern is the abbreviation for the domain, followed by a hyphen ("-"), and the name
of the element that is extended.

For example, the name of the pattern for the highlighting domain that extends the <ph> element is
hi-d-ph.

Pattern definition

The pattern consists of a choice group that contains references to element-type name patterns. Each
extension of the base element type is referenced.

The following code sample shows the pattern for the elements defined in the highlighting domain:

<a:documentation>DOMAIN EXTENSION PATTERNS</a:documentation>

<define name="hi-d-ph">
  <choice>
    <ref name="b.element"/>
    <ref name="i.element"/>
    <ref name="line-through.element"/>
    <ref name="overline.element"/>
    <ref name="sup.element"/>
    <ref name="sub.element"/>
    <ref name="tt.element"/>
    <ref name="u.element"/>
  </choice>
</define>

Extension pattern

For each element type that is extended by the element-domain module, the module extends the
element-type pattern with a @combine value of "choice" that contains a reference to the domain
pattern.

For example, the following pattern adds the highlight domain specializations of the <ph> element to
the content model of the <ph> element:

<define name="ph" combine="choice">
  <ref name="hi-d-ph"/>
</define>

Because the pattern uses a @combine value of "choice", the effect is that the domain-provided
elements automatically are added to the effective content model of the extended element in any
grammar that includes the domain module.

1.2.6 RELAX NG: Coding requirements for attribute-domain modules
An attribute-domain vocabulary module declares a new attribute specialized from either the @props or
@base attribute.

The name of an attribute domain is the name of the attribute plus "Att". For example, for the attribute
named @deliveryTarget, the attribute-domain name is "deliveryTargetAtt". The attribute-domain name
is used to construct pattern names for the domain.
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An attribute-domain module consists of a single file, which has three sections:

Specializations attribute contribution

The contribution to the @specializations attribute is documented in the module. The value is
constructed according to the rules found in The specializations attribute rules and syntax.

The OASIS grammar files use a <domainsContribution> element to document the contribution;
this element is used to help enable generation of DTD and XSD grammar files. An XML comment or
<a:documentation> element also can be used.

Attribute declaration pattern

The specialized attribute is declared in a pattern named domainName-d-attribute. The attribute
is defined as optional.

For example, the following code samples shows the the @audience specialization of @props:

<define name="audienceAtt-d-attribute">
  <optional>
    <attribute name="audience" dita:since="2.0">
      <a:documentation>Specifies the audience to which an element applies.</
a:documentation>
    </attribute>
  </optional>    
</define>

Attribute extension pattern

The attribute extension pattern extends either the @props or @base attribute set pattern to include
the attribute specialization.

Comment by Eliot Kimber
Should "attribute set" be "attribute list"?

Kris Eberlein, 11 September 2022

Yes, I've made the correction. Thanks for catching this.

Disposition: Completed

Specializations of @props

The pattern is named props-attribute-extensions. The pattern specifies a @combine
value of "interleave", and the content of the pattern is a reference to the specialized-attribute
declaration pattern.

For example:

<define name="props-attribute-extensions" combine="interleave">
  <ref name="audienceAtt-d-attribute"/>
</define>

Specializations of @base

The pattern is named base-attribute-extensions. The pattern specifies a @combine
value of "interleave", and the content of the pattern is a reference to the specialized-attribute
declaration pattern.
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For example:

<define name="base-attribute-extensions" combine="interleave">
    <ref name="myBaseSpecializationAtt-d-attribute"/>
</define>

1.2.7 RELAX NG: Coding requirements for element-configuration modules
An element-configuration module (constraint and expansion) redefines the content model or attribute list
for one or more elements.

Implementation of element-configuration modules
Element-configuration modules are implemented by importing the element-configuration modules into a
document-type shell in place of the vocabulary module that is redefined. The element-configuration
module itself imports the base vocabulary module; within the import, the module redefines the patterns as
needed to implement the constraint, expansion, or both.

Comment by Kristen J Eberlein on 14 July 2022

The above contradicts what we show in the "Example: Adding an attribute to certain table elements
using RNG," where the exansion module does not import the base vocabulary module." The current
wording is true for constraints, inaccurate for expansion.

The same issue crops up several times in this topic ...

Eliot Kimber 11 Sept 2022

Looking at the expansion modules example below it seems to use the same pattern as the constraint
module, namely it includes the base module and overrides it.

Kris Eberlein, 15 September 2022

I'm going to close this. This section is correct for "element-domain modules, and my original draft
comment was off-base, especially as it pertained to attribute-domain modules.

Disposition: Closed

Constraint modules

For example, a constraint module that modifies the <topic> element imports the base module
topicMod.rng. Within that import, it constrains the topic.content pattern:

  <div>
    <a:documentation>ATTRIBUTES AND CONTENT MODEL OVERRIDES</a:documentation>
    <include href="urn:oasis:names:tc:dita:rng:topicMod.rng:2.0">
      <define name="topic.content" combine="interleave">
        <ref name="title"/>
        <ref name="shortdesc"/>
        <optional>
          <ref name="prolog"/>
        </optional>
        <optional>
          <ref name="body"/>
        </optional>
      </define>
    </include>
  </div>

Comment by Eliot Kimber
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Remove combine="interleave" from the define. This define is completely replacing the
topic.content pattern, not extending it. Ditto for the expansion module below.

Kris Eberlein, 11 September 2022

Done.

Disposition: Completed

Expansion modules

For example, an expansion module that modifies the content model of <section> imports the base
module topicMod.rng. Within that import, it expands the section.content pattern:

    <a:documentation>CONTENT MODEL AND ATTRIBUTE LIST OVERRIDES</a:documentation>
    <include href="urn:oasis:names:tc:dita:rng:topicMod.rng:2.0">
      <define name="section.content" combine="interleave">
        <optional>
          <ref name="title"/>
        </optional>
        <optional>
          <ref name="sectionDesc"/>
        </optional>
        <zeroOrMore>
          <ref name="section.cnt"/>
        </zeroOrMore>
      </define>
    </include>
  </div>

Note that the specialized element <sectionDesc> must be declared in an element-domain module
that also is integrated into the document-type shell.

Combining multiple element-configuration modules

Comment by Kristen J Eberlein on 06 September 2022

The following paragraph presents an element-configuration nuance that I do not know if we have
clearly covered in the configuration topics.

For RNG, there can be only one element-configuration module for each base vocabulary module. For
example, if you want to redefine both <p> and <section>, you'll need to aggregate those
redefinitions into a single file. I don't know if we clearly spell that out in non-example topics.

Eliot Kimber, 11 Sept 2022

This is a good point. For DTDs, we say that you can have at most one module per element type/
attribute.

So we probably do need to say this explicitly somewhere.

Kris Eberlein

I'm going to check on what we say. The nuances that I'm not sure we cover vis-a-vis DTD are the
following:

• You can have at most one element-configuration module per element or attribute type. (I know
we state this clearly)

• You can aggregate configuring several element types in a single module, as long as they are
defined as part of the same base vocabulary module. For example, you might constrain section
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and paragraph and various lists in the same constraint module. (This is what I don't know if we
state. Sure, doing separate constraint modules for each element type is the most modular
strategy, but it might be overkill sometimes.)

@Eliot, do you agree?

Kris Eberlein, 19 September 2022

I think we cover this adequately. Setting this to "DEFERRED" in case we have time to make this even
clearer.

Disposition: Deferred

Because the element-configuration module imports the module that it modifies, only one element-
configuration module can be used per vocabulary module; otherwise the vocabulary module would be
imported multiple times. If multiple element configurations are combined for a single vocabulary module,
they need to be implemented in one of the following ways:

Combined into a single element-configuration module

The element configurations can be combined into a single module.

For example, when combining separate constraints for <section> and <shortdesc>, a single
module can be defined as follows:

<include href="topicMod.rng">
  <define name="section.content">
    <!-- Constrained model for section -->
  </define>
  <define name="shortdesc.content">
    <!-- Constrained model for shortdesc -->
  </define>
</include>

Chaining element-configuration modules

Element-configuration modules can be chained so that each element-configuration module imports
another, until the final element-configuration module imports the base vocabulary module.

For example, when combining separate constraints for <section>, <shortdesc>, and <li> from
the base vocabulary, the <section> constraint can import the <shortdesc> constraint, which in
turn imports the <li> constraint, which finally imports topicMod.rng.
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A Aggregated RFC-2119 statements
This appendix contains all the normative statements from the DITA 2.0 specification. They are aggregated
here for convenience in this non-normative appendix.

Item Conformance statement

001 (27) RELAX NG grammars for DITA document-type shells, vocabulary modules, and element-configuration
modules (constraint and expansion) MAY do the following:

Comment by Eliot Kimber
This "MAY" implies a conformance requireement, but these requirements are not normative, so is it
appropriate to use the uppercase "MAY" here?

Kris Eberlein, 11 September 2022

No, and I thought I removed all the RFC-2119 terminology from these topics. Sigh.

Changed "MAY" to "can."

Disposition: Completed

• Use the <a:documentation> element anywhere that foreign elements are allowed by
RELAX NG. The <a:documentation> element refers to the <documentation> element
type from the http://relaxng.org/ns/compatibility/annotations/1.0 as defined
by the DTD compatibility specification. The prefix "a" is used by convention.

• Use <div> to group pattern declarations.
• Include embedded Schematron rules or any other foreign vocabulary. Processors can ignore

any foreign vocabularies within DITA grammars that are not in the http://
relaxng.org/ns/compatibility/annotations/1.0 or http://dita.oasis-
open.org/architecture/2005/ namespaces.
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