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1 Introduction

 MACROBUTTON  NoMacro [All text is normative unless otherwise labeled] 
The SOA environment has various concepts that make up the architecture that are not just technical in nature.

· Establishing a business direction

· Establishing an efficient organization

· Establishing a holistic service approach

· Establishing an overarching technical architecture

1.1 What is a Blueprint

A blueprint is a structure that can be followed that includes a collection of patterns. Areas that could follow blueprints include architecture, organization or process. Architecture relies on blueprints in a current SOA environment the blueprints are implicit not explicit. Taking case studies and extracting the general and basic structure of the architecture leaving the domain specific functionality as an extension point to the blueprint can establish a blueprint. Blueprint provide a conceptual framework that allows for SOA to be accelerated in an organization by providing a reference point in which to base decisions.

The purpose of these blueprints is to establish pattern sets that can be used within an SOA planning, design or implementation strategy. The blueprints will serve as a basis to start or proceed in a direction toward a successful SOA.

1.2 How to use a Blueprint

These blueprints should be used in the context of planning, design and implementation of SOA. A contractor of a house does not start to work on a house without an established blueprint. The blueprint serves as a rudder to the architecture and helps to steer the architectural direction toward the final goal. A blueprint of a house may contain more rooms with delineations on where the phasing of the building may occur which help to establish a roadmap for the customer that receives the result of the blueprints. Phasing into a larger house when budget has allowed for it. The same can be true for the SOA blueprints, since the blueprints are structured into pattern sets that allow for companies to add pattern sets as they feel more comfortable with the direction SOA is taking them.

1.3 Audience

1.4 Terminology

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL”, “SHALL NOT”, “SHOULD”, “SHOULD NOT”, “RECOMMENDED”, “MAY”, and “OPTIONAL” in this document are to be interpreted as described in [RFC2119].

1.4.1 Service Model

A service model represents a given domain and the various interactions with that domain whether they are internal to the domain or external. A domain would represent the business or market specific functions. The service model’s approach is described in this specification.

Note: Sync up with definitions in the rest of the document and the SOA-RM, put in global terminology section?….(Good idea, if we have something called “Service Model” we need to rationalize it with “Reference Model”) Need to figure out what to do with the Support and Tech services are they really distinct? Can we lump them together?
1. 
2. 
3. Support Services – Services that support the core domain An example of this would be auditing for compliance. (does this suggest metaservices or service infrastructure? Please specify more)
4. Technical Services – non-business requirement functions that are needed for the IT system to be delivered. An example would be a hosting provider.

5. 
6. 
1.4.2 Interoperability

Interoperability is a requirement of any service that may be accessed from multiple platforms. It essentially means that the invocation mechanism, message format, data format and security requirements of a service can be interacted with successfully by any SOA implementation. In the context of this specification this means that any service consumer should be able to utilize any provided service without modification.
1.4.3 Contract

The functional and non-functional definition of a service, equates to a Service Level Agreement (SLA) builds on the work of Meyer10. (More elaboration is needed. Contracts have non SLA terms such as routing, alerting, logging, load balancing etc)
1.4.4 Actor

An actor invokes a particular service. The actor provides the context of execution and has an established service contract with the service. An actor can be another service, a portal or a desktop application. An actor may be stateful controlling the state in which services are executed within the context of. A consumer (person, system or service) of facilities provided by a Service. Similar to a RUP Actor.
Actors may include:

· Service Consumers (refer to SOA-RM)
1.4.5 Level

Level is a layer of the service model that represents a part of the domain. Level 0 would represent a high-level overview of the particular domain whether this is from an enterprise viewpoint or a project viewpoint. A level is built from the previous level establishing a decomposition strategy to the service model which allows roll-up of the organization in a strategic sense.

Establishing a level involves defining the actors, domain parts and interacts between the various parts and actors which establish the services that can be derived.
· Level 0 - Starts a Service Model. Represents a  “70,000 ft” view of the domain. This could  encompass a whole company to determine the a roadmap or encompass a project.

· Level 1..N – Decomposes Level 0 or preceeding Level into more detail establishing finer grained services
1.5 Normative References

[RFC2119]
S. Bradner, Key words for use in RFCs to Indicate Requirement Levels, http://www.ietf.org/rfc/rfc2119.txt, IETF RFC 2119, March 1997.

 MACROBUTTON  NoMacro [Reference] 
 MACROBUTTON  NoMacro [Full reference citation] 


1.6 Non-Normative References

 MACROBUTTON  NoMacro [Reference] 
 MACROBUTTON  NoMacro [Full reference citation] 
2 Basic Concepts

The following figure illustrates an overview of the concepts that will be the basis for blueprints later on in the specification.
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Figure 1 - Overview of establishing an architecture from the SOA Blueprints
Below are the process descriptions:

· Establish Service Model – Creates a service model for the organization. The service model will define and contain domain specific services that can later be mapped to a particular type.

· Establish To Be Service Model 

· Establish AS-IS Service Model

· Create Roadmap based on both Service Models
· Establish Service Mapping – Creates a service mapping of the domain specific services to blueprint concepts that the architecture can be derived. A mapping contains a definition of domain service to a service type. It also contains a mapping of domain service to infrastructure type. 

· Develop Architecture – Creates an architecture from the blueprint established in the service mapping process. When addressing an enterprise this may be an enterprise architecture while in the project case this may end up as a solution architecture.
Below are the object descriptions for the above figure:

· Service Model – A collection of service definitions established by an analysis of the organizational goals.

· Domain Service – A service that is specific to a certain business domain

· Service Type – A pattern that establishes a context of a service within a blueprint

· Service Mapping – A mapping of patterns to domain specific services.

· Infrastructure Type – A pattern that establishes a framework in which to run a service

· Blueprint – A collection of patterns that establishes the basis of an architecture

· Architecture – A realization of a blueprint with specific systems and subsystems within the context of the business domain. This may be at a high-level for an enterprise view or a lower level for the project view.
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Figure 2 - Overview of an SOA Architectural Blueprint
Note: Will update this later based on some more SOA-RM updates and concepts extracting from the original blueprints. Also, perhaps it should be “service Policy and Contracts”?
· Processing Mode – Represents the mode in which the behavioral model needs to be executed

· Routing/Interception - Represents the concept of routing based on policy, interception or any other type of data point

· Transport – Represents the actual protocol used to communicate with a given service

· Exception Handling – Represents the handling of exceptions from either the environment or predefined exchange problems

· Compensation – Represents the compensation of the exception handling

· Domain Specific – Represents the domain specific functionality that needs to be invoked

3 Service Model

A major objective in undertaking a service architecture is to create the “big picture” this will act as an overall guide to an enterprise or project and provide a simple view of how the organizorganization, or project, splits its capabilities into services. This big picture is used to aid in understanding how change requests will be handled, new projects commissioned, and business change delivered through IT adherence. The big picture needs to be something that all parties agree on, and all parties use as a reference. Make the big picture clear, use clear colors with a defined key, and most importantly ensure that it is kept up to date. The purpose of a good service architecture is not to focus people’s minds on to the detail of the application, but to ensure they always have the context in which the detail is concerned. A service architecture concerns itself first with the “what”, then the “why” and only finally the implementation question of “how”. The Big picture is the one that tells all stakeholders the “what” and the “why”, it is down to the various areas to determine the most effective “how”.
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Figure 3 - Overview of the Service Model
3.1 Approach

The basis of this approach is to start at the top of the domain, whether this is an enterprise level or for an individual area. The main reasons for doing this are

1. Organizations work “top-down”

2. Sets direction
3. Uses the organizorganizational functions as its basis

Using the organizational structure or functions of a business as the basis for services is not a new idea but these have mainly been process driven rather than service driven efforts and have attempted to answer all questions rather than aiming for clarity around the key question of what services need to be made available and how. It needs to be noted that while organizational functions tend to be relatively stable, the actual structure and departments can often be flexible especially when a new senior executive is appointed. The objective is to use the organizational functions, the “what” of the enterprise, and not the temporal representation of those within an organization chart.

The focus of the approach is to establish the “What”, “Why”, and “How” of the organization to derive the service model that represents the organization.

Establishing a service model gives you the map for the enterprise or project and enables further analysis and detail to be created, while ensuring that these efforts are not impacting each other. Before engaging on a services architecture it is important to have a broad understanding of the area for which the task is being under-taken. If undertaking the task at an enterprise level this should include the external drivers on the company as well as an understanding of the sector it is in. If it is a specific project or program then it is key to understand the primary drivers for the project. The result of this pre-work should be for the analyst, architect, consultant or manager to understand the external drivers for the architecture that is being created. A key element to start at this stage is the glossary of terms, so certain elements can be quickly referenced when required.

At this stage it is also important to identify the key stakeholders who are required to create the Level 0 and Level 1 service architecture, and plan the event to which they will be brought in order to create the architecture.

3.1.1 What
External actors round out the domain under consideration and represent the totality of the “what” within the Level 0 (…N) model. The key here is that the actors are external to the services, rather than being the internal objectives of those services.

For an enterprise this (Figure 21) expands on the “what” of the enterprise to talk about the “with whom”. This can be a powerful tool to help and enterprises determine the scope and importance of partners. If they are not important at Level 0 they should probably not be considered strategic. For Projects (Figure 22) the impact can be less as although it defines the totality of “what” for the project it doesn’t at this stage define the full “why” of the project. It is therefore important to understand at what level the diagrams become truly useful. For our Enterprise it was reached in stage 1, for our project we have to refine again.
Budgeting, planning and cost/revenue tracking can occur from a level 0 service. In addition, the management of projects and metrics associated with maintenance can be fall into planning and strategic goals around the level 0 service. 

Note DM added:
“What” can be expanded to include defining a high level domain model that represents the entities in which an organization is focused on. This creates a validation and a roadmap approach that can establish both the services within the organization and what entities within an organization are acted upon given a complete picture of the enterprise.
The focus for the first level is the same question as for all levels “What is it?” the ambition here is first to get the high-level picture. The first, and most important element, is to determine what the actual services are, without worrying about the interactions. At this stage the most valuable tool is a white board as there may be many candidates for Level 0 services depending on either the perspective or opinion. The target is a clear statement of just the Level 0 services.

For the enterprise the first element is going to be the core Services themselves. This just describes the “what” of the enterprise, and absolutely no more. It is critical that a business agrees on this diagram before attempting anything else, because if the top can’t be agreed upon there are some significant differences in how the organization perceives itself. The following figure represents an example of the four key areas that define what a business provides.
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For a project the approach, and need for agreement is no different. The question is “what is it about” and the answer the key domains that need to work together to solve the problem. Figure 20 shows this minimal set of services required for the vendor managed inventory project. It’s important to note on a project basis that the driver is still what are the business focused rather than project focused services that are required. The services created must fit within the context of the overall business and not just be specific to the project.

The level 0 picture in Figure 19 represents the most powerful picture for an enterprise, it shows clearly what the organization is about. For a project the type of Level 0 diagram shown in Figure20 can sometimes be compelling but more often the next level of refinement is need to really explain what the project as opposed to the services it delivers is about. This is because a project has explicit drivers that provide context to the services, while an enterprise is the services themselves.

3.1.2 Why

Level 0 (…N) establishes the “why” by understanding why the various services and actors interact. This is the key question to pose at this stage, “does service X interact with service Y and if so why does it interact”. The aim here is to start defining the value contract for the service that it offers to the world. This then delivers for the enterprise, Figure 3, a full definition of both what the organization does, and why it does it, and for the project, Figure 4, completes the picture as to why the project is being under-taken. 

An example of how to achieve this would be to establish lines between the services and actors within the service model. 
3.1.2.1 Determining Services

When determining a service architecture a useful technique is have people imagine they are looking at the enterprise, department or project from the outside. At this level what do they see? What a Service Architecture should be driving them towards is identifying the types of work that are being undertaken. “What does it do?” is the driving question at this level, the objective is to understand the form of the services rather than their details, so as the discussion delves down towards “well I ask for a paper clip and they give me a quote, then I submit the purchase request and they…..” it is important to ask for a term that groups all of those elements together, ask “So what would you call that type of function in your company?”, or “and as a group what are they know as?”. It is critical not to get bogged down in the process elements and to be thinking in the service architecture purely of the groupings. Once the primary groupings have been defined you can then work on the primary tasks, again doing these at a high level, the intents, rather than the specific elements that are undertaken.

3.1.3 How
“How” is mapped based on the lowest level established in the service model.
The service mapping section describes in detail the establishment of the “how”.
[ Need figure ]


Service Architecture is driven by the domain which needs a different mechanism for understanding how organizational entities work together. The objective of this approach to service architecture is to understand the functional groupings of an organization, and hence the services that it provides both internally and externally.

Creating the service architecture is about creating broad sweeping models, not the detail within those models which removes the discussions of a specific flow within a certain interaction. Everyone needs to agree at a set of interactions at a high level such as an interaction from“Service A to Service B”.
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3.1.7 The Level 0 picture





3.1.8 Adding the Actors

The next elements to be added to the diagram are the external actors these round out the domain under consideration and represent the totality of the “what” within the Level 0 model. The key here is that the actors are external to the services, rather than being the internal objectives of those services.

For an enterprise this (Figure 21) expands on the “what” of the enterprise to talk about the “with whom”. This can be a powerful tool to help and enterprises determine the scope and importance of partners. If they are not important at Level 0 they should probably not be considered strategic. For Projects (Figure 22) the impact can be less as although it defines the totality of “what” for the project it doesn’t at this stage define the full “why” of the project. It is therefore important to understand at what level the diagrams become truly useful. For our Enterprise it was reached in stage 1, for our project we have to refine again.

3.1.9 



3.1.10 Fleshing out the services

Once the full diagram has been defined its time to fill in the information required to describe the service. The sort of information required is described in the Template of a Service Definition section. It is recommended at this stage that break-out groups are created to focus on each of the services; these should include people from that service domain, and people from the services that interact with that service. These groups should then report back the definitions for a final confirmation by the whole group.

3.1.11 Level 0 Deliverables

At this stage the following elements should have been created 

[[ Table ]]
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3.1.13 

3.1.14 






3.2 

3.3 Level 0

The key when considering architecture at Level 0 is that each of these services must be core and central to the actual business being considered. For this reason support services, which may have large departments, would not be considered as Level 0 services. At Level 0 the important element to consider is that each Level 0 system could potentially be considered as an area in its own right, so its replacement would have minimal impact on the other services in the domain. For an organization this often means that the model reflects areas that could be either outsourced, sold or partnered. And for a project it often represents the different business objectives that the system has. The other key element in deciding what the Level 0 services are is that combining level 0 services into larger domains would not reduce the high-level clarity of the system. As a rule of thumb the number of Level 0 services should be between 1 and 5.

[[ figure for this ]]

3.3.1 Enterprise Level 0 model

For the enterprise the approach to understanding the services in the Level 0 model is to understand what the key business areas are that make up that enterprise. With Oblivion Widgets these can be split into four key areas, Sales, Manufacture, Logistics & Warehouse and Finance, these represent the central elements of the business. The key actors at this stage are those that interact with the services externally, not the internal actors who provide that service. The question therefore is “what is it?”.

Figure 3 Enterprise Level 0Figure 3 shows the level 0 model for Oblivion Widget with the key external actors. It also details the primary interactions that those actors have with the services. These are not individual functions, but descriptions of the purpose of the interaction. On this diagram there is no description of the process of the interaction, only the start, or end, of an interaction. This picture is deliberately simple, and should be kept so. Its intention is to act as the reference point for all initial decisions within the organization and as a reference point to which every stakeholder, business, IT, internal or external can agree. These boundaries also mark the areas within which change will be managed and constrained.

3.3.2 Project Level 0 model

Within a specific project exactly the same approach is taken, this time at a much lower level, if an organization has undertaken an enterprise Service decomposition then its important for this to be used as the base for the project, not only does it represent a head-start on the process but also ensures that the required stakeholders are aware of the project and its impacts. The first element is to understand what is required of the project as a simple statement. The objective here is to minimise the amount of stock carried while maintaining, or reducing, the amount of out-of-stock issues that customers have.

The project level 0 (Figure 4) is equally simple, and hopefully equally powerful, the intention is to understand the objective of the project from a simple diagram and the domains which the project covers. From a top level the objective of the project is therefore simple, the organization (Corporate actor) wishes to minimise the amount of stock required, and the vendor is now responsible for managing their own stock levels. Flows which are not directly changed in the project scope, e.g. ship against order. Are excluded at this level.

In order to demonstrate the purpose and options at this stage it is recommended to create a number of business activity diagrams, these should be seen not as formal process definitions, but as sketches that represent either the different options or the different scenarios. Figure 5 and Figure 6 show two such diagrams. These are very high level and are used to demonstrate how a polling (former) or event (later) approach to VMI would work.

The objective here is simplicity, not to go into the detail. Level 0 should be kept deliberately abstract and be clearly understood by all stakeholders. If understanding of the domain is lost at this stage there is little hope that the project will succeed. It is normal that the activity diagrams used here are revisited in detail by either the business process or architecture streams of a project or programme. It is important to retain the context described at this level, even if the full content is much more detailed.

3.4 Level 1

Level 1 Services are where element start to become more “real”, quite often these can be identified not just as areas in which people work, or conceptual goals of a project, but as the actual day-to-day areas in which people work, and the IT services that will be implemented to support them, at an enterprise level these may map to the departments in the business, and within a project to the roles and IT Application areas that are required.

There are several elements that need to be borne in mind when considering decomposition. The first is that the enclosing service confers behaviour and management onto those at a lower level. This means that while services from two distinct domains can interact, they have to do so in a manner that enforces the surrounding, as well as service specific, contract. This inheritance of principles, contracts and other functional and non-functional attributes is central to a well constructed model. This rather than thinking of a circle on a circle, a better mental model is to think about nested spheres (Figure 7).

The second is that the purpose of this classification is to enable simple navigation of the service architecture to ensure it can be understood and future requirements can be easily classified within the service models. The purpose here is to avoid the “death by availability” challenge that comes with too flat a structure. Without a defined structure and governance model it becomes impossible to manage the complexity of the enterprise (Figure8). Its this problem that SOA tries to address so its important that any Service model is designed to aid in comprehension, not to stress the complexity of the environment.

3.4.1 Enterprise Level 1

Rather than decompose all of the Level 0 services one service has been chosen, namely manufacturing. The principles remain the same for manufacturing. The Level 1 for manufacturing splits down Oblivion into six distinct areas. Thanks to the centralisation of purchasing around stock management the only area that needs to make direct purchasing requests is R&D as they use newer materials than are currently being used. A key part of this level 1 diagram is that it identifies other level 1 services with which it interacts. This is why some form of common tooling can help in creating the service model so changes in terms are instantly reflected across the various instances of that service.

An enterprise Level 1 sometimes matches the operating departments within a division, or at least a potential set of operating departments. It is risky to attempt a one-to-one mapping of services to departments as these can be subject to change, while the organizational functions they undertake will remain relatively complex. The importance of a service is that it represents “what”, the department often represents “how” . This is quite often the stage at which more discussion is required as the key is to understand the key services that the division is offering, rather than just repeating that “Frank runs both Packaging and R&D”, if the two elements have a clearly distinct purpose then they should be represented as separate services. Again logical groups should be represented as one service and further decomposed as required.

3.4.2 Project Level 1

A project level 1 is often the stage at which the requirements become more apparent for the system, where the Level 0 (Figure 4) details the intent of the project and sets it context, the Level 1 indicates the actual work to be undertaken and explains how it will work.

Figure 10 applies the same principles used to create Figure 9, only this time applied to the specific requirements of the project. Again the external interactions are reported, and the major interactions within the service model. Level 1 often refers to the major software components of a delivered system, these can be as large as whole packaged solutions, for instance Logistics Management in this case, or bespoke areas of targeted development, for example forecasting. It is within Services at this level at the requirements are often initially captured. For small projects a Level 1 de-composition will be all that is required. Level 1 can also be more complex than level 0, but a maximum of 8 Level 1 services for each Level 0, with a normal amount being around 4, should be used as a guide.

3.5 Virtual, support and shared services

Further refinement can be driven by two different objectives. The first objective is to delve deeper and understand the problem domain more. This will take a similar mechanism as that defined for Level 0 to Level 1 decomposition and produces the Level 2+ decompositions that might be required. The other refinement is, for a given service, to focus on the different external representations that it may have. This is used for Services, and collections of Services, which have a number of external consumers which interact with a common set of functionality in differing ways. This should not be used where a service just has multiple actors who call differing functionality, for example a purchasing service where some people buy, some price, and others approve, these functions make up common areas defined by roles within one services. 

3.5.1 Virtual Services

Virtual Services should be used where a collection of internal services is combined to provide an external view for a customer, thus creating a “virtual service” that is one which provides no direct business function but which offers a façade over those services. It should also be used where one service provides distinct operational objectives depending on how it is being invoked.

Virtual Services are often the information or interaction points in the systems. Because they are virtual, have no direct business domain, does not mean they are trivial or are not owned by a clear domain within the business, and often can be the source of projects on their own within Enterprise models. Sales or customer portals are often represented as virtual services and owned by the Sales Level 0 service.

How they are differentiated from normally services, beyond being represented hatched on a diagram, is that they are not a service in which business logic will be implemented. Virtual Services therefore provide a way to indicate where business logic can be co-ordinated and potentially simplified, but the implementation of the actual logic should only be done in full services.

3.5.2 Support Services

Support Services are often the technology elements that the business doesn’t care exist, as long as they exist. These are split into two groups, those where have a clear encompassing service in the enterprise model, and those which fall within Shared Services. Support Services have two distinct groups, technical and associated.

3.5.2.1 Technical Support Services

Technical Support Services can vary from elements such as hosting and printing, through to specific plant control elements or an RF-ID portal. As with other services it is possible for these to be relatively high level and be decomposed into further technical services. The key element with technical services is that they provide support to a business function, rather than being the specific business function themselves. For this reason it is important to differentiate between pure technical services, and those business elements that have been automated. It is also critical not to fall into the trap of creating services from existing technical elements just because they exist in a given form.

Technical support services are those elements that support the business, not business functions in their own right. Having an ERP system does not mean that “Enterprise Resource Planning” is a specific business domain in its own right. Nor does the existence of a CRM system mean that “Customer Relationship Management” becomes a support service automatically. The objective of a service architecture is not to determine the technology that will be used, but the domains of functionality that are required.

It is the job of application architecture and design to determine the most appropriate technologies and their implementations. Technical Support Services therefore are used only to indicate those elements which indicate a category of supporting function that is required by the main business elements. These are normally only defined at lower levels of granularity, and are normally shared between multiple domains, they are also consumed by Business Services, rather than being consumers of business services themselves.

3.5.2.2 Associated Support Services

Associated Support Services are those elements that are not required for the business operation of the system, but which are required for the business to operate. Elements such as Human Resources, Desktop Support and other internal only functions of business, and projects, need to be represented on the overall service map. It is important however to remember that these elements are not central to the operation of a business and should not therefore be exposed as Level 0 services.

Associated Support Services should always be represented on diagrams in a specific way in order that everyone is clear as to what the primary goals of the project or enterprise are. Associated support services may often be important to the operation of the enterprise or project, but their existence is only to ensure that the business services are delivered, without the business services there is no reason to have an associated support service. Associated Support services are often also Shared Services that provide a supporting function to multiple business services.

The relationships between associated support functions are often irrelevant at the business level and just need to be described only on the Associated Support service.

3.5.2.3 Shared Services

As a service architecture drives into more detail it is common to identify certain services that are common between multiple business areas. These services maybe technical or support services, or may on certain occasions be clear business services which are defined to work in two places. In all of these cases it is important to recognise that some elements of the service might be shared, or that the whole service is common between multiple areas. Representing shared services requires an increased level of control and visibility, it is recommended that shared services are grouped into two groups:

· Technical and Support services split by

· Shared between multiple business services at all levels and across Level 0 service boundaries

· Shared between multiple business services with a specific level of a hierarchy (e.g. within the Level 1 diagram for a Level 0)

· Those with common or similar bases, but differing drivers or implementations.

· Business Services split by

· Totally shared services with defined business reason for being shared

· “Apparently” shared service, these are services that appear to have the same characteristics but are deliberately separated

· “Common Base” these are business services that shared a common base of context but have been specialised for a particular business purpose

The reason for making these classifications is that it enables IT teams to understand which services can be re-used across domains and which even though they appear common should either be hosted or implemented separately due to differing business demands. It also helps to drive both business and IT investment decisions about where the most benefit could be derived, and to help with the prioritisation of work. It is important to consider that Services with differing objectives and measures can be implemented as a shared service by building the service to meet the most stringent requirements. This assessment should be made on cost-benefit grounds and requires a realistic view of possible re-use. This can either be done at this stage, or more normally identified as a potential at this stage and then clarified during a future iteration. The advantage of a clear Service Architecture is that it gives clarity and context for that decision.

Figure 14, which is Figure 9 without the external services, shows an example of both a cross domain shared service and a domain specific share support service. The examples chosen here are for Auto-ID (barcodes, RF-ID, EPC etc) technical service, which need to be available across the organization, and of clinical trials support services which while specific to this domain, are to be shared between the R&D and Regulatory efforts. Diagrams such as Figure 14 should be used as decorations to the key service models to demonstrate additional elements, rather than trying to put all these elements on the key business diagrams. A key part of these diagrams however is that they direct the strategy of these support services. If an organization wished to trial multiple different Auto-ID solutions it would be reasonable to specify these services as not shared, but as having a common base. A future strategy that adopts one of these approaches would then be focused on unifying these disparate services. Figure 15 gives an example of another secondary diagram that can be used to represent common bases for services, as with a multiple pilot approach for Auto-ID all of the various types of forecasting are at their heart forms of demand forecast. This does not mean that these services are the same, or even that they share any business drivers or goals, but that the conceptual frameworks for the services share a similar base.

Figure 16 Shared Business ServiceIt is important to identify these common bases as they can, on occasion, lead to the identification of potential shared services and also identify areas where business services can co-operate on common ideas and approaches. This is particularly important when trying to foster cross-functional links in organizations as it can be used as a basis for common understanding. Figure 16 shows an example of a shared service, in this case explicitly referenced, this is an example of where exactly the same functions are duplicated between two parts of an organization, but the processes, priorities and directions of the service remain the same. These shared services can often be physically manifest by separate departments, but which a shared IT and audit capability. It is important to note at this level however that they are, from a business perspective performing the same function and that any real-world separation is a matter of logistics or convenience not of differing business objectives. Figure 17 details a case where services, though apparently shared, are in fact distinct services with distinct objectives.

In the case of Figure 17 this is due to regulatory pressures on the market in question which ensure a clear separation between clinical trials during the course of a companies R&D and those conducted for regulatory approval. “Apparently” shared services are often driven by regulatory drivers, either due to differing legal rules across regions or due to specific legislation around a business domain. When decomposing these apparently shared services it is normal to identify elements that are shared services, and others which must remain separate. The difference between these three forms of sharing, Common Base (Figure 15), Shared (Figure 16) and Apparently Shared (Figure 17) is more than just a semantic one. Common Base services are functionality different but have either a common “ethos” or core approach, they however are not the same either in form of their objectives or their direct function. Shared services are alike in both their objective and their function and can be view as a single service shared across an organization. Apparently Shared services are those which share both objective and function, but are separated due to indirect concerns, in other words they are kept separate by factors not driven by the business. By identifying these groups, normally as a third or forth iteration after the basic business service model is done, businesses and IT can identify opportunities for consolidation and co-operation, but done within the correct legal and operating constraints.

4 Service Mapping

Service mapping establishes the mapping between the service model defined by the analysis of the business organization and the technical evaluation of what blueprint to use for a given service.

It establishes a roadmap and matrix for creating an SOA Environment by knowing what business service will be represented by which service type and what the infrastructure type will be for a given service.

Below is a table that represents an example approach to service mapping.
	Service
	Service Type
	Infrastructure
	Service Actors

	<Name of Service from Service Model>
	Composite
	Aggregate
	<Actor from Service Model>

	
	
	
	


5 Service Blueprints

5.1 Overview

5.2 
5.2.1 

5.2.2 

5.3 Infrastructure Types

5.3.1 Overview

Infrastructure types represent the container in which a service is invoked. It contains all the supporting services to achieve the exchange interaction with a consumer and a service provider.
Infrastructure includes the following:

· Exchange Normalization – unifying the exchange format across versions used by a service consumer

· Required by: Service Consumer

· Routing – routes an invocation across service providers abstracting the endpoint

· Virtualization – a virtual service that abstracts multiple services

· Transport – transportation protocol used to access a service, example HTTPS, etc…
· Service Policy – defines the policy associated with a service that governs the use of a service

· Service Contract – defines what a service consumer expects including SLAs, etc…

· Compensation – determines what steps to take depending on an exception within the service invocation, may be an extension to routing
· Exception Handling – manages the exceptions that occur that the infrastructure can react or compensate for
· Monitoring – tracks the uptime and performance of a particular service
· Event Disbursement – disburses events based on what type of interactions a particular service triggers

· Consumer Authorization – authorizes the service consumer for a particular service and establishes access to particular operations/tasks, may be based on policy 

· Service Repository – stores states associated with a coordination initiative within a service interaction process or data for a particular service state

· Service State – state associated with a service

· Service Federation? – contains registration services for federating invocations across services
· Service Registry – contains policy and contracts
5.3.2 Infrastructure Concepts

5.3.2.1 Securing an Infrastructure

Seccuring an infrastructure involves locking down the infrastructure which requires authentication and authorization of the service consumer to the service provider. An infrastructure would need to contain policy enforcement, secure transportation, on behalf of actor validation, etc….  need to flush this out more.

[[ Composite Diagram of the secure infrastructure pattern ]]

	
	

	
	

	
	

	
	

	
	


5.3.3 Coordination Infrastructure

A coordination infrastructure provides a framework in which multiple services and service consumers can coordinate activities. This may involve securing the infrastructure as defined in the “securing an infrastructure section”. The coordination infrastructure may contain the following:

· Service Repository – see concept section for more details
· Service Federation? – see concept section for more details

· Coordination Context – defines the context in which a service is invoked 
· Participant – an actor within the coordination of services, may abstract the actual service being invoked
· Coordinator – establishes the context for a given coordination

· Service Consumer - see concept section for more details

· Coordination Initiator – initiator of the coordination and establishes the beginning of the coordination

· Coordination Event – an event that occurs within the coordination of participants

The figure below illustrates the composite parts and their relationships within the infrastructure. The  figure focuses on the static structure of the infrastructure and does not focus on the dynamic behavior.
[image: image6.wmf]Optional parts before coordinator,

service, etc...

Service Consumer

Exchange Normalization

Service Provider

Service

Operation

Routing

Virtualization

Repository

Registry

Policy

Contract

Transport

Coordination Context

Coordinator

Coordination Initiator

Participant

Service Federation

populates

contains, exposes

use

manages

manages

governs

manages

extends

uses

«role binding»

«role binding»

«role binding»

allows access

notifies, registers

uses, registers

invokes

governs

uses

creates

uses

manages


Figure 4 - Coordination Infrastructure Composite Diagram

[[ Insert a flow diagram of some sort to show how the parts work in a dynamic way ]]
	Requirement
	A service needs to invoke other services. The service acts as a service actor and a service provider.

	Benefit
	Environment for a service to coordinate with other services.

	Risks
	Performance time increases in relation to the aggregation aspects of the infrastructure.


5.3.3.1 Examples

Might just have an example in the case study to remove this section.
5.3.4 Process Infrastructure

A process infrastructure provides a framework in which multiple services are executed within a certain process flow. This may involve securing the infrastructure as defined in the “securing an infrastructure section”. The process infrastructure builds upon the concepts in the coordination infrastructure. The process infrastructure may contain the following:

· Service Repository – see concept section for more details

· Process Initiative – defines the interactions needing to occur and the exchange mapping associated to process involving 1..N services
· Process State – state that is associated with a process that can be stored within a service repository, contains the order and process instance of a particular service
· Process Event – an event that occurs within the process of invoking services related to the overall process direction used for routing and compensation within a service
[[ Composite Diagram of the secure infrastructure pattern ]]

	Requirement
	A service needs to invoke other services. The service acts as a service actor and a service provider.

	Benefit
	Environment for a service to coordinate with other services.

	Risks
	Performance time increases in relation to the aggregation aspects of the infrastructure.


5.3.4.1 Examples

Might just have an example in the case study to remove this section
5.3.5 Aggregation Infrastructure

An aggregation infrastructure provides a framework in which a service can act as a service actor to other services. An aggregation infrastructure can build off of the principles defined in the securing an infrastructure. The aggregation infrastructure may contain the following:

 
· Service – See Concepts section for more details
[[ Composite Diagram of the secure infrastructure pattern ]]

	Requirement
	A service needs to invoke other services. The service acts as a service actor and a service provider.

	Benefit
	Environment for a service to coordinate with other services.

	Risks
	Performance time increases in relation to the aggregation aspects of the infrastructure.

	
	


5.3.5.1 Examples

Might just have an example in the case study to remove this section.

5.3.6 Source Infrastructure

A source infrastructure provides a framework in which a service can retrieve data from a data source. A secure infrastructure can build off of the principles defined in the secure infrastructure. 

need to flush this out more.

[[ Composite Diagram of the secure infrastructure pattern ]]

	Requirement
	A service needs to work with a datasource to fulfill its functionality. 

	Benefit
	Environment for a service to retrieve and work with data appropriately.

	Risks
	Performance time increases in relation to the additional service processing with the infrastructure.

	
	


5.3.6.1 Examples

Might just have an example in the case study to remove this section.

5.4 Service Types

5.4.1 Component Service

A component service is a simple atomic action on a simple entity that does not depend on another service to function. There are typically no internal rules or invocations of other services through a component service.

	Requirement
	The requirement for a component service would be….

	Benefit
	The benefit is an abstraction of an entity in which the service is providing operations upon

	Risks
	The risks of using a component service type is a slight increase in performance time to access the entity in which a service actor was originally invoking

	Example
	Database access to a single table can be thought of as a component service. Operations such as get, add, update or delete would invoke equivalent SQL statements against the database.

	Implementations
	<specs that are related>

· Secure Infrastructure

· 

	Infrastructure Types
	<Type of infrastructures that can accommodate the service, what frameworks can support it>


5.4.2 Composite Services

A composite service, termed a business service in this specification, is also atomic in nature, but orchestrates the invocation of component services into a business level process. 

Composite services may be invoked in any processing mode.

	Requirement
	A composite service may hold internal state while invoking other services. A composite service should aggregate the responses from a particular set of service invocations.

	Benefit
	The benefit is an abstraction of the entity in which the service is providing operations against

	Risks
	The risks of using a composite service type is an increase in performance time and additional points with in the request/response cycle depending on the infrastructure. The additional points are introduced with the coordination and the composition nature of the service.

	Example
	Submitting an expense report may invoke component services to add an entry to the ExpenseReport table, add multiple entries to the ExpenseReportItem table, send an email to an employee, create a task and place this in the employee’s manager’s task list. A composite service is stateless as viewed by the consumer, however, and does not manage a long lived transaction, as opposed to a workflow service. [[ update with SOALogic example]]

	Implementations
	Related technologies that can help to achieve a composite service:

· BPEL4WS

· WS-Coordination

	Infrastructure Types
	<Type of infrastructures that can accommodate the service, what frameworks can support it>

· Secure Infrastructure




5.4.3 Conversational (Workflow) Services

A conversational service typically has state associated with it and acts like a finite state machine. A certain operation on that service will start the conversation and set some item into a specific state. Subsequent operations may continue the conversation and change the state of the item. The conversation is ended with an operation that sets the conversation to a final state.

Operations within the service may be invoked within any processing mode. 

	Requirement
	A conversational service may store conversational state to allow for a long running process. A conversational service needs to invoke the next service within the process depending on the particular state of the conversation. The service needs to have a mechanism for correlating individual operations using a conversational state entity.

	Benefit
	The benefit is an abstraction of the coordination effort required to have N number of services working together within a certain process definition.

	Risks
	The risks of using a conversational service type is an increase in performance time and additional points with in the request/response cycle depending on the infrastructure. The additional points are introduced with the conversational nature of the service.

	Example
	Submitting an expense report may invoke component services to add an entry to the ExpenseReport table, add multiple entries to the ExpenseReportItem table, send an email to an employee, create a task and place this in the employee’s manager’s task list. A composite service is stateless as viewed by the consumer, however, and does not manage a long lived transaction, as opposed to a workflow service. [[ update with SOALogic example]]

	Implementations
	Related technologies that can help to achieve a composite service:

· BPEL4WS

· WS-Coordination

	Infrastructure Types
	<Type of infrastructures that can accommodate the service, what frameworks can support it>

· Secure Infrastructure

· Aggregation Infrastructure




5.4.4 Data Services

A data service provides a mechanism for querying a datasource or multiple datasources through a message based request response mechanism. The user of the data service is not aware of the actual physical source of the data, nor its storage format. Data services can be combined together to provide a single response containing data from multiple services through the use of a composite service. 

	Requirement
	A data service may route query parameters to the correct source. A data service may combine resultant data in the correct response format.

	Benefit
	The benefit is an abstraction of the data storage technology in which the service is providing operations against

	Risks
	The risks of using a data service type is a slight increase in performance time based on the addition of the abstraction to the datasource.

	Example
	Submitting an expense report may invoke component services to add an entry to the ExpenseReport table, add multiple entries to the ExpenseReportItem table, send an email to an employee, create a task and place this in the employee’s manager’s task list. A composite service is stateless as viewed by the consumer, however, and does not manage a long lived transaction, as opposed to a workflow service. [[ update with SOALogic example]]

	Implementations
	Related technologies that can help to achieve a composite service:

· BPEL4WS

· WS-Coordination

	Infrastructure Types
	<Type of infrastructures that can accommodate the service, what frameworks can support it>

· Secure Infrastructure

· Aggregation Infrastructure

· Source Infrastructure




5.4.5 Publish-Subscribe Services

Publish-subscribe services are ones in which interested parties may request notification of certain events. Some entity manages a list of subscribed parties and publishes notification in the form of a message when the event takes place. Services of this type are not bound to any form of transport and the services invoked upon publishing can be of any type. Subscription and subsequent publishing of messages could be through a Service Broker, or managed explicitly by a set of subscribe/unsubscribed messages sent to a subscription manager. Need to rework this into something else maybe Listening Service and Triggering service.


	Requirement
	A publish-subscribe may trigger an event sent to a subscription service. A publish-subscribe service needs to notify all listeners for the requested event.

	Benefit
	The benefit is provide events to other services to act upon. This may help in cases where the conversational service is used.

	Risks
	The risks of using a publish-subscribe service  type is a slight increase in performance time based on the addition of the abstraction to the datasource.

	Example
	Submitting an expense report may invoke component services to add an entry to the ExpenseReport table, add multiple entries to the ExpenseReportItem table, send an email to an employee, create a task and place this in the employee’s manager’s task list. A composite service is stateless as viewed by the consumer, however, and does not manage a long lived transaction, as opposed to a workflow service. [[ update with SOALogic example]]

	Implementations
	Related technologies that can help to achieve a composite service:

· BPEL4WS

· WS-Coordination

	Infrastructure Types
	<Type of infrastructures that can accommodate the service, what frameworks can support it>

· Secure Infrastructure

· Aggregation Infrastructure

· Source Infrastructure




5.4.6 Service Brokers

This specification defines a service broker as an intermediary service that manages the invocation of a set of registered services based on a set of rules. This incorporates routing of the messages and possibly data transformation between the incoming message and the requirements of the brokered service. A broker may itself be configured to be invoked synchronously or asynchronously.

The routing to registered services can be message based (only the actual message name matters) or content based (some part of the data contained in the message is used in the routing rules).  

The broker may invoke one or many services concurrently depending on how it is configured. If many services are invoked it may wait for all to complete or just one to complete before notifying the client, if running synchronously. 

5.5 Supporting Types

5.5.1 Processing Mode

Services can be invoked in one of two modes, synchronously or asynchronously. The mode chosen for a particular service depends upon its potential usage, how long the service takes to run and how reliable the service invocation needs to be.

5.5.1.1 Synchronous

Synchronous services return a response to the invoker of the service after the service has completed processing. Some usage patterns (such as a Web application retrieving data via a service) require this kind of interaction. Such services cannot take more than a couple of seconds to execute and are not inherently reliable. The service invocation is not guaranteed and may terminate due to transport issues. The transport for such services is usually local invocation or remote invocation utilizing HTTP.

5.5.1.2 Asynchronous

Asynchronous services do not return any response to the invoker, although they may return an acknowledgement of receipt. The communication of the status of processing or the return of any requested information is usually handled by sending a return asynchronous message through a callback or other mechanism. These messages have to be correlated in order that they can be matched with the original request (standards such as WS-Addressing and BPEL4WS aim to help define the correlation mechanism). The transport for such messages can be over http, but is often through a message broker or other asynchronous transport such as SMTP (email).

5.5.2 Behavioral Model

5.5.2.1 Serial Coordination

Within a composite (or workflow) service component services (or other composite services) can be invoked in order. Serial orchestration is the process by which these services are invoked in order, waiting for the completion of one before the next is executed.

5.5.2.2 Parallel Coordination

Parallel orchestration involves the execution of services concurrently. That is many services may be invoked at one time. Certain sections of a composite service may be concurrent, with a join point at which all services must be complete before moving on.

5.5.3 Exception Handling and Compensation

When a service invocation fails with an exception, there usually needs to be some way of handling this failure. Timeout or watchdog mechanisms can also raise exceptions in the cases where a certain time period has expired, or a value has crossed some threshold. A simple mechanism of handling such exceptions is to log or report them via some notification to the invoker of the service. In a complex business transaction, however, some action may need to be taken if a service that was expected to succeed as part of the transaction, fails. A compensating transaction is a mechanism for undoing some actions that were already completed that are now inconsistent because the service failed. This can be extended for workflow services, where some transaction may have to compensate for actions committed previously in the workflow.

5.5.4 Routing/Interception and Extensibility

Interception is a mechanism for inserting additional functionality into a system without modifying or affecting existing components. Functionality that cuts across many aspects of a system can be inserted via interceptors, extending the capabilities of the system. For example, a logging or auditing service could be added to a security service by adding a logging interceptor to the access points of all security services.

5.5.5 Security

5.5.6 Management and Monitoring

5.5.7 Transport

5.5.7.1 Transport Security

To ensure protection of confidential resources a variety of techniques are available within SOA to ensure security. This can be applied at various levels within the transport stack.

5.5.7.1.1 Http Authentication

Basic http authentication will secure web services on the http transport layer. This requires that a client to that service passes some credential to gain access to the service. 

5.5.7.1.2 Https Encryption

In addition to authentication, more security can be applied by using https with the Secure Sockets Layer (SSL) protocol. This utilizes a public / private key algorithm to exchange a (symmetric) key used to encrypt and decrypt data. Such security reduces the chances of a third party intercepting and understanding information passed to and from a service.

5.5.8 Exchange

5.5.8.1 Exchange Security

5.5.8.1.1 XML Signing

Authentication validates the identity of a party and encryption helps to make the information contained in a service invocation secure. XML Signing adds to this security by providing a mechanism to ensure validate the identity of the sender and to check that the actual data transmitted has not been tampered with between the consumer and provider of a service. This is achieved by applying an algorithm that provides a signature corresponding to sender and the contents of a message. If the data is modified the key will no longer match the contents and such situations can be caught immediately.

5.5.8.1.2 XML Encryption

At a higher level in the message stack than Https encryption, XML encryption provides requirements for a XML syntax and processing for encrypting digital content, including portions of XML documents and protocol messages. It describes how to use XML to represent a digitally encrypted Web resource (including XML itself) in which the XML representation of the encrypted resource must be a first class object (i.e., referenceable and consequently describable, signable, etc.) and represented by a distinct element type.
6 Governance and Maintenance
6.1 Roles
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Figure 5 - Governance Role Overview

6.2 Maintaining the Service Model

Once the decision has been made for the first time the architecture becomes a living artifact that needs a regular review. Reviews should be initiated as part of normal business and technology change procedures, it should become enshrined in these procedures to first consider the impact on the service architecture. In the absence of such a review it is recommended that the follow minimum review periods be adopted.

· Level 0 this should be done once a year,

· Level 1+ once a quarter

A review both as part of a business or technical change, or via a standard review period, should not attempt to re-create the whole architecture but focus on those changes that may impact parts of the architecture, the objective in these reviews should be to understand the change, not to re-create the architecture.

These created artifacts must therefore be available not via word documents but via a collaborative environment which people can quickly access, and potentially augment. Without an environment in which the big picture is created, agreed upon and made visible a service architecture will become yet another piece of “shelfware” that means nothing to anyone. The approaches, and terms, used in the Service Architecture must be driven into other areas, for instance the Enterprise and Business Architectures, to ensure there are solutions that can be completely traced.

If a review identifies fundamental changes in the way an enterprise operates, most often due to a large scale acquisition, merger, disposal or outsource, then a full architecture review should be undertaken and potentially a new top down architecture created. This should be enshrined within these business change programs, and indeed form the basis for how the IT organization is to be guided and directed by the business. The intention of such a review within a major change is to ensure effective implementation; it should therefore run in parallel with such efforts. Comparing the established service architectures of organizations that are attempting an acquisition or merger is a good way of noting the compatibility of those organizations. While they may external exhibit the same functions to the market a service architecture comparison can identify potentially serious discrepancies in how the organizations approach that common task. This matching of service architecture also represents a good way of identifying areas of commonality that can be turned into single shared services to deliver the expected cost savings.

6.3 Establishing Policies
6.4 Establishing Standards???
6.5 Operating Environment
Need this???
6.6 Versioning
6.6.1 Contract Versioning

A contract between a service consumer and a service provider may be versioned throughout the lifetime of the service provided by the service provider. The versioning of the contract should not affect existing contracts between other consumers of the same service. This should reduce the coordination effort with established service consumers.

6.6.2 Policy Versioning
The policy of a particular service provider may be versioned as modifications occur within the service provided by the service provider. The versioning of the policy may affect all consumers of the service and needs to be communicated properly. Service consumers are affected by the policy change which may lead to a coordination and socialization effort lead by the service provider before the modification and versioning occurs.
6.6.3 Exchange Versioning
The exchange format that is required and provided by the service may be modified throughout the lifetime of the particular service. The versioning of the exchange format may happen on a consumer by consumer rollout thereby not affecting all consumers. In this case, the exchange format should support the existing versions of the exchange with a roadmap of when those versions will be deprecated. Providing a roadmap of when versions are no longer supported gives a consumer opportunity to budget and plan for modifying the interaction details on the consuming of the service.
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Figure 6 - Overview of Exchange Versioning

In addition to the exchange being versioned for a given operation on the service, the entities in which the operation depends on may be versioned by another exchange. For instance, there could be an operation B that might version the entity that operation A requires.
6.6.3.1 Web Services

Schemas versioning is needed by a web service. 
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